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When you’re making decisions about addressing upcoming opportunities and challenges, it is a good practice to do an Analysis of Alternatives. And it is also a good practice to include “Don’t change what you’re currently doing” as one of the alternatives. In many cases, this can be the best alternative, as reflected in such maxims as “If it ain’t broke, don’t fix it,” “Plan the flight and fly the plan,” and “Hold steady on the course.”

But there are more and more situations in which “Don’t change” is a very risky alternative. A good set of examples is the analysis in Eberhardt Rechtin’s book, *Systems Architecting of Organizations: Why Eagles Can’t Swim.* Rechtin explains why on six successive satellite system replacement competitions, the more experienced incumbents just did some modifications of their previous winning designs and lost to more innovative competitors. In order to remain competitive in a world of increasing change velocity, you’ll want to consider alternatives to “Don’t change,” and to provide evidence in your Analysis of Alternatives to opponents of change when “Don’t change” is not a good idea.

Is the velocity of change all that rapid? In 2006, I published a paper that tried to anticipate future trends and to prepare organizations for accommodating them. By 2011, I found that I had not covered several trends that turned out to be further game-changers for organizations. Most of them were software-intensive: service-oriented cloud computing; social networking technologies; mega-sensor-intensive smart systems; multicore chips requiring software parallelization; and search and mining of ultra-large data aggregations. And the pace of change continues to accelerate, not just in technology, but also in competition and the marketplace. Not only is it important to monitor these changes, but it’s at least as important to master the art of making successful organizational change.

This is what makes Don Reifer’s book particularly timely and helpful. Getting an organization to change requires getting many stakeholders and suborganizations—who often won’t want to change or would like to manipulate the change to increase their power base—to come together, to agree on a mutually satisfactory change strategy, and to contribute their key resources to making the change successful.

Besides Don’s technical contributions to such areas as cyber security, cost estimation, business case analysis, software project management, and software maintenance, he has been an effective change agent as a consultant to a remarkably wide variety of

---

organizations. These include large and small financial, telecommunications, aerospace, software tools, gaming, and Internet startup companies, and public service organizations. In the book, he provides case studies drawn from these various sectors that illustrate how they have dealt with the need for change to address opportunities or problems at a project, department, business area, or enterprise level.

Along the way, the generally successful case studies illustrate pitfalls to avoid, such as trying to change things outside your span of control, neglecting to provide incentives for change to success-critical stakeholders or leaving them out of the planning process, trying to change too many things in one step, and failing to provide a sound business case for a change initiative.

The diversity of the case studies means that not all of them will be relevant to everyone’s situation, but that most people will find some of them to be highly relevant. And the diversity is brought together in the final chapter, which includes ten change management secrets of success; a dozen change management lessons learned; ten useful tools in change management; and summaries of change management critical success factors in dealing with senior managers and in dealing with the workers who will implement the changes. As a bottom line, this book can be very valuable in helping you cope with the increasing pace of change that you’ll encounter during your career.

Barry Boehm
September 2011
The phrase “software process improvement” has become a catchphrase for the software industry and occurs hundreds of times in monthly journal articles and also in scores of books. But what does the phrase really mean and how do the concepts get applied in the real world? Don Reifer has been studying software in major companies for many years and has assisted many in improving software development methods and practices.

Process improvement is closely linked to change management. Change in corporations is sometimes glacial and often resisted strongly. Don’s book includes some interesting factual information, and also procedural information, about introducing both structural changes and organizational changes that do not disrupt ongoing operations.

At the level of individual projects, change control is also a critical factor. In fact, from my observations while working as an expert witness in software litigation, the two main sources of lawsuits are poor quality control and poor change control.

The measured rate at which software projects change is between 1 and 2 percent per calendar month. For large systems with schedules in the 36 to 48 month range, more than 25 percent of the features that are present at delivery were not there when the requirements were first defined. They came in later due to either incomplete requirements gathering or external business changes that were not predictable.

Don’s new book is not a theoretical treatise on change management and software process improvement, but rather it’s a series of a dozen empirical case studies from both companies and government groups. The book also covers improvements in both development and maintenance operations.

Software change management and process improvement involve more than mere acquisition of a few tools that support specific methods such as Agile or the Team Software Process. Rather, the issues addressed include a full spectrum of organization topics, methodological topics, tools, and the measurement and reporting of improvement results. In fact, the measurement and reporting of results has been the Achilles heel of many process improvement attempts. The organizations may get better, but if they don’t measure the improvements and the costs needed to achieve the improvements then fairly soon top executives will cut off the funding.

Yet another area that needs attention during process improvement activities is the sociological areas of relationships between the information technology (IT) group and its clients, and between the various components of the information technology organization itself.

In many IT shops, the IT world and the client world tend to be adversarial rather than collegial. The adversarial relationships are even worse inside IT groups themselves.
There is often friction between the test community and the development groups, between the maintenance teams and the development teams, and between quality assurance and development teams.

Ordinary corporate politics also play a role, and sometimes projects are canceled because managers don’t like each other and refuse to cooperate.

The ten case studies and the shorter anecdotes in Don’s book also include some subjects not normally covered in the process literature, such as enabling an academic institute to form a better partnership with information technology companies.

The book provides a very valuable source of empirical data taken from real organizations. The book shows in a step-by-step fashion what the original conditions were, and then the changes that were introduced to improve the initial conditions. These are not trivial changes in small organizations; they are major long-term changes in large and complex organizations.

In general, Don’s observations are congruent with my own research on change control and software process improvement. The gist of my findings and the gist of Don’s findings are similar:

- Project management is frequently a bottleneck and must be included in all improvements.
- Quality needs to improve first; otherwise, being faster generates more bugs.
- Software defect prevention often needs improvement.
- Pre-test inspections and static analysis often need to be added to quality methods.
- The front end of software projects in requirement and design are often weak links.
- Training and education of all personnel, including management, should be continuous.
- Organization structures are important aspects of process improvements.
- Special care is needed in handling project office, test groups, quality assurance, and other specialist organizations.
- Change control, requirements creep, and deferred features also need to be evaluated.
Measurement and results are important from day 1 and should become permanent fixtures.

Executive support is needed, and it requires positive return on investment (ROI) results.

Processes need to encompass total costs of ownership (TCO).

Processes need to encompass package acquisition as well as internal development.

Processes need to encompass contracts and outsourcing as well as internal development.

Once process improvements occur, new personnel and new managers need to be trained in what the best practices are to ensure continuity.

The goals of change control and process improvements are closer and more harmonious alignment between business operations and software activities.

Overall, Don’s book provides a solid and valuable contribution to the literature on change management and software process improvement methods. It is a book with a very broad focus, and it covers a wide range of topics. This is what the industry needs—not a narrow view of a single method that is claimed to be a panacea.

As Fred Brooks pointed out years ago in *The Mythical Man-Month*, there is no “silver bullet.” To get better in software, a wide variety of organizational, social, and technical issues must be addressed in a rational sequence. Don’s book adds to this concept and offers a variety of interesting case studies from many organizations.

*Capers Jones*

President, Capers Jones & Associates LLC

August 2011
Introduction

This book presents ten case studies that revolve around how to manage change in industrial, governmental, and academic settings. Each case was selected to communicate lessons learned that the reader can use to address typical issues that occur during the process of change. Context-sensitive knowledge about how others managed change within these settings is communicated by describing what others did when faced with adversity.

Who Should Read This Book

This book was written to equip those making and managing changes in software organizations with the processes, techniques, and tools that they need to be successful. If you are involved in change initiatives, this book is for you because it points out what the typical issues are that you will face and how others in similar situations have dealt with them.

This book is targeted for consumption by a broad range of readers, from executives to those software engineers who want to pursue change initiatives aimed at getting the job of software development and maintenance done quicker, smarter, and better. Professors will also find this text helpful in communicating the fundamentals associated with instituting and managing change in organizations. Entrepreneurs and business people might want to take advantage of concepts included within the case studies that describe how to facilitate making the changes necessary to transition products to market quicker. Researchers might find the text useful in structuring how they package their new research developments for eventual commercialization.

Assumptions

This book expects that you have at least a basic understanding of underlying software engineering and management fundamentals that set the context for the changes described within the case studies. If you need refresher materials in these topics, you might consider reading Steve McConnell’s *Code Complete*, Second Edition (Microsoft Press, 2004), Roger Pressman’s *Software Engineering: A practitioner’s Approach*, Seventh Edition (McGraw-Hill, 2009), and Donald Reifer’s *Software Management*, Seventh Edition (Wiley/IEEE Computer Society, 2006).
Who Should Not Read This Book

While this book might be interesting reading for entry-level software engineers, such readers need to be warned that the book presents only the background information needed to understand the management structure, industrial practices, implementation issues, and underlying technology for each of the case studies covered. Because the knowledge needed to fully understand the issues more deeply can take years to learn for the uninitiated, these readers and others from non-software backgrounds are warned that some of the discussions on how to resolve problems may be beyond their capacity to fully understand.

Organization of This Book

This book is organized around ten case studies. Chapter 1, “Getting Started,” presents some background and context materials for these cases, while Chapter 12, “Making an Impact,” provides a summary of lessons learned. The other ten chapters focus on learning experiences presented as case studies that range from making needed organizational changes in a large Information Technology (IT) shop to addressing adoption of Agile methods in a smaller, high technology organization. While based on real-world experiences, all of the cases represent fictitious examples developed to highlight different change management messages. Each of these ten cases is trying to communicate that change is hard and no matter what you do to facilitate the transition to something new, people will resist it. In response, each case tries to highlight the change management principles you can use to make the change and get the job done, often over the objections of others who are more comfortable with the status quo.

Online Companion Content

For those using this text in software engineering courses, I have authored an Instructor’s Manual. The purpose of the manual is to help the instructor organize discussions for each of the ten case studies presented in a systematic manner. The manual might also assist others reading the book to determine all of the messages that the cases are trying to communicate. It was fun to write and should be fun to read.

The Instructor’s Manual can be downloaded from the following page:

http://www.microsoftpressstore.com/title/9780735664753
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CHAPTER 4

Industrial Case: Moving to Commercial Off-the-Shelf and Open-Source Software Usage in Telecommunications

Setting the stage

This next case study occurs in a large telecommunications firm. The firm wants to move from a custom architecture to an open architecture for its Switching Systems division's product offerings. This division has resisted past attempts to make a move to a new platform and architecture because it had millions of dollars invested in specialized software, which its sales and management leadership viewed as a discriminator in the marketplace. Because of new sales opportunities, the firm initiated the development of a new switch that embraces many innovative concepts. By bringing this switch to market, the firm hopes to retain its market share and position in the future. Everyone in the firm’s organizational chain, depicted in Figure 4-1, agrees that it is time to make the changeover and do it right.

The key change being proposed is a move to a new architecture and an open system platform. As shown in Figure 4-2, the applications software will run on top of a POSIX platform riding on top of multiple processors, which execute in parallel to provide growth paths in case more lines need to be added by telephone operating companies (the customers). POSIX will be configured to run using existing facilities to provide platform-designated services on an on-demand basis. Such services include, but are not limited to, configuration and initialization, relational database management, dispatching, distribution, querying, scheduling, and security. Services will run to completion to avoid interrupts that could cause execution to stall, stop, or be rescheduled.
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FIGURE 4-1 Telecommunications firm organizational structure.

FIGURE 4-2 Top-level switching system architecture.
In addition to using normal switching applications, the new system will provide users with a novel, knowledge-based, self-regulating load-balancing dispatcher and an innovative self-diagnosis and repair system that will act as the marketplace discriminator for sales. The front end of the switch will provide a wide range of network-based and Internet-accessible communications capabilities. It will provide users with easy access to features and query-on-example ability. Context-sensitive help will be provided along with many improved user-interface features to make the system intuitive, easy to understand, and fun to use.

The two key innovative technical enablers that make it feasible to build such a system now are the following: new dispatching algorithms that the Research and Development (R&D) Laboratories invented that facilitate the optimum scheduling of application threads running on parallel processors, and new middleware that allows the system to bind components together using rule-based, load-balancing techniques. Components that are scheduled are fragments of applications packaged by the middleware to execute in parallel on different processors (parallel threads) and share results (self-combinations). Application fragments can include commercial off-the-shelf (COTS) components, open-source or custom routines, modules, or programs, as long as each scheduled and combined entity adheres to the packaging rules, runs under POSIX, and uses the system’s data model.

**Organization**

For this case study, assume that you are the lead software engineer in the Engineering division responsible for developing the new switching system. The initial target of opportunity for sales of the system is a telephone operating company that is your largest customer. This company worked with your people on the architectural specification for the system and helped generate the related functional and performance requirements for it. It wants to buy 100 of these switches, assuming that your organization can deliver them within three years. It is ready to help during the development in any manner possible. The company suggests that it perform the independent verification task, where it provides feedback during the development on the products as they incrementally roll off the drawing board.

Most of the work that the Switching Systems division currently performs is aimed at supporting systems in the field. Major developments like the new system come around once a decade. As such, this represents the means to update the organization’s processes, practices, methods, tools, skills, and experience. Management, however, recognizes that by doing too much too quickly your company could fail. In response, they want to attack the development conservatively and use only proven technology. They form a task team to devise a project plan, and you are asked to be a member. You are thrilled and ready to start contributing to the effort.

**Project**

The project being planned involves the design, development, and validation of a test article that will be used as the model for product development. The development is targeted for three years. Getting manufacturing facilities ready for production will take about a year. However, this can be accomplished easily in parallel with the product development because the production facilities are ready for use.
There are no budget details yet. Because the future of the division revolves around the success of this project, you believe management will allocate whatever resources are necessary to pull it off. Even though their funds seem limitless, management wants you to justify every penny.

The planning team is made up of the following six people: you, the team lead, a financial person, the chief engineer, a process person, and a customer representative. Besides several other responsibilities, you have been asked to handle all planning activities associated with COTS and open-source software. Everyone on the team is excited and wants to do a good job.

Your team assessed the current situation and found that both systems requirements and architecture specifications for the new system have been completed by the startup team. These specifications were reviewed as a first order of business and judged to be well done. The team also found that a feasibility study was completed that identified 26 candidate COTS and open-source application software packages for potential use on the project. Several of these candidates have been analyzed on a try-before-you-buy basis, and the results were documented. During development, you know you will still have to select packages, negotiate licenses, and integrate these packages as part of the switching system. You also know that your work with COTS and open-source software will not stop here. There will be annual updates and licensing costs to worry about after the system is operational. Licensing concerns you because there might be run-time license costs associated with some of the packages that have not been accounted for.

Based on this completed work, the team feels much better because their planning efforts would not have to start at square one. In addition, the startup team has completed a high-level budget of $770 million over the three-year development schedule and determined details of the first year’s operation in the field, which appear in Table 4-1. As part of your tasking, you are asked to review COTS and open-source forecasts to determine whether or not they are realistic for the job at hand.

**TABLE 4-1** Top-level budget for new telecommunications system development and maintenance.

<table>
<thead>
<tr>
<th>Task</th>
<th>Subtask</th>
<th>Forecasted Budget by Year (in millions)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>Year 1</td>
</tr>
<tr>
<td>Systems engineering</td>
<td>System engineering plan and trade studies</td>
<td>$10</td>
</tr>
<tr>
<td></td>
<td>Integration product team operations</td>
<td>5</td>
</tr>
<tr>
<td>Project management</td>
<td>Project management</td>
<td>20</td>
</tr>
<tr>
<td></td>
<td>Measurement and analysis</td>
<td>2</td>
</tr>
<tr>
<td>Product support</td>
<td>Configuration management</td>
<td>4</td>
</tr>
<tr>
<td></td>
<td>Quality assurance</td>
<td>4</td>
</tr>
<tr>
<td></td>
<td>Supplier management and licensing</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Security and network protection</td>
<td>3</td>
</tr>
<tr>
<td>Hardware engineering</td>
<td>Hardware acquisition and readiness</td>
<td>10</td>
</tr>
<tr>
<td></td>
<td>Interface development and test (both hardware and software)</td>
<td>10</td>
</tr>
<tr>
<td>Task</td>
<td>Subtask</td>
<td>Forecasted Budget by Year (in millions)</td>
</tr>
<tr>
<td>---------------------</td>
<td>----------------------------------------------</td>
<td>----------------------------------------</td>
</tr>
<tr>
<td>Software engineering</td>
<td>Requirements analysis</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software development</td>
<td></td>
</tr>
<tr>
<td></td>
<td>COTS and open-source package acquisition and readiness</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software integration and test</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Licenses</td>
<td></td>
</tr>
<tr>
<td>System integration and test</td>
<td>Test planning and readiness</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Hardware and software integration and testing</td>
<td></td>
</tr>
<tr>
<td></td>
<td>System test and evaluation</td>
<td></td>
</tr>
<tr>
<td>Manufacturing</td>
<td>Specification</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Test article fabrication, assembly, and production</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Production article fabrication, assembly, and production</td>
<td></td>
</tr>
<tr>
<td>Systems test</td>
<td>Test article testing</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Acceptance test and evaluation</td>
<td></td>
</tr>
<tr>
<td>Deployment</td>
<td>Staging and delivery</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Dual operations and cutover</td>
<td></td>
</tr>
<tr>
<td>Operations and maintenance</td>
<td>Planned product improvements (both hardware and software updates and optimizations)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Licenses</td>
<td></td>
</tr>
<tr>
<td><strong>TOTALS</strong></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Process**

Your next step in the planning process is to determine what work needs to be accomplished to get the product out, determine who will do it, when it will be done, and at what cost. The team lead suggests that the team use a divide-and-conquer strategy to develop the work plan, where each member of the team develops a task list for different parts of the effort. Of course, you are given the COTS and open-source package work as part of your assignment. Your job is to determine whether the line item totals under “Software engineering” titled “COTS and open-source package acquisition and readiness” and “Licenses” are adequate to cover the work required to be completed in these areas.

You first identify the tasks required to employ COTS and open-source packages in the development. Completion of these tasks assumes that the middleware performs as specified and that each package can be cleanly integrated into the system without any rework other than tailoring. The process model used to describe the activities being performed to put COTS and open-source software to work throughout the life cycle is shown in Figure 4-3.
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For those unfamiliar with terms used in the process model in Figure 4-3, a brief explanation may be in order. After you select a package, you typically configure and tailor it to satisfy your requirements using built-in features. Then you test and accept the package prior to taking delivery. Once you’ve accepted it, you bind the COTS package via your middleware to your system, integrate it, and make it work with the system at large. Next the vendor provides periodic updates that you evaluate and incorporate into your system, if appropriate. You continue in this mode until you decide it is time to either replace the package with an alternative or decommission it.

The wildcard in the case is the unique data model your people have devised. You must determine whether or not the package can be tailored to accommodate it prior to making your purchase decision. Luckily, this was one of the tasks the startup team performed during the trial licensing period. They assessed the candidate packages to make sure that they worked as advertised and were compatible with the architecture’s data-model specifications. You feel relieved when you discover these facts in the notes they provided to you.

Product
You complete your analysis based on the process model shown in Figure 4-3. Based on the selection of the 12 packages listed in Table 4-2, you clearly show that there is more work that needs to be performed than the budget allocated for the packages being considered. The major reason for the cost differential seems to be the run-time licenses for packages for system software (such as the database manager) and tools (such as compilers and debuggers) that operating companies want delivered in case they have to make patches in the field. In addition, as shown in the itemized list in Table 4-2, the budget for COTS and open-source software package licenses is low during software maintenance because many of the development tools and other support licenses were not included in the estimate. The people developing these forecasts overlooked these costs because the costs were not in their frame of reference (software development vs. maintenance).
### TABLE 4-2  Itemized costs for COTS and open-source packages.

<table>
<thead>
<tr>
<th>No.</th>
<th>Package Type</th>
<th>Development License Cost</th>
<th>Maintenance Cost (plus run-time licenses)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>System software (POSIX toolset)</td>
<td>$250,000</td>
<td>$800,000</td>
</tr>
<tr>
<td>2</td>
<td>Database management toolset</td>
<td>$250,000</td>
<td>$2,200,000</td>
</tr>
<tr>
<td>3</td>
<td>Requirements management and traceability toolset</td>
<td>$100,000</td>
<td>$100,000</td>
</tr>
<tr>
<td>4</td>
<td>Software design toolset</td>
<td>$50,000</td>
<td>$50,000</td>
</tr>
<tr>
<td>5</td>
<td>Software language toolset (compiler, and so forth)</td>
<td>$500,000</td>
<td>$1,500,000</td>
</tr>
<tr>
<td>6</td>
<td>Software test toolset (coverage, and so forth)</td>
<td>$250,000</td>
<td>$250,000</td>
</tr>
<tr>
<td>7</td>
<td>Hardware CAD tools</td>
<td>$500,000</td>
<td>$500,000</td>
</tr>
<tr>
<td>8</td>
<td>Software configuration management tools</td>
<td>$250,000</td>
<td>$350,000</td>
</tr>
<tr>
<td>9</td>
<td>Test management toolset</td>
<td>$250,000</td>
<td>$250,000</td>
</tr>
<tr>
<td>10</td>
<td>Computer performance evaluation toolset</td>
<td>$250,000</td>
<td>$250,000</td>
</tr>
<tr>
<td>11</td>
<td>License management toolset</td>
<td>$50,000</td>
<td>$50,000</td>
</tr>
<tr>
<td>12</td>
<td>Documentation toolset</td>
<td>$200,000</td>
<td>$200,000</td>
</tr>
<tr>
<td></td>
<td><strong>TOTAL</strong></td>
<td><strong>$2,900,000</strong></td>
<td><strong>$6,500,000</strong></td>
</tr>
</tbody>
</table>

### People

You deliver your findings, and they get incorporated into the project plan. After conducting a peer review, the team lead asks you to prepare some backup materials on COTS and open-source packages because most of the team believes that upper management is clueless when it comes to the issues associated with their use. In response, you develop Table 4-3 to summarize the reasons your firm should buy rather than develop custom software packages, and Table 4-4 to highlight the typical risks associated with the purchase option and related strategies that have been used to successfully mitigate them. These backup charts are received well by the team as the effort to get the plan out concludes.

### TABLE 4-3  Developing software in-house vs. licensing it.

<table>
<thead>
<tr>
<th>Develop Software In-House</th>
<th>License Software</th>
</tr>
</thead>
<tbody>
<tr>
<td>You pay the total development and maintenance cost.</td>
<td>You pay only a fraction of the development and maintenance costs.</td>
</tr>
<tr>
<td>Custom software takes years to develop.</td>
<td>Software is available immediately.</td>
</tr>
<tr>
<td>The product is mature and relatively bug-free.</td>
<td>It takes considerable time to mature the product.</td>
</tr>
<tr>
<td>It’s developed to satisfy your customer’s requirements.</td>
<td>It’s primarily developed to satisfy marketplace requirements.</td>
</tr>
<tr>
<td>It’s easy to change because you are in charge of the migration path.</td>
<td>It’s harder to change because market forces drive the migration path.</td>
</tr>
</tbody>
</table>
### Options, recommendations, and reactions

You believe that you have everything you need to ask for more money to cover the tasks associated with the use of COTS and open-source software on the development project. You have a rationale for using packaged software, a risk mitigation plan, a package selection list, plus a rationale for your choices, a task list for the work involved, and an associated cost estimate.

You are absolutely shocked when comments are received on the plan. Reviewers from the engineering department sliced your package selection rationale apart. They provided a more technical analysis that justified the use of custom rather than COTS and open-source packages for everything except the system software. They argue in detail that the risks associated with using someone else’s software are unacceptable because of performance and security issues. They further suggest that COTS and open-source software cannot be segmented easily to run on parallel processors even with their new scheduling and dispatching software. They point to vendor websites and blogs to provide evidence of security vulnerabilities and breaches that occurred in most of the packages. Based on the

<table>
<thead>
<tr>
<th>No.</th>
<th>Risk</th>
<th>Mitigation Action</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Hidden license costs.</td>
<td>Understand licenses, and negotiate favorable terms prior to signing the licensing agreement.</td>
</tr>
<tr>
<td>2</td>
<td>Package capabilities are not as advertised.</td>
<td>Assess package capabilities via a trial license prior to licensing.</td>
</tr>
<tr>
<td>3</td>
<td>Architectural feature mismatches might be present (different data models).</td>
<td>Make sure that you fully assess the package candidates before signing a license agreement.</td>
</tr>
<tr>
<td>4</td>
<td>The software architecture puts a premium on performance rather than adaptability.</td>
<td>Modularize the architecture around foreseeable sources of change and the use of COTS.</td>
</tr>
<tr>
<td>5</td>
<td>No control over the migration path.</td>
<td>Establish a relationship with the vendor to influence the migration path.</td>
</tr>
<tr>
<td>6</td>
<td>Poor customer service.</td>
<td>Pay for on-site support or premium service contract.</td>
</tr>
<tr>
<td>7</td>
<td>Most times, all that you get is the executable, not the source code.</td>
<td>If it’s really critical, negotiate for a source-code license.</td>
</tr>
<tr>
<td>8</td>
<td>The vendor might go out of business.</td>
<td>Establish a market watch to identify replacements, and get the source code put in escrow in case of vendor default.</td>
</tr>
<tr>
<td>9</td>
<td>Software upgrades are not in synch with your update cycles.</td>
<td>Architect products using COTS and open-source packages to accommodate such updates.</td>
</tr>
<tr>
<td>10</td>
<td>Better alternatives appear on the market, but you are locked into this vendor.</td>
<td>Maintain flexibility in licensing, and keep a market watch.</td>
</tr>
</tbody>
</table>
input, there is no doubt in anyone’s mind that they want to develop the software in-house. When you talk with the team to find out why, you get a big surprise. Several teammates tell you the reason is that the engineering department has a declining workload. They believe the department is using the new development project to justify the jobs for hundreds of people who will be laid off if packaged software is used for the new system.

You are caught in a quandary. You believe that going with COTS and open-source software is the right decision, but you do not want to be responsible for layoffs. The team lead understands your dilemma and suggests that the decision be elevated to senior management. According to the grapevine, engineering department leadership is already working the issue and is using their influence to squash the use of COTS and open-source software in the new system.

You decide the best way to compare the custom options against the COTS options is to look at the time and effort required to complete them. Then, if management wants to ignore the facts, that is their decision. You develop Table 4-5 to make the results easy to comprehend. For simplicity, you include only the software-related development costs across the three-year project schedule. To develop a credible development estimate, you use the parametric COCOMO II cost model\(^4\) using the standard estimating practices endorsed by the firm. Size estimates are those that engineering developed while performing a study to determine how many processors would be needed to accommodate peak loading on the new switching system. Results have been scaled proportionately for support tasks like product and project management using similar percentages.

**TABLE 4-5** Custom vs. COTS and open-source software development comparison.

<table>
<thead>
<tr>
<th>Task</th>
<th>Custom Software Development</th>
<th>COTS and Open-Source Package Usage</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Schedule (months)(^a)</td>
<td>Effort (in millions)(^b)</td>
</tr>
<tr>
<td>Systems engineering</td>
<td>6</td>
<td>$25(^e)</td>
</tr>
<tr>
<td>Project management</td>
<td>Level of effort</td>
<td>75</td>
</tr>
<tr>
<td>Product support</td>
<td>Level of effort</td>
<td>55</td>
</tr>
<tr>
<td>Software engineering</td>
<td>66</td>
<td>370</td>
</tr>
<tr>
<td>System integration and test</td>
<td>12</td>
<td>55</td>
</tr>
<tr>
<td>Systems test</td>
<td>3</td>
<td>10</td>
</tr>
<tr>
<td>Deployment</td>
<td>3</td>
<td>5</td>
</tr>
<tr>
<td><strong>TOTALS</strong></td>
<td>72</td>
<td><strong>$595</strong></td>
</tr>
</tbody>
</table>

\(^a\) Tasks will be done in parallel to achieve delivery in 3 years.
\(^b\) The shortest feasible schedule according to COCOMO II model as calibrated is 6 years.
\(^c\) Effort was computed using a nominal profile for telecommunications and a size base of 4 MSLOC (million source lines of code). Cost/staff-year of effort is assumed $200,000.
\(^d\) Numbers were taken from Table 4-1 in this chapter and scaled to include software costs only.
\(^e\) COCOMO II model estimates the cost is less than the estimates submitted by the engineering staff.
Outcomes and lessons learned

The numbers in Table 4-5 tell the story. Developing custom software doubles the schedule and adds $244 million, or about a 70 percent increase in costs, to the effort. Yes, there might be risk in using COTS and open-source software. But there is lots of risk in pursuing a custom development as well. Also, the desired three-year schedule for the project is infeasible if you use custom development.

When you review your numbers with the planning project team, they are impressed. But your team lead is not. He says the battle has just started and that you better check and double-check your numbers. He suggests that the engineering department will use every trick in the book to discredit you. Power, jobs, and budget are on the line. Therefore, the fighting will be fierce. He asks the member of your team from the finance group to dig up past engineering costs to determine if the cost model’s assumptions are in line with actual results. He then asks the team if they know of any metrics that senior management uses to test estimates. The response is that the magic number used in the firm for validation is $100 per SLOC (source line of code). Where that figure comes from nobody knows. However, when you apply it, the results of using this rule of thumb seem to compare nicely with the $92.50 per SLOC that was the output of the cost model ($370 million divided by 400 MSLOC).

The financial person on the team reports his findings, which are surprising. The cost per SLOC actually delivered six years ago for the switching system that is currently in the field was $125 per SLOC. When you think about it, you can build a case that you would expect current costs to be less, especially because you plan to exploit advances that have been made in technology when you build the new system. You and your boss feel comfortable about your numbers and feel ready to defend them when management calls you as they try to settle the debate over the use of COTS and open source. In the interim, you plan to research the numbers more completely in an attempt to further validate your findings. Your strategy is to let the numbers do the talking. Management can ignore them if they want, but they paint a compelling case for the use of COTS and open-source software packages in the new switching system. As a change agent, you also need to recognize the need to use techniques to address resistance.

The lessons learned in this telecommunications case were many and include, but are not limited to, the following:

- COTS and open-source software represent new ways of doing business. As such, you should apply change management principles to enable early, frequent, and ongoing communications with stakeholders to deal with the inevitable resistance that will be encountered.

- There are many advantages and disadvantages associated with the use of COTS and open-source packages. Be sure to evaluate each carefully before making a commitment.

- COTS and open-source software packages do not come for free. Besides the license costs, there are other expenses associated with getting the package ready to be interfaced and used as part of the system in which it will operate.
When looking to use COTS and open-source packages in systems, be sure to identify and license all of the packages you need in the systems, applications, and support domains during development, maintenance, and operations (run-time licenses).

Recognize that most COTS and open-source packages do not plug and play directly out of the box. Some effort might be needed to configure, tailor, integrate, maintain, and sustain these packages throughout the life cycle. This is especially true if there are architectural mismatches and the packages do not support your data model.

Maintenance of COTS and open-source software packages can be difficult because they are updated at a different frequency than the system they are part of. In response, you have to plan to synchronize package updates with your releases and map the features.

Plan also to try to influence the direction COTS and open-source software package vendors take through relationship management. Although you might not be the vendor’s biggest customer, you want to be one of their most important ones. Realize that you might have to pay a premium or make investments to achieve this status.

When performing a make/buy analysis as in the case study, recognize that the numbers will do the talking unless there are compelling reasons why they should be discarded.

Take care to make your numbers believable and credible. Whenever possible, validate them against your past performance and rules of thumb that are part of your firm’s history.

Summary

This chapter provides those who are planning projects with insights into how to spot, quantify, and deal with controversial issues. Controversy in planning almost always revolves around risk. “Risk” in this sense is defined in terms of exposure to adverse effects, schedule delays, or cost excesses. Because risk can make change more difficult, it should be considered carefully. Once risk is quantified, the trick in risk management is to let the numbers do the talking. I have seldom seen management select the most costly option. In those rare situations where I have, there has been some urgent business reason like keeping an operation afloat until a new contract is negotiated or a takeover attempt has been consummated. In this case study, the really risky and difficult issues associated with COTS selection, tailoring, integration, and sustainability were not even brought to the table. The reason for this was simple. If I had raised these issues, this chapter would have taken too much space and still might not have provided a proper treatment. However, be careful with evaluating COTS solutions, and realize that they need to be handled carefully. When and if you do use COTS and open-source solutions, you’ll see why I provided you with a warning.
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Web resources

Applicable web resources that amplify points made in this chapter can be found here:

- Amazon has many books and articles on subjects discussed in this chapter. Go to [www.amazon.com](http://www.amazon.com) and search under the headings of COTS, open source, product lines, and risk management to find relevant citations.

- The Software Engineering Institute (SEI) at [www.sei.cmu.edu/library/](http://www.sei.cmu.edu/library/) also has many citations on these subject areas because they happen to be an interest area of their primary customers.


- A COTS Risk Mitigation Guide developed by the Federal Aviation Administration in 2010 is available at [http://fast.faa.gov/docs/COTS%20Risk%203.1%20Guide.doc](http://fast.faa.gov/docs/COTS%20Risk%203.1%20Guide.doc).


- Information about the Open Source Initiative (OSI), which is a nonprofit corporation whose mission is to educate and advocate for the use of open-source software, is available at http://www.opensource.org.

- A comprehensive manual describing how to develop open-source software for Intel’s PCI Express family of gigabit Ethernet controllers can be viewed at http://download.intel.com/design/network/manuals/316080.pdf.
Industrial Case: Utility Moving to the Clouds

Setting the stage

The utility company you work for is considering moving to cloud computing. Cloud computing, as you find out via the Internet, is a relatively new concept that refers to an assortment of logical computational resources that are made available via computer networks rather than on local computers. Applications are hosted on multiple servers across the cloud. Data is also stored on server farms. In this manner, both applications and data can be made accessible via a browser rather than you having to install and run them on your desktop, laptop, or office server. Instead, both run on the cloud via its servers and results are made available through the network to clients on their computers. Clouds can be public and private, depending on the need. In addition, cloud services are sold on a demand basis using any of these three arrangements:

- **Software as a service**  End-user applications services are accessed over the network rather than on client computers. Under this arrangement, you execute your business application remotely to get results typically at a fraction of the cost of licensing the software.

- **Platform as a service**  Sets of application components can be put together by developers via plug-and-play and run on cloud-computing servers to get results.

- **Infrastructure as a service**  Developers can build applications from scratch and run them in virtual machines on the cloud servers without having to license tooling that can be costly.

The major advantage of cloud computing is its significantly lower cost relative to the older model, where you would acquire and maintain hardware and software resources. It removes the need for large capital investments in equipment, infrastructure, and software and reduces related operating costs proportionately. It also increases potential mobility because the only thing workers need to do, wherever they are, to access computational resources is connect to the cloud.

The disadvantages of cloud computing are many and include becoming dependent on someone else to control your computational resources. As a consequence, you will fail if they do or if they are unwilling to pitch in to resolve a crisis. Besides other disadvantages, the cloud has serious security and privacy risks, especially if confidential data is not protected adequately. Obviously, there is lots of
information available about cloud computing in the professional literature\textsuperscript{3,4} and on the Internet. (See the end of this chapter for pointers to these resources.)

Your task in this case study is to lead an internal team that has been asked by management to determine whether or not to use cloud computing to provide basic services for your firm and its customers. Customers are residential, industrial, and governmental users of the gas, power, energy, water, and waste-removal services that your firm offers on a fee-for-service basis throughout the municipality.

**Organization**

Figure 6-1 shows an organizational chart of the entire utility company.

![Organizational Chart](image)

*FIGURE 6-1* Organizational chart for the utility company.
The part of the company you are most interested in is the Services organization, which provides a wide range of utility services for a large city and its suburbs. The Information Technology (IT) department of which you are a part provides centralized support for each of these groups from the company’s main offices located in a large city in the southern United States. The department provides infrastructure services for the enterprise as a whole, and automation and operations support services for each of the groups that are part of the Services organization. In addition, IT has a major field site co-located with the services group’s Business and Customer Service (B&CS) organization, which is about 30 miles away. This field site was built as a backup for the main site in case a disaster occurs. Both sites have development facilities and service the firm’s client/server networks. The IT department has 1,200 professionals located at these sites and 300 support personnel. The IT general manager also serves as the chief information officer (CIO) of the company. However, the vice president of operations is responsible for ensuring that the services provided by operations personnel is exemplary at the many sites the company maintains across the country in cities, counties, and government facilities.

**Project**

The project you are in charge of is primarily tasked with determining whether or not to use cloud computing within the IT department to lower operating costs for infrastructure services like payroll and travel. You have a team of three who are working with you part time to develop a recommendation regarding the use of what management views as a beneficial, cost-cutting technology.

During your team’s kickoff meeting, the IT general manager provides the following added information and direction for the effort:

- Assess whether moving to cloud computing makes sense for B&CS and Infrastructure Services (IS) because they each maintain various resources that other groups access via the company’s client-server network. The capital assets of each group (equipment, licenses, and other items) are listed in Table 6-1.

- The number of staff currently required to operate and maintain B&CS and IS facilities and equipment is listed in Table 6-2. These counts address common software used across the company. They do not include the staff used to develop new software applications, who are funded separately by the operational groups.

- Determine the impact of cloud computing on the IT department’s capital costs of doing business. As part of this analysis, look at what happens to the equipment and facilities that will be disposed of when the department transitions to the use of cloud computing.

- Make sure that no matter what you do the same quality of service (or better service) is provided to your customers. This is determined by using the current primary measure, which assesses response time relative to a customer’s request for service.

- Retain any applications that provide the company with clear advantages over the competition, such as the company’s current ability to read meters remotely to tabulate billings.
Investigate how to address the security and privacy shortfalls of cloud computing. Make sure customer proprietary information is protected regardless of the cost.

**TABLE 6-1** Capital assessment for the B&CS and IS groups.

<table>
<thead>
<tr>
<th>Organization</th>
<th>Asset</th>
<th>Purchase Price (in millions)</th>
<th>Accumulated Depreciation^b (in millions)</th>
<th>Current Book Value (in millions)</th>
</tr>
</thead>
<tbody>
<tr>
<td>B&amp;CS</td>
<td>Computer equipment</td>
<td>$40</td>
<td>$20</td>
<td>$20</td>
</tr>
<tr>
<td></td>
<td>Communications gear</td>
<td>15</td>
<td>8</td>
<td>7</td>
</tr>
<tr>
<td></td>
<td>Software licenses</td>
<td>20</td>
<td>7</td>
<td>13</td>
</tr>
<tr>
<td></td>
<td>Capital improvements^a</td>
<td>25</td>
<td>10</td>
<td>15</td>
</tr>
<tr>
<td></td>
<td><strong>TOTALS</strong></td>
<td><strong>$100</strong></td>
<td><strong>$45</strong></td>
<td><strong>$55</strong></td>
</tr>
<tr>
<td>IS</td>
<td>Computer equipment</td>
<td>$60</td>
<td>$25</td>
<td>$35</td>
</tr>
<tr>
<td></td>
<td>Communications gear</td>
<td>20</td>
<td>10</td>
<td>10</td>
</tr>
<tr>
<td></td>
<td>Software licenses</td>
<td>20</td>
<td>8</td>
<td>12</td>
</tr>
<tr>
<td></td>
<td>Capital improvements^a</td>
<td>50</td>
<td>22</td>
<td>28</td>
</tr>
<tr>
<td></td>
<td><strong>TOTALS</strong></td>
<td><strong>$150</strong></td>
<td><strong>$65</strong></td>
<td><strong>$85</strong></td>
</tr>
</tbody>
</table>

^a Expenses to improve leased facilities (long term)
^b Using IRS guidelines for depreciation for different types of equipment and licenses

**TABLE 6-2** Annual average staff expenses to maintain and operate computational resources.

<table>
<thead>
<tr>
<th>Organization</th>
<th>Task</th>
<th>Annual Cost (in millions)^a</th>
</tr>
</thead>
<tbody>
<tr>
<td>B&amp;CS</td>
<td>Hardware and software maintenance</td>
<td>$2</td>
</tr>
<tr>
<td></td>
<td>Sustaining engineering, including user support</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Operational support (includes call center)</td>
<td>4</td>
</tr>
<tr>
<td></td>
<td>Product management</td>
<td>1</td>
</tr>
<tr>
<td></td>
<td><strong>TOTALS</strong></td>
<td><strong>$9 (45 people)</strong></td>
</tr>
<tr>
<td>IS</td>
<td>Hardware and software maintenance</td>
<td>$5</td>
</tr>
<tr>
<td></td>
<td>Sustaining engineering, including user support</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Operational support</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Product management</td>
<td>1</td>
</tr>
<tr>
<td></td>
<td><strong>TOTALS</strong></td>
<td><strong>$10 (50 people)</strong></td>
</tr>
</tbody>
</table>

^a Cost for a staff-year of effort is assumed to be $200,000 at this price level.
Process
The approach your team decides to take to make your determinations and findings adheres to the practice your firm has in place for such analyses. The steps are outlined as follows:

■ **Step 1: Develop a Concept Paper**  Summarize your concept of operations in a white paper for cloud computing use in B&CS, and summarize its use in IS in a white paper that highlights the capabilities you hope to acquire from the vendors.

■ **Step 2: Issue a Public Request for Information**  Issue a public Request for Information (RFI) asking vendors to comment on your white paper and tell you how they would go about satisfying its requirements.

■ **Step 3: Gather Information/Develop Requirements**  Hold discussions with vendors who provide technically acceptable responses to the list of items you asked them to address in your white paper. These include the evaluation criteria you identified in the paper to be used to make such determinations and findings.

■ **Step 4: Prepare/Issue a Request for Proposal (RFP)**  Issue an RFP to vendors who responded to your RFI for the acquisition of cloud-computing systems and services based on a solicitation that contains your requirements, work statement, and preferred contractual terms and conditions. Make sure that your solicitation does not bias the acquisition by using vendor proprietary information gathered via the RFI process. Otherwise, you might have to deal with a protest from one of the losing vendors.

■ **Step 5: Conduct Source Evaluation/Selection**  Using criteria (responsive to requirements, lowest cost, minimum risk, and other such items) contained within the solicitation, rate and rank the vendor proposals. Make a selection based on the given criteria. Identify major strengths and weaknesses in the winning proposal, and forward it along with your recommendations to those responsible for negotiating a contract.

■ **Step 6: Issue a Contract**  Negotiate with the selected vendor to acquire the products and services using best value and fairness as your overriding principles. Work with the vendor to take advantage of its strengths and compensate for its weaknesses. Remember, the vendor must succeed for you to succeed.

■ **Step 7: Monitor the Contractor/Accept Delivery**  Provide oversight and direction as the contractor works to comply with your requirements for delivery of acceptable products and services. Accept delivery only when the vendor supplies evidence of compliance with your contract requirements.

■ **Step 8: Commence Operations**  Using your concept of operations, transition to the use of the cloud-computing products and services acquired in as disciplined, logical, and risk-free a manner as possible. Apply change-management principles during the transition. Remember to plan in detail because the transition might require you to operate systems in parallel to minimize potential impacts when running a shop 24 hours a day/7 days a week. Be sure to include recurring activities, such as maintaining ongoing communications with stakeholders.
The response to the RFI is overwhelming. You received 42 replies, of which 18 vendors seem to satisfy your requirements. In addition, the telephone has not been idle for the past two days. Most of these phone calls are vendors asking for time to visit and present their wares to you and your team. However, your timeline will not accommodate them all. You need to cut the number to six vendors, at most. You do this by asking all of those responding if they have experience with utility companies similar to yours. Because only three of the six can respond positively, you can reduce the list of promising vendors accordingly.

**Product**

After discussions with the vendors, you feel that you have the information you need to pull together a briefing to your boss and his staff on how to exploit the use of cloud computing within your utility company. Your briefing will contain the following observations and recommendations relative to the changeover:

- The move to private cloud computing, where facilities are dedicated to the company, has many benefits as confirmed by government studies\(^5,6\) and all of the vendor sales pitches. Costs can be substantially reduced, and the company’s ability to expand and contract its computing resources as needed is greatly enhanced.

- Given the current business picture and constrained B&CS and IS budgets, private cloud computing seems to represent a viable path forward for the utility.

- The ability to implement a measured service under a pay-for-use paradigm, which provides services on an on-demand basis across a ubiquitous network, has many advantages.

- All those interviewed concurred that private cloud computing seems to make the most sense for IS because the services it provides are for the entire organization. Because B&CS is localized, it does not seem to make sense to use private clouds for them on a broader basis.

- Cost savings will be realized as a function of the substitution of virtualized applications software in the cloud for labor and facilities from current dedicated resources.

- Cost savings from the cloud can be realized in stages as various applications are replaced by vendor replacements. Transition to private cloud computing will outsource general business applications first and then operations and maintenance later.

- The team recommends going forward with private clouds for IS but not for B&CS. The next steps in the process will pull together the requirements, develop a solicitation, and issue an RFP for the acquisition of products and services.

- In preparing for the RFP, the team will identify and seek to retain core services that are fundamental to the way the utility does business and that represent a competitive advantage, such as the ability to read meters remotely and bill clients directly for services, as mentioned earlier.

- In the RFP, current systems will be kept operational and working in parallel during a transition period of three to five years. Some business process reengineering will be required during the transition to optimize how the new cloud-computing resources are used.
In the RFP, as a risk mitigation action, those proposing solutions will be asked how they can address known weaknesses of cloud computing, such as those related to security and privacy.

In the RFP, purchase and maintenance options will be included to provide the utility with leverage once the acquisition is completed and the vendor is under contract.

People
Your boss liked your briefing, nodded his head in agreement many times as he listened, and concurred when you concluded with all of your team’s recommendations. However, the head of IS was infuriated and vocally criticized every one of your charts. Such protests were expected because IS would be taking the brunt of the cuts. When you were asked how much could be saved, you replied, “Based on vendor inputs during the question and answer sessions, they estimated savings between $50 and $60 million of equipment at book value and from 35 to 40 people with a total staff cost between $7 and $8 million. The total reduction based on these numbers is between $57 and $68 million from the current budget of $95 million.”

The head of IS immediately responds to these numbers with a blistering rebuttal. He states that such savings are unrealistic because much of this equipment and the people will have to be retained to run existing facilities in parallel during the three-to-five-year transition period. In addition, at least five new people will have to be hired during this period to perform the business process reengineering tasks, including the staff needed to train users in their proper utilization. He estimates that the conversion costs during the three to five years will add $8 to $10 million to IS’s current operating expenses. These numbers rattle you, the general manager, and the audience. “He is right,” says the general manager. “You need to investigate the costs of transition more fully before I make a go/no-go decision on the acquisition,” he continues.

The head of IS has a grin on his face and looks pleased. He volunteers to have two of his best senior people work with you part time as you develop a response. You politely decline, but the general manager thinks it is a good idea, and you reluctantly accept the offer of help. The general manager schedules an additional meeting two weeks from this one to review the cloud-computing recommendations again.

You should have expected and prepared for the IS response because anticipating and planning for resistance is a fundamental change-management principle. But you did not. Getting cloud computing accepted now will be harder. But it still seems doable.

Options, recommendations, and reactions

The team gets together to assess the options with the transition in mind. They identify the following four main transition scenarios to cloud computing that everyone agrees make sense:

- **Option 1: General Application-Only Transition** Transition most general applications to a private cloud, retain IS facilities and staff to run general applications, and continue servicing customers on a fee-for-service basis.
- **Option 2: Partial Facilities Transition + Option 1** Perform Option 1, and shut down unneeded facilities within IS. Sell off equipment, and reduce staff proportionately as private cloud services and applications become operational. Upgrade equipment as needed to address reliability issues.

- **Option 3: Transition to Upgraded Facilities + Fuller Set of Applications** During the transition to the private cloud, upgrade facilities to provide core processing and backup. Address current equipment reliability issues that are occurring as gear ages and failures increase, thus jeopardizing 24/7 operations. Sell off equipment, and adjust staff proportionately as facilities and cloud services and applications become operational.

- **Option 4: Operate IS As-Is** Upgrade IS equipment to address reliability problems, and continue to operate as-is. Perform some streamlining to cut costs and improve service to consumers.

Table 6-3 summarizes the results of the team’s analyses after considerable debate. It identifies the major strengths and weaknesses of each option, along with the estimated costs and projected benefits. The table seems to highlight the overall conclusion that movement to one of the three private cloud-computing options is the right thing to do even though IS remains reluctant to support such a recommendation (that is, the two people assigned to your team neither concurred with this analysis nor agreed to put their names on the results).

### TABLE 6-3 Strengths and weaknesses of cloud-computing options.

<table>
<thead>
<tr>
<th>Options</th>
<th>Strength</th>
<th>Weakness</th>
<th>Cost</th>
<th>Benefits</th>
</tr>
</thead>
<tbody>
<tr>
<td>General Applications Only in Clouds</td>
<td>Big gains, little effort</td>
<td>Does not address the reliability issue</td>
<td>Transition cost of $25 million</td>
<td>Cost avoidance of $40 million a year</td>
</tr>
<tr>
<td>Partial Facilities + Partial Applications in Clouds</td>
<td>Improve ability to respond quickly as business conditions change via the cloud</td>
<td>Transition is hard and takes time</td>
<td>Transition cost of $50 million</td>
<td>Cost avoidance of $50 million a year</td>
</tr>
<tr>
<td>Upgrade Facilities + Fuller Set of Applications in Clouds</td>
<td>Same strengths as Option 2 plus company can back up clouds with its own facilities</td>
<td>Same weaknesses of Option 2 plus more turmoil during transition</td>
<td>Transition cost of $65 million</td>
<td>Cost avoidance of $65 million a year</td>
</tr>
<tr>
<td>Operate IS As-Is</td>
<td>Minimum pain</td>
<td>Minimum gain</td>
<td>Minimum cost</td>
<td>Reliability issue is addressed</td>
</tr>
</tbody>
</table>
Outcomes and lessons learned

Your next meeting with the IT general manager and the head of Infrastructure Services is stormy. It is apparent during the meeting that the head of IS is unhappy with the results. He continuously bombards you during your briefing with nasty remarks, and he accuses you several times of deliberately ignoring his people’s inputs. In addition, he blasts the legitimacy of the numbers and asks for details on how each was derived. You respond with the spreadsheets that provide backup and tell him that his own people reviewed the numbers and found them reasonable.

Your boss finally has no option but to tell everyone to cool down. He states that even though the numbers speak for themselves and seem to present a solid business case for change, he has concerns. His major trepidations, he says, are the risks associated with the transition and the displacement of personnel. He says that equipment has to be changed no matter what option is chosen because it is wearing out and the reliability declines have to be fixed. Based on his remarks, it is not surprising that he accepts Option 2. In response, you and your team take the action to move to the next step in the process by preparing and issuing an RFP. You hope that several of the vendors who replied to your RFI will respond to your RFP with proposals that provide good value for your money.

Your team meets and tries to scope what goes into the RFP besides the requirements and boilerplate text. A member of your team who has been through a large purchase like this before advises you to pay attention to the boilerplate text because this is where the evaluation criteria for selection and the terms and conditions for the purchase go. That’s good advice, you think. So you schedule a meeting between your team and the Purchasing staff.

The meeting with the Purchasing staff goes very well. They had lots of experience and advice about what to put in the solicitation document. Key provisions include rewards for delivering early and penalties for being late. They also provide options to acquire several products and services (additional applications and services, more equipment, training, and other such items) that can be taken after the contract is awarded at a fixed price. Maintenance terms and conditions for the first five years of operations were also spelled out so that you can get the vendor’s immediate and undivided attention when problems occur after delivery.

At the suggestion of the Purchasing department, you send the solicitation out to the prospective suppliers for comment prior to releasing it. You get back a lot of constructive criticism and suggestions. You find that the most controversial clauses are those associated with late delivery and maintenance.

The lessons learned in this industrial case study were many and include, but are not limited to, the following:

- Even when you think there is a clear choice, resistance to change can pop up from unexpected sources. Therefore, also anticipate resistance and plan to deal with it.

- Resistance to change comes primarily from those whose power, staff, and budgets are threatened. In this case, such cutbacks are real threats to the Infrastructure Services group.
Those who foster change need to anticipate the perceived threats and develop plans to help address them as part of their effort. In this case, figuring out how to find other positions for staff who are no longer needed might have alleviated some of the pain.

There might be hidden issues that influence decisions relative to change. In this case, aging equipment and reliability issues did not surface until late in the process when options were being compared. Yet, the issue was one of the major drivers in determining which option was selected.

Using competitive market forces to seek the best alternative can be beneficial, especially if you can get an expert review of your solicitation by stimulating the vendors to provide you inputs as to which of your requirements are feasible and which are not.

However, relying solely on vendor inputs is dangerous. Because they want to make a sale, they might stretch facts and cloud reality by confusing current capabilities with future capabilities.

Using strengths and weaknesses along with costs and benefits permits stronger cases to be made for recommended alternatives.

Getting a vendor on contract takes considerable time and effort. It also forces you to solidify your concepts of operations, requirements, and contract terms and conditions.

Getting selected vendors to deliver what they promise often takes patience, effort, and due diligence. Many will do a good job. Others may let you down after the contract is issued. To succeed, plan to manage rather than monitor the contract. Otherwise, you probably will get less than what you expect and less than what you are paying for.

The challenge will occur after the cloud products and services are delivered and accepted. If you are not one of the vendor’s key accounts, keeping their attention during operations and maintenance might become an issue. That is why I strongly recommend negotiating terms and conditions for any follow-on maintenance contract as part of the original acquisition.

Summary

This chapter provides insight into large procurements for Information Technology (IT) products and services. The major issues in this case revolve around addressing resistance to change brought on by a changeover to a new computing paradigm—for example, cloud computing. In this case, such resistance should have been anticipated and dealt with earlier in the process. The team should have gotten IS personnel involved earlier and solicited their inputs and resolved their objections prior to making the recommendation for one of the change options. In the process, they would have learned about and been able to attack the issues of reliability and placement of staff. Instead, they became involved in a war of words that detracted from the goal of the effort, which was determining whether or not cloud computing made sense for this utility company.

This is another chapter where I cut back on materials to save space and maintain a focus. Please understand that cloud computing is controversial and has many issues associated with it that deserve
further coverage. For example, the performance of the cloud is overstated—that is, the vendor often promises more performance at a lower cost than it can deliver. As another example, the tools you use may or may not work as advertised on the cloud. Be warned that you need to move carefully to the clouds because they are still in their early-adopter period.
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