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Foreword by David S. Linthicum
More than ten years ago I wrote what many call the “definitive book on integration” entitled *Enterprise Application Integration*. The idea for the book was simple, really. Put some time and energy around planning how various enterprise systems communicate with each other, and leverage some sophisticated technology to make integration work in reliable and changeable ways.

Until then, and what is still sometimes the case today, many looked upon integration as a one-off development project, coding to interfaces between two or more systems. It was always cheaper, it always worked at first, but it always hit a brick wall at some point. This was a hack-after-hack approach that quickly led to a dysfunctional state of architecture where changes are difficult if not impossible to make. We needed a better approach and some good thinking around how integration is done.

While I often get credit for kicking off integration as an architectural discipline, the reality is that many smart people worked on the integration problem prior to my book, and they are still working on it today—for instance, the authors of this book, John and David. I remember meeting John for breakfast in 1998 when he was working for AMS and talking about what was next for integration. Even then John’s thinking was highly innovative and forward-looking. John’s most profound ideas placed discipline around integration, something that was not the case then and is still lacking today.

So, what is needed today? First and foremost is the importance of data in this generation of cloud computing and SOA. Data has always been, and always will be, the foundation of all sound architecture, no matter if you leverage SOA as an approach to architecture, or cloud computing as an option for platform deployment. Understanding the importance of data means that you’ll create more efficient and agile architectures that can accommodate any required changes to the business.
In the last ten years, we’ve gone from hand-coding interfaces between source and target systems to EAI as a better approach to integration. Now we move on to SOA as a way to create architectures that address most behaviors and information as sets of services, and to data-oriented SOAs that are “Lean Integration and Integration Factories.” In many respects we are returning to our roots, but doing so with better technology and refined approaches, such as Lean Integration. The benefits will be a reduction in system costs and a huge increase in efficiencies.

The fact of the matter is that integration is an architectural pattern. Like any architectural pattern, you can improve and refine integration into something more productive and more innovative. That is exactly what the authors have done here. In short, John and David have written the right book, at the right time, for the right reasons. John and David present concepts that take integration to the next level, making integration more accessible, efficient, and cost-effective. I jumped at the chance to promote this book to my publisher, as well as the chance to write the foreword. Lean Integration should be read by anyone involved with an integration project.

“Lean Integration” is a management system that emphasizes continuous improvements, meaning you don’t complete the links and call it done. Integration requires an ongoing interest in the way integration is carried out and the mechanisms required. This means consistently reevaluating and improving the approaches we leverage for integration, as well as the technology employed. Integration is a journey, not a project.

The end results of leveraging Lean Integration go right to the bottom line, including as much as a 50 percent labor productivity improvement via value stream mapping. This is the use of constant improvement to locate and eliminate non-value-added activities, in short, things that are not needed and don’t add value to the ultimate customer.

Moreover, Lean Integration provides the value of agility. This means you create an integration infrastructure that is able to change around a changing business or mission. You’re able to quickly adjust around these changes, and thus you have the value of quickly altering the business to get into new markets, get out of old markets, and outmaneuver your competition. The strategic advantages of agility are huge.

The approach of addressing data quality within Lean Integration means that you can finally treat data as what it is: an asset. Not addressing data quality means not taking care of that asset, and thus the diminished value of the
data results in the diminished value of the business. Data quality also addresses the use of data governance, which is required to adhere to regulations but needed more to protect our data assets no matter what systems are currently managing the data.

Core to this concept is the ability to promote and manage innovation, allowing those in the organization to create and test their own ideas for improving integration. This provides a feeling of empowerment, which is a benefit to the employee, as well as the actions around good ideas, which is a benefit to the company.

What is most profound about *Lean Integration* is that many of the ideas in this book are obvious, but not leveraged. In reading this book you find many things that seem to be simple but good ideas, and you find yourself asking, “Why did I not think of that?” over and over again. However, while the ideas are important, having a framework of understanding is vital as well. You have to place these disciplines into context and make them part of a repeatable process, which is another core feature of this book.

*Lean Integration* marks the end of chaotic integration practices and the beginning of continuous improvement, which enhances the value of integration. As the number of systems increases within enterprises, so does the need for integration. You can do integration the right way, which is the Lean way. Or you can struggle with it for years to come. I recommend the former.

David S. Linthicum
I have been practicing Lean Integration for over 15 years. I just didn’t know it.

Over the past 30 years I’ve learned various Lean practices such as *kaizen* (continuous improvement) and closely related methods such as Six Sigma and agile software development. But I didn’t fully understand Lean as a system until I studied it more thoroughly in 2008. The surprising discovery was that I had in fact been applying Lean principles for many years without formally identifying them as such.

The reality is that Lean principles such as customer intimacy, continuous improvement, seeking quality perfection, and developing effective teams are common sense. David and I don’t have a monopoly on common sense, so we expect that as you read this book you will see examples of Lean principles in your own life. We hope that this book does at least two things for you: first, that it enriches your own experiences with more examples, case studies, and practical advice so that you can improve your level of competence; and second, that it provides a more complete management “system” that makes all these commonsense ideas teachable so that you can improve the level of competence of your team and throughout your value chain.

Contrary to common practices I have always viewed integration as a repeatable ongoing process rather than as a custom one-off project effort. While an integration point between any two systems always looks unique from the perspective of the two systems, if you step back and look at all the information exchanges between systems in an enterprise, what you find is a relatively small number of patterns that are repeated over and over again. The details are different for every instance (at a minimum the data itself that is being exchanged is unique) but the patterns are not.
I have been fortunate over the years in my work at the Integration Consortium, Wells Fargo Bank, Bank of America, Best Buy, American Management Systems, and Digital Equipment Corporation to have the opportunity to help hundreds of companies implement integration practices. The first successful Integration Factory I implemented (several prior attempts didn’t quite take off) was an exercise in mass customization—building customized message adapters on top of vendor platforms with reusable components based on a service delivery model that focused on customer needs. The next successful Integration Factory encompassed not only real-time application-to-application integration, but also high-volume batch-oriented database-to-database integration, external business-to-business (B2B) managed file transfer, and business process integration. The factory also included an internal Web application that allowed users (customers of the integration team) to interact with the factory through a series of role-based user interfaces.

Through these and hundreds of other experiences over the years I have a developed a perspective on what it takes to implement sustainable integration practices. The first book on which David and I collaborated, Integration Competency Center: An Implementation Methodology,1 articulated the concepts that make the difference between a successful and an unsuccessful integration strategy. This book takes Integration Competency Centers (ICCs) to the next level by adding more specific best practices and a rich collection of case studies, and by leveraging the vast body of knowledge that has developed over the past 50 years on Lean practices. The net result is sustainable integration that begins to turn an art into a science by making it teachable and repeatable.

By David Lyle

One of the most rewarding professional periods of my life was leading a remarkable team of developers who put together packaged analytic applications to sell as software products about ten years ago. Little did I realize that our team, at the high-water mark numbering over 80 people, was employing all of the Lean Integration principles discussed in this book while

putting together what John and I now describe as an Integration Factory. Like John, I didn’t realize we were employing Lean thinking; I just thought we were continually benefiting from people’s innovative ideas to work smarter, not harder.

Our development team made the realization that the integration logic in those analytic applications followed a relatively small number of integration or processing patterns. Because the time spent on the design, implementation, and testing of integration was such a large proportion of the total development costs, the team realized we became significantly more effective if we thought in terms of developing assembly lines around these integration patterns rather than crafting all integration logic as “unique works of art.” By changing our entire approach over the course of four years, we became far more efficient as a development organization, but most important, we developed higher-quality, more maintainable products for our customers.

Over the past several years, John and I have worked at or talked with numerous companies around the world about how to develop and grow their ICCs. We found several ICCs achieving great success by automating certain processes, using mass customization techniques, or adopting agile development approaches. Several we call out explicitly as case studies in this book, but many of the ideas in this book are the products of conversations and achievements of numerous integration professionals we’ve spoken with over the years. In other words, besides our own experiences, John and I have seen others be successful with many of the ideas we’re pulling together in this book.

That being said, we don’t mean to ever imply that adopting these ideas is easy. Integration is an especially complex, challenging problem, both technically and organizationally. All companies have had to spend significant time continually convincing executive management of the benefits of attacking integration as a discipline that is part of the overall enterprise architecture, rather than as a temporary exercise that is unique to each project. Most IT executives are less aware of the detailed costs of integration or benefits of ICCs.

Lean Integration and the Integration Factory are neither destinations nor vendor products; implementing them is a journey that takes many years. Despite the fact that John and I both now work for Informatica, we worked hard to make this book vendor-neutral. We wanted the book to be broadly useful to integration professionals rather than to be based on a
specific vendor’s software offering. Successful ICCs are a product of the synergy of good people, effective processes, and appropriate technology. This book represents what we’ve learned over the years from so many people about how Lean thinking can make ICCs significantly more efficient and effective for their customers.
Introduction

Knowledge is power.
Sir Francis Bacon¹

Lean Integration is a management system that emphasizes continuous improvement and the elimination of waste in end-to-end data integration and process integration activities. Lean practices are well established in other disciplines such as manufacturing, supply chain management, and software development to name just a few, but the application of Lean to the integration discipline is new.

Lean manufacturing is a management system that emphasizes creating value for end customers and eliminating activities that are not value-added (waste). Its principles were derived from the Toyota Production System (TPS), which was developed over 50 years ago but since the 1990s has simply been referred to as Lean. While Lean is rooted in product manufacturing, it is now widely regarded as a management approach that can be applied effectively to a wide range of product and service industries. Lean is closely related to, and borrows from, other methodologies, including Value Network, Theory of Constraints, Six Sigma, and Statistical Process Control (including the work of W. Edwards Deming).

Lean software development is an agile approach that translates Lean manufacturing principles and practices for the software development domain. It was adapted from the TPS and introduced by Mary and Tom Poppendieck in their book Lean Software Development and expanded in

¹. Sir Francis Bacon, Relegious Meditations of Heresies, 1597.
Implementing Lean Software Development, followed by Leading Lean Software Development in 2009.2

Lean Integration builds on these prior works by applying their principles to the process of integration. The definition of integration used in this book is “the practice of making independent applications work together as a cohesive system on an ongoing basis.” While there are myriad integration technologies and information exchange patterns, broadly speaking, integration solutions typically fall into one of two styles:

1. Process integration: automation of processes that cut across functional or application boundaries where process state needs to be maintained independently of the underlying application systems or where multiple data consumers or data providers need to be orchestrated as part of a business transaction

2. Data integration: accessing data and functions from disparate systems to create a combined and consistent view of core information for use across the organization to improve business decisions and operations

Another integration style that some practitioners call out as a separate category is service integration as part of a service-oriented architecture (SOA), where application functions are separated into distinct units, or services, that are directly accessible over a network in a loosely coupled manner and may be orchestrated with stateless interactions. The contrary argument is that service integration and the associated infrastructure of an enterprise service bus (ESB) are simply characteristics of a given process integration or data integration design.

Regardless of how many integration categories there are, Lean Integration applies to all of them. Software systems are, by their very nature, flexible and will change over time (legacy systems are often an exception). Interfaces and information exchanges between systems are never built just once. Integration therefore is not a one-time activity; it is ongoing. In summary, therefore, Lean Integration is the application of Lean principles and methods to the challenges of process and data integration on a sustainable basis.

---

2. Mary and Tom Poppendieck, Lean Software Development: An Agile Toolkit (Addison-Wesley, 2003); Implementing Lean Software Development: From Concept to Cash (Addison-Wesley, 2007); Leading Lean Software Development: Results Are Not the Point (Addison-Wesley, 2009).
This book builds on the first book that we wrote in 2005, *Integration Competency Center: An Implementation Methodology*.\(^3\) Integration Competency Centers (ICCs) continue to be a key ingredient of efficient and sustainable integration, and the core concepts in the 2005 book remain applicable to a Lean Integration practice. It is not necessary to read the ICC book first, but it still serves as an effective primer. This book adds depth to ICC principles and methods and extends the concepts to a broader view of the value chain.

One of the things we have learned since writing the first book is that an ICC by any other name is still an ICC. For example, some groups have names such as

- Integration Solutions Group (ISG)
- Center of Excellence or Center of Expertise (COE)
- Business Intelligence Competency Center (BICC)
- Data Quality COE
- Enterprise Data Warehouse (EDW)
- SOA COE
- Center of Competency (CoC)

And the list goes on. The point is that the principles and methods presented here are management practices that apply to all of them. Of course, the subject area expertise is different for each one, as are the scope, the technical skills needed by the staff, the specific tools and technologies that are used, and the internal and external customers that are served by it. In any event, we need to have a name for the organizational unit and need to call it something in this book, so we will continue to use Integration Competency Center, or ICC for short, as the umbrella term for all varieties. For the record, our definition of *Integration Competency Center* is as follows:

> A permanent cross-functional team operating as a shared-services function supporting multiple organizational units and sustaining integration solutions in a coordinated manner

This book is divided into three parts. Part I serves as a summary for executives of Lean Integration and therefore provides an overview for a broad

---

audience from senior IT executives to front-line operations staff. It provides an overview of and justification for Lean by answering questions like these:

- “Why Lean?” and “So what?”
- “As a business executive, what problems will it help me solve?”
- “As an IT leader or line-of-business owner, why am I going to make a considerable investment in Lean Integration?”
- “How is this different from other methods, approaches, and frameworks?”
- “Why am I as an IT professional going to embrace and sell Lean Integration internally?”

This first part also provides an overview of Lean practices, where they come from, and how they have evolved. It includes insightful research and current trends in how Lean is being adapted to different industries and management disciplines.

Part I concludes with an overview of the Integration Factory—the next-generation integration technology that adds a high degree of automation to the flow of materials and information in the process of building and sustaining integration points. Examples of automation include requirements definition, code generation, testing, and migration of code objects from development to test to production environments. The Integration Factory, we believe, will be the dominant new “wave” of middleware for the next decade (2010s). It views the thousands of information exchanges between applications in an enterprise as mass customizations of a relatively small number of patterns.

The management practice that optimizes the benefits of the Integration Factory is Lean Integration—the use of Lean principles and tools in the process of making independent applications work together as a cohesive system. The combination of factory technologies and Lean practices results in significant and sustainable business benefits.

Part II introduces the seven Lean Integration principles that optimize the Integration Factory and shows how they can be applied to the challenges of system, data, and application integration in a sustainable fashion. This section of the book is targeted at business and IT leaders who are implementing, or considering implementing, a Lean Integration program. Each chapter in this part focuses on one of the seven core principles:

1. **Focus on the customer and eliminate waste:** Maintain a spotlight on customer value and use customer input as the primary driver for the
development of services and integration solutions. Waste elimination is related to this principle, since waste consists of activities that don’t add value from the customer’s perspective rather than from the supplier’s perspective. Related concepts include optimizing the entire value stream in the interest of things that customers care about and just-in-time delivery to meet customer demands.

2. **Continuously improve**: Use a data-driven cycle of hypothesis-validation-implementation to drive innovation and continuously improve the end-to-end process. Related concepts include how to amplify learning, institutionalizing lessons learned, and sustaining integration knowledge.

3. **Empower the team**: Share commitments across individuals and multi-functional teams and provide the support they need to innovate and try new ideas without fear of failure. Empowered teams and individuals have a clear picture of their role in the value chain, know exactly who their customers and suppliers are, and have the information necessary to make day-by-day and even minute-by-minute adjustments.

4. **Optimize the whole**: Make trade-offs on individual steps or activities in the interest of maximizing customer value and bottom-line results for the enterprise. Optimizing the whole requires a big-picture perspective of the end-to-end process and how the customer and enterprise value can be maximized even if it requires sub-optimizing individual steps or activities.

5. **Plan for change**: Apply mass customization techniques to reduce the cost and time in both the build and run stages of the integration life cycle. The development stage is optimized by focusing on reusable and parameter-driven integration elements to rapidly build new solutions. The operations stage is optimized by leveraging automated tools and structured processes to efficiently monitor, control, tune, upgrade, and fix the operational integration systems.

6. **Automate processes**: Judiciously use investments to automate common manual tasks and provide an integrated service delivery experience to customers. In mature environments, this leads to the elimination of scale factors, the ability to respond to large integration projects as rapidly and cost-effectively as small changes, and the removal of integration dependencies from the critical implementation path.

7. **Build quality in**: Emphasize process excellence and building quality in rather than trying to inspect it in. Related concepts include error-proofing the process and reducing recovery time and costs.
Part III is intended for those who have direct responsibility for implementing an integration strategy or are members of an integration team and are interested in improving their ICC or Lean skills. It provides detailed best practices, grouped into seven competency areas. These competencies are ongoing capabilities that an organization needs in order to provide a sustainable approach to integration.

1. **Financial management:** Financial management is a vital competency of a Lean practice that is operating a shared-services group; it takes more than technical activities to create and sustain an effective shared-services group. By showing how to articulate the business value of technology, we are seeking to ensure that the team does not become isolated from the business environment that sustains it. Credibility is established not only by operating a successful competency team, but also by being perceived by business leaders as doing so.

2. **Integration methodology:** An integration methodology defines the life cycle of dependencies that are involved in building a Lean Integration team to the point that it becomes an ongoing governing body, able to sustain the integration achieved from specific projects. The integration methodology is concerned with not just building quality solutions, but more important with setting up the processes to sustain solutions indefinitely in a production environment.

3. **Metadata management:** The ability to manage metadata is essential for managing data as an asset, and it is an enabler for a broad range of process and data integration programs such as straight-through processing, master data management, and data governance. Metadata is conceptually simple but challenging to implement in large, complex organizations. Essentially it is documentation and business rules about data in terms of what it means; where it is located; how it is accessed, moved, and secured; who is responsible for it; and who is allowed to use it.

4. **Information architecture:** Information architecture is an element of a broader enterprise architecture capability. Architecture and integration are complementary enterprise practices that intersect most significantly in the information domain. Architecture is about differentiating the whole and transforming the business, whereas integration is about assembling the parts into a cohesive, holistic system. One discipline takes a top-down approach while the other is bottom-up; both are essential.
5. **Business process management**: Business process management (BPM) is a method of efficiently aligning an enterprise with the needs of its customers. It is a holistic management approach that promotes business effectiveness and efficiency while striving for innovation, flexibility, and integration with technology. Business processes are a prime integration point since this is often where disparate functions come together and interact to share data in the interests of maximizing customer satisfaction and enterprise effectiveness.

6. **Modeling management**: Modeling management is the discipline for defining, using, and maintaining a variety of views (simplified abstractions) of the enterprise and its data in support of integration strategies. One of the critical needs within all large corporations is to achieve efficient information exchanges in a heterogeneous environment. The typical enterprise has hundreds of applications that serve as systems of record for information that, although developed independently and based on incompatible data models, must share information efficiently and accurately in order to effectively support the business and create positive customer experiences.

7. **Integration systems**: This competency addresses the need for managing the life cycle of integration technology and systems as a distinct class of application that provides a sustainable operating infrastructure to support the free flow of information in an organization in an integrated manner.
Lean Integration is not a one-time effort; you can’t just flip a switch and proclaim to be done. It is a long-term strategy for how an organization approaches the challenges of process and data integration. Lean can and does deliver early benefits, but it doesn’t end there. Lean principles such as waste elimination are never-ending activities that result in ongoing benefits. Furthermore, some Lean objectives such as becoming a team-based learning organization with a sustainable culture of continuous improvement may require years to change entrenched bad habits.

Before you start on the Lean journey, therefore, you should be clear about why you are doing so. This chapter, and the rest of the book, will elaborate on the technical merits and business value of Lean Integration and how to
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implement a program that delivers on the promise. Here is a summary of why you would want to:

- **Efficiency**: Lean Integration teams typically realize 50 percent labor productivity improvements and 90 percent lead-time reduction through value stream mapping and continuous efforts to eliminate non-value-added activities. The continuous improvement case study (Chapter 5) is an excellent example.

- **Agility**: Take integration off the critical path on projects by using highly automated processes, reusable components, and self-service delivery models. The mass customization case study (Chapter 8) demonstrates key elements of this benefit.

- **Data quality**: Establish one version of the truth by treating data as an asset, establishing effective information models, and engaging business leaders and front-line staff to accept accountability for data quality. The Smith & Nephew case study (Chapter 6) shows how this is possible.

- **Governance**: Measure the business value of integration by establishing metrics that drive continuous improvement, enable benchmarking against market prices, and support regulatory and compliance enforcement. The integration hub case study (Chapter 10) is an excellent example of effective data governance.

- **Innovation**: Enable staff to innovate and test new ideas by using fact-based problem solving and automating “routine” integration tasks to give staff more time for value-added activities. The Wells Fargo business process automation case study (Chapter 9) is a compelling example of automation enabling innovation.

- **Staff morale**: Increase the engagement and motivation of IT staff by empowering cross-functional teams to drive bottom-up improvements. The decentralized enterprise case study (Chapter 12) shows how staff can be engaged and work together across highly independent business units.

Achieving all these benefits will take time, but we hope that after you have finished reading this book, you will agree with us that these benefits are real and achievable. Most important, we hope that you will have learned enough to start the Lean journey with confidence.

Let’s start by exploring one of the major challenges in most non-Lean IT organizations: the rapid pace of change and surviving at the edge of chaos.
Constant Rapid Change and Organizational Agility

Much has been written about the accelerating pace of change in the global business environment and the exponential growth in IT systems and data. While rapid change is the modern enterprise reality, the question is how organizations can manage the changes. At one end of the spectrum we find agile data-driven organizations that are able to quickly adapt to market opportunities and regulatory demands, leverage business intelligence for competitive advantage, and regularly invest in simplification to stay ahead of the IT complexity wave. At the other end of the spectrum we find organizations that operate at the edge of chaos, constantly fighting fires and barely in control of a constantly changing environment. You may be somewhere in the middle, but on balance we find more organizations at the edge of chaos rather than at the agile data-driven end of the spectrum.

Here is a quick test you can perform to determine if your IT organization is at the edge of chaos. Look up a few of the major production incidents that have occurred in the past year and that have been closely analyzed and well documented. If there haven’t been any, that might be a sign that you are not on the edge of chaos (unless your organization has a culture of firefighting without postmortems). Assuming you have a few, how many findings are documented for each production incident? Are there one or two issues that contributed to the outage, or are there dozens of findings and follow-up action items?

We’re not talking about the root cause of the incident. As a general rule, an analysis of most production incidents results in identifying a single, and often very simple, failure that caused a chain reaction of events resulting in a major outage. But we also find that for virtually all major outages there is a host of contributing factors that delayed the recovery process or amplified the impact.

Here is a typical example: An air conditioner fails, the backup air conditioner fails as well, the room overheats, the lights-out data center sends an automatic page to the night operator, the pager battery is dead, a disk controller fails when it overheats, the failure shuts down a batch update application, a dependent application is put on hold waiting for the first one to complete, an automatic page to the application owner is sent out once the service level agreement (SLA) for the required completion is missed, the application owner quit a month ago and the new owner’s pager has not been
updated in the phone list, the chain reaction sets off dozens of alarms, and a major outage is declared which triggers 30 staff members to dial into the recovery bridge line, the volume of alarms creates conflicting information about the cause of the problem which delays problem analysis for several hours, and so on and so on.

Based on our experience with hundreds of similar incidents in banks, retail organizations, manufacturers, telecommunications companies, health care providers, utilities, and government agencies, we have made two key observations: (1) There is never just one thing that contributes to a major outage, and (2) the exact same combination of factors never happens twice. The pattern is that there is no pattern—which is a good definition of chaos. Our conclusion is that at any given point in time, every large IT organization has hundreds or thousands of undiscovered defects, and all it takes is just the right one to begin a chain reaction that results in a severity 1 outage.

So what does this have to do with Lean? Production failures are examples of the necessity of detecting and dealing with every small problem because it is impossible to predict how they line up to create a catastrophe. Three Mile Island is a classic example. Lean organizations relentlessly improve in numerous small steps. A metaphor for how Lean organizations uncover their problems is to imagine a lake with a rocky bottom, where the rocks represent the many quality and process problems affecting their ability to build the best products for their customers. Metaphorically, they “lower the water level” (reduce their inventories, reduce their batch sizes, and speed up reconfiguring their assembly lines, among other techniques) in order to expose the rocks on the bottom of the lake. Once the “rocks” are exposed, they can focus on continually improving themselves by fixing these problems. Integration systems benefit from “lowering the water level” as well. Every failure of a system uncovers a lack of knowledge about the process or its connections. Problem solving is learning more deeply about our processes, infrastructure, and information domains.

We are of the opinion that the edge of chaos is the normal state of affairs and cannot be mitigated purely by technology. The very nature of systems-of-systems is that they emerge and evolve without a complete (100 percent) understanding of all dependencies and behaviors. There are literally billions of permutations and combinations of the internal states of each software component in a large enterprise, and they are constantly changing. It is virtually impossible to test all of them or to build systems
that can guard against all possible failures. The challenge is stated best in remarks by Fred Brooks in *The Mythical Man-Month*: “Software entities are more complex for their size than perhaps any other human construct, because no two parts are alike. . . . If they are, we make the two similar parts into one, a subroutine.” And “Software systems have orders of magnitude more states than computers do.”

So what is the solution? The solution is to perform IT practices such as integration, change management, enterprise architecture, and project management in a disciplined fashion. Note that discipline is not simply a matter of people doing what they are supposed to do. Lack of discipline is not their problem; it is the problem of their managers who have not ensured that the work process makes failure obvious or who have not trained people to respond to revealed failures first with immediate containment and then with effective countermeasures using PDCA (Plan, Do, Check, and Act).

To effectively counter the effects of chaos, you need to approach integration as an enterprise strategy and not as an ad hoc or project activity. If you view integration as a series of discrete and separate activities that are not connected, you won’t buy into the Lean concept. By virtue of the fact that you are reading this book, the chances are you are among the majority of IT professionals who understand the need for efficiency and the value of reuse and repeatability. After all, we know what happens when you execute project after project without a standard platform and without an integration strategy; 100 percent of the time the result is an integration hairball. There are no counterexamples. When you allow independent project teams to choose their own tools and to apply their own coding, naming, and documentation standards, you eventually end up with a hairball—every time. The hairball is characterized by an overly complex collection of dependencies between application components that is hard to change, expensive to maintain, and unpredictable in operation.

If for whatever reason you remain fixed in the paradigm that integration is a project process as opposed to an ongoing process, there are many methodologies to choose from. Virtually all large consulting firms have a proprietary methodology that they would be happy to share with you if you hire them.

and some of them will even sell it to you. Some integration platform suppliers make their integration methodology available to customers at no cost.

But if you perceive the integration challenge to be more than a project activity—in other words, an ongoing, sustainable discipline—you need another approach. Some alternatives that you may consider are IT service management practices such as ITIL (Information Technology Infrastructure Library), IT governance practices such as COBIT (Control Objectives for Information and Technology), IT architecture practices such as TOGAF (The Open Group Architecture Framework), software engineering practices such as CMM (Capability Maturity Model), or generalized quality management practices such as Six Sigma. All of these are well-established management systems that inherently, because of their holistic enterprise-wide perspective, provide a measure of sustainable integration. That said, none of them provides detailed practices for sustaining solutions to data quality or integration issues that emerge from information exchanges between independently managed applications, with incompatible data models that evolve independently. In short, these “off the shelf” methods aren’t sustainable since they are not your own. Different business contexts, service sets, products, and corporate cultures need different practices. Every enterprise ultimately needs to grow its own methods and practices, drawing from the principles of Lean Integration.

Another alternative to fixing the hairball issue that is often considered is the enterprise resource planning (ERP) architecture, a monolithic integrated application. The rationale for this argument is that you can make the integration problem go away by simply buying all the software from one vendor. In practice this approach doesn’t work except in very unique situations such as in an organization that has a narrow business scope and a rigid operating model, is prepared to accept the trade-off of simply “doing without” if the chosen software package doesn’t offer a solution, and is resigned to not growing or getting involved in any mergers or acquisitions. This combination of circumstances is rare in the modern business economy. The reality is that the complexity of most enterprises, and the variation in business processes, simply cannot be handled by one software application.

A final alternative that some organizations consider is to outsource the entire IT department. This doesn’t actually solve the integration challenges; it simply transfers them to someone else. In some respects outsourcing can make the problem worse since integration is not simply an IT problem; it is a problem of alignment across business functions. In an outsourced business model,
the formality of the arrangement between the company and the supplier may handcuff the mutual collaboration that is generally necessary for a sustainable integration scenario. On the other hand, if you outsource your IT function, you may insist (contractually) that the supplier provide a sustainable approach to integration. In this case you may want to ask your supplier to read this book and then write the principles of Lean Integration into the contract.

In summary, Lean transforms integration from an art into a science, a repeatable and teachable methodology that shifts the focus from integration as a point-in-time activity to integration as a sustainable activity that enables organizational agility. This is perhaps the greatest value of Lean Integration—the ability of the business to change rapidly without compromising on IT risk or quality, in other words, transforming the organization from one on the edge of chaos into an agile data-driven enterprise.

The Case for Lean Integration

The edge of chaos discussion makes the case for Lean Integration from a practitioner’s perspective, that is, that technology alone cannot solve the problem of complexity and that other disciplines are required. But that is more of an intellectual response to the challenge and still leaves the five questions we posed in the Introduction unanswered. Let’s address them now.

“Why Lean?” and “So What?”

In financial terms, the value of Lean comes from two sources: economies of scale and reduction in variation. Development of data and process integration points is a manufacturing process. We know from years of research in manufacturing that every time you double volume, costs drop by 15 to 25 percent. There is a point of diminishing returns since it becomes harder and harder to double volume, but it doesn’t take too many doublings to realize an order-of-magnitude reduction in cost. Second, we also know that manufacturing production costs increase from 25 to 35 percent each time variation doubles. The degree of integration variation today in many organizations is staggering in terms of both the variety of tools that are used and the variety of
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standards that are applied to their implementation. That is why most organizations have a hairball—thousands of integrations that are “works of art.”

Some studies by various analyst firms have pegged the cost of integration at 50 to 70 percent of the IT budget. This is huge! Lean Integration achieves both economies of scale and reduction in variation to reduce integration costs by 25 percent or more. This book explores some specific case studies that we hope will convince you that not only are these cost savings real, but you can realize them in your organization as well.

“As a Business Executive, What Problems Will It Help Me Solve?”

The answer is different for various stakeholders. For IT professionals, the biggest reason is to do more with less. Budgets are constantly being cut while expectations of what IT can deliver are rising; Lean is a great way to respond because it embodies continuous improvement principles so that you can keep cutting your costs every year. By doing so, you get to keep your job and not be outsourced or displaced by a third party.

For a line-of-business owner, the big problems Lean addresses are time to market and top-line revenue growth by acquiring and keeping customers. A Lean organization can deliver solutions faster (just in time) because of automated processes and mass customization methods that are supported by the technology of an Integration Factory. And an integrated environment drives revenue growth through more effective use of holistic information, better management decisions, and improved customer experiences.

For an enterprise owner, the biggest reasons for a Lean Integration strategy include alignment, governance, regulatory compliance, and risk reduction. All of these are powerful incentives, but alignment across functions and business units may be the strongest contributor to sustained competitive advantage. By simply stopping the disagreement across teams, organizations can solve problems faster than the competition.

In summary, Lean Integration helps to reduce costs, shorten time to market, increase revenue, strengthen governance, and provide a sustainable competitive advantage. If this sounds too good to be true, we ask you to reserve judgment until you finish reading all the case studies and detailed “how-to” practices. One word of caution about the case studies: They convey how example organizations solved their problems in their context. The same practices may not apply to your organization in exactly the same way, but the thinking that went into them and the patterns may well do so.
“As an IT Leader or Line-of-Business Owner, Why Am I Going to Make a Considerable Investment in Lean Integration?”

Get results faster—and be able to sustain them in operation. Lean is about lead-time reduction, quality improvements, and cost reduction. Lean delivers results faster because it focuses heavily on techniques that deliver only what the customer needs (no “gold-plating”): process automation and mass customization. In terms of ongoing operations, Lean is a data-driven, fact-based methodology that relies heavily on metrics to ensure that quality and performance remain at a high level.

“How Is This Different from Other Methods, Approaches, and Frameworks?”

Two words: sustainable and holistic. Other integration approaches either tackle only a part of the problem or tackle the problem only for the short term at a point in time. The predominant integration strategy, even today, is customized hand-coded solutions on a project-by-project basis without a master plan. The result is many “works of art” in production that are expensive to maintain, require a long time to change, and are brittle in operation.

Note that Chapter 12, Integration Methodology, includes a section that explicitly compares agile and Lean methodologies.

“Why Am I as an IT Professional Going to Embrace and Sell Lean Integration Internally?”

Because it will advance your career. Time and time again we have seen successful integration teams grow from a handful of staff to 100 or more, not because of a power grab, but because of scope increases at the direction of senior management. Successful team members become managers, and managers become directors or move into other functions in the enterprise in order to address other cross-functional business needs. In short, Lean Integration is about effective execution, which is a highly valued business skill.

What Is Integration?

This seems like a simple question, but what exactly is integration? Here are a couple of examples of how others have answered this question:
“The extent to which various information systems are formally linked for sharing of consistent information within an enterprise”\(^4\)

“Seamless integration of all information flowing through a company”\(^5\)

A careful review of these and other definitions reveals a number of common themes that describe the essence of integration:

- **Formally linked**: Communication between systems is standardized.
- **Seamless**: Complexities are invisible to end users.
- **Coordinated manner**: Communication is disciplined.
- **Synergy**: Value is added to the enterprise.
- **Single transactions that spawn multiple updates**: There is master management of data.
- **Fewer number of systems**: The cost of ownership is lower.
- **Non-duplicated data**: The focus is on eliminating redundancy and reducing costs of management.

The most comprehensive definition of integration we have come across is in Lester Singletary’s doctoral dissertation.\(^6\) It provides a rich definition by examining the domain of integration from four perspectives: (1) what integration is in terms of its attributes or operational characteristics, (2) the benefits or resultant outcomes of effective integration efforts, (3) the risks or challenges that arise from integrations, and (4) the metrics that provide a measure of objectivity concerning the integrated environment. Figure 1.1 has been adapted from Singletary’s paper and serves as a foundation for our view of integration in this book.

To put all this together, our definition of integration, therefore, is as follows:

Integration: An **infrastructure** for enabling **efficient data sharing** across **incompatible applications** that **evolve independently** in a coordinated manner to serve the needs of the **enterprise** and its **stakeholders**.
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Figure 1.1  Definition of integration

- **Attributes**
  - Data sharing
  - Common database
  - Reduced data redundancy
  - Data security
  - Applications working together
  - Industry standard interfaces
  - Application data independence
  - One system (system-of-systems)
  - Consistent core architecture
  - Platform compatibility: H/S
  - User-friendly interface
  - Seamless
  - Real-time
  - Enter once—use everywhere
  - One-stop data access

- **Metrics**
  - Measurement

- **Benefits**
  - Core Benefits
  - Direct Benefits
  - People Benefits
  - Functional Benefits
  - Strategic Benefits
  - Enabled Benefits

- **Risks**
  - Security and control of data access
  - Complexity of interdependencies
  - Single-point failure impact
  - Difficulty adapting software to business
  - Misunderstanding of data by others

- **Potential Downsides**
  - Data available to all
  - Data meaningful, timely
  - Data accurate, reliable
  - Efficiency, productivity

- **Data Handling**
- **Behavior**
- **Design**
  - Integration

- **Enabled Benefits**
- **Strategic Benefits**
- **Functional Benefits**
- **People Benefits**
- **Direct Benefits**
- **Core Benefits**

- **Figure 1.1**
  - Definition of integration

- **Metrics**
  - Availability and access to data (by customers)
  - Validation of non-replicated data
  - Non-duplicate data entry
  - Number of interfaces between systems
  - Number of reconciliations across systems
  - Quality of core business data
  - Completeness of metadata
  - Reuse of source code or business objects
Infrastructure: a combination of people, process, policy, and technology elements that work together (e.g., highway transportation infrastructure)

Efficient data sharing: accessing data and functions from disparate systems without appreciable delay to create a combined and consistent view of core information for use across the organization to improve business decisions and operations

Incompatible applications: systems that are based on different architectures, technology platforms, or data models

Evolve independently: management decisions to change applications (or parts of an application) are made by different organizational groups or external suppliers on independent timelines that are not controlled by a master schedule

Enterprise: the organization unit that is the focus of the integration effort; it could be a department, division, an entire company, or part of a supply chain

Stakeholders: the customers of the enterprise, its owners, and its employees, including management, end users, and IT professionals

Integration Maturity Levels

Another way to look at integration is to examine how integration technologies and management practices have evolved and matured over the past 50 years. Figure 1.2 summarizes four stages of evolution that have contributed to increasingly higher levels of operational efficiency. Hand coding was the only technology available until around 1990 and is still a common practice today, but it is gradually being replaced by modern methods. The movement to standard tools, more commonly known as middleware, began in the 1990s, followed by industry consolidation of tool vendors during the first decade of the 2000s, resulting in more “suites” of tools that provide the foundation for an enterprise integration platform.

As we look to the future, we see the emergence of the Integration Factory as the next wave of integration technology in combination with formal management disciplines. This wave stems from the realization that of the thousands of integration points that are created in an enterprise, the vast majority are incredibly similar to each other in terms of their structure and processing approach. In effect, most integration logic falls into one of a couple of dozen
different “patterns” or “templates,” where the exact data being moved and transformed may be different, but the general flow and error-handling approach are the same. An Integration Factory adds a high degree of automation to the process of building and sustaining integration points. We believe the Integration Factory, described in detail in Chapter 3, will be the dominant new “wave” of middleware for the next decade (2010s).

Management practices have also evolved from ad hoc or point-in-time projects, to broad-based programs (projects of projects), to Integration Competency Centers (ICCs), and now to Lean Integration. A major paradigm shift began early in the current century around the view of integration as a sustaining practice. The first wave of sustainable management practices is encapsulated by the ICC. It focused primarily on standardizing projects, tools, processes, and technology across the enterprise and addressing organizational issues related to shared services and staff competencies. The second wave of sustainable practices is the subject of this book: the application of Lean principles and techniques to eliminate waste, optimize the entire value chain, and continuously improve. The management practice that optimizes the benefits of the Integration Factory is Lean Integration. The combination of factory technologies and Lean practices results in significant and sustainable business benefits.

The timeline shown on the bottom of Figure 1.2 represents the period when the technology and management practices achieved broad-based acceptance. We didn’t put a date on the first evolutionary state since it has been with us since the beginning of the computer software era. The earlier stages of evolution don’t die off with the introduction of a new level of
maturity. In fact, there are times when hand coding for ad hoc integration needs still makes sense today. That said, each stage of evolution borrows lessons from prior stages to improve its efficacy. We predict that Lean practices, in combination with past experiences in project, program, and ICC practices, will become the dominant leading practice around the globe during the 2010s.

In Part III of this book we refer to these four stages of evolutionary maturity when discussing the eight integration competency areas. The shorthand labels we use are as follows:

1. **Project**: disciplines that optimize integration solutions around time and scope boundaries related to a single initiative
2. **Program**: disciplines that optimize integration of specific cross-functional business collaborations, usually through a related collection of projects
3. **Sustaining**: disciplines that optimize information access and controls at the enterprise level and view integration as an ongoing activity independent of projects
4. **Lean**: disciplines that optimize the entire information delivery value chain through continuous improvement driven by all participants in the process

We think of this last level of maturity as self-sustaining once it becomes broadly entrenched in the organization.

We don't spend much time in this book discussing project or program methods since these are mature practices for which a large body of knowledge is available. Our focus is primarily on sustaining practices and how Lean thinking can be applied to achieve the highest levels of efficiency, performance, and effectiveness.

**Economies of Scale (the Integration Market)**

As stated earlier, the benefits of Lean are economies of scale and reduction in variation. As a general rule, doubling volume reduces costs by 15 to 25 percent, and doubling variation increases costs by 25 to 35 percent. The ideal low-cost model, therefore, is maximum standardization and maximum volume. But how exactly is this accomplished in a Lean Integration context?
A core concept is to view the collection of information exchanges between business applications in an enterprise as a “market” rather than as a bunch of private point-to-point relationships. The predominant integration approach over the past 20 years has been point-to-point integration. In other words, if two business systems need to exchange information, the owners and subject matter experts (SMEs) of the two systems would get together and agree on what information needed to be exchanged, the definition and meaning of the data, the business rules associated with any transformations or filters, the interface specifications, and the transport protocol. If anything needed to change once it was in operation, they would meet again and repeat the same process.

For a small number of systems and a small number of information exchanges, this process is adequate and manageable. The problem with a hand-coded or manual method is that it doesn’t scale, just as manual methods for other processes don’t scale well. Certainly if a second integration point is added to the same two systems, and the same two SMEs work together and use the same protocols, documentation conventions, and so on, the time and cost to build and sustain the integrations will indeed follow the economy of scale cost curve. But in a large enterprise with hundreds or thousands of applications, if each exchange is viewed as strictly an agreement between the immediate two parties, diseconomies begin to creep into the equation from several perspectives.

Imagine trying to follow a flow of financial information from a retail point-of-sale application, to the sales management system (which reconciles sales transactions with refunds, returns, exchanges, and other adjustments), to the inventory management system, to the general ledger system, to the financial reporting system. In a simple scenario, this involves four information exchanges among five systems. If each system uses different development languages, protocols, documentation conventions, interface specifications, and monitoring tools and was developed by different individuals, not only will we not receive the benefits from quadrupling volume from one integration to four, but we will in fact increase costs.

This example reflects the two largest factors that drive diseconomies: the cost of communication between teams and duplication of effort. Additional factors can drive further diseconomies, such as the following:

- **Top-heavy organizations**: As organizations get larger and add more layers of management, more and more effort needs to be expended on
integrated solutions that require collaboration and agreement across teams that each play a narrow functional role.

- **Office politics:** Disagreements across teams are a result of different motivations and agendas, usually a result of conflicting goals and metrics but also sometimes caused by the “not invented here” syndrome.

- **Isolation** of decision makers from the results of their decisions: Senior managers may need to make decisions, such as how much of a budget to allocate to a given group, without a clear picture of what the group does and what value it brings to the organization.

- **Slow response time:** Delays are caused by multiple handoffs between teams or by queuing requests for information or support from other groups.

- **Inertia:** People are unwilling to change or are opposed to standards.

- **Cannibalization:** Limited resources (such as SMEs in specific business domains) are consumed for project B, slowing down progress on project A.

The degree of integration variation in many organizations is staggering in terms of both the variety of technology that is used and the variety of standards that are applied to their implementation. That is why most organizations have a hairball—hundreds or thousands of integrations that are “works of art.”

The alternative is to view the need for information exchanges across applications as a market economy, and to serve the market with an efficient shared-services delivery model in order to gain economies of scale. For example, multiple groups within an organization may perform similar activities but do so with varying degrees of efficiency and consistency. Centralizing the activities makes it much easier to standardize and streamline the work, thereby reducing the cost per unit of work while improving the quality and consistency.

The two graphs in Figure 1.3 are borrowed from the field of economics and show the relationships between costs and volumes. These graphs reflect the well-understood laws of diminishing returns and economies of scale. The chart on the left reflects a manual or low-tech operation, such as when information exchanges are developed using custom hand-coded integration solutions. In this scenario, there are few (if any) capital costs since existing enterprise tools such as COBOL, Java, or SQL are used to build the integration. The overall average cost per integration initially falls as the individuals doing the work gain experience and are able to share some of their experience and knowledge, but then at some point it starts to increase as diseconomies
emerge. In terms of the marginal costs (i.e., the incremental cost for each additional integration), initially the curve is somewhat flat since the first integration developer can develop a second or third integration with a similar effort. The average cost also falls initially since the fixed costs of the developer (hiring costs, office space, desktop PC, etc.) are amortized over more than one integration. As the volume of integrations increases, however, the marginal costs increase on an exponential basis, and the average costs begin to increase as more and more diseconomies emerge from the increasing complexity and number of unique integration points.

The chart on the right of the figure shows the cost curve as a result of a capital investment in tools and infrastructure (such as an Integration Factory) to largely automate and standardize the development effort. Note that in this scenario, the marginal costs are small and constant. For example, it might cost Microsoft $5 billion to develop a new version of Windows, but once developed, it costs just pennies to make another electronic copy. The marginal cost per copy of Windows is essentially the same whether 1 copy or 1,000 copies are made, but the average cost drops significantly and continuously in this scenario as volume increases and as the up-front fixed costs are amortized over more and more units.

The key challenge for organizations is to determine at what level of integration complexity do diminishing returns begin to emerge from manual hand-coded solutions, and how much capital investment is warranted to
achieve the time and cost advantages of a high-volume Integration Factory. The answer to this will become clearer in Parts II and III, where we discuss the Lean principles related to continuous improvement, mass customization, and process automation, and the financial management competency area.

**Getting Started: Incremental Integration without “Boiling the Ocean”**

Parts II and III of the book provide detailed and specific advice on how to implement a sustainable Lean Integration practice, but before you dig into the details, it is important to understand the approach options and related prerequisites.

There are two fundamental implementation styles for Lean Integration: top-down and bottom-up. The top-down style starts with an explicit strategy with clearly defined (and measurable) outcomes and is led by top-level executives. The bottom-up style, which is sometimes referred to as a “grassroots” movement, is primarily driven by front-line staff or managers with leadership qualities. The top-down approach generally delivers results more quickly but may be more disruptive. You can think of these styles as revolutionary versus evolutionary. Both are viable.

While Lean Integration is relevant to all large organizations that use information to run their business, there are several prerequisites for a successful Lean journey. The following five questions provide a checklist to see if Lean Integration is appropriate to your organization and which style may be most suitable:

1. **Do you have senior executive support for improving how integration problems are solved for the business?**
   Support from a senior executive in the organization is necessary for getting change started and critical for sustaining continuous improvement initiatives. Ideally the support should come from more than one executive, at a senior level such as the CXO, and it should be “active” support. You want the senior executives to be leading the effort by example, pulling the desired behaviors and patterns of thought from the rest of the organization. It might be sufficient if the support is from only one executive, and if that person is one level down from C-level, but it gets harder and harder to drive the investments and necessary changes as you water down the
top-level support. The level of executive support should be as big as the opportunity. Even with a bottom-up implementation style, you need some level of executive support or awareness. At some point, if you don’t have the support, you are simply not ready to formally tackle a Lean Integration strategy. Instead, just keep doing your assigned job and continue lobbying for top-level support.

2. Do you have a committed practice leader?
The second prerequisite is a committed practice leader. By “committed” we don’t mean that the leader needs to be an expert in all the principles and competencies on day one, but the person does need to have the capability to become an expert and should be determined to do so through sustained personal effort. Furthermore, it is ideal if this individual is somewhat entrepreneurial, has a thick skin, is customer-oriented, and has the characteristics of a change agent (see Chapter 6 on team empowerment for more details).

If you don’t have top leadership support or a committed practice leader, there is little chance of success. This is not to suggest that a grassroots movement isn’t a viable way to get the ball rolling, but at some point the bottom-up movement needs to build support from the top in order to institutionalize the changes that will be necessary to sustain the shift from siloed operations to integrated value chains.

3. Is your “Lean director” an effective change agent?
Having a Lean director who is an effective change agent is slightly different from having one who is “committed.” The Lean champion for an organization may indeed have all the right motivations and intentions but simply have the wrong talents. For example, an integrator needs to be able to check his or her ego at the door when going into a meeting to facilitate a resolution between individuals, who have their own egos. Furthermore, a Lean perspective requires one to think outside the box—in fact, to not even see a box and to think of his or her responsibilities in the broadest possible terms. Refer to the section on Change Agent Leadership in Chapter 6 for a description of essential leadership capabilities.

4. Is your corporate culture receptive to cross-organizational collaboration and cooperation?
Many (maybe even most) organizations have entrenched views of independent functional groups, which is not a showstopper for a Lean program. But
if the culture is one where independence is seen as the source of the organization’s success and creativity, and variation is a core element of its strategy, a Lean approach will likely be a futile effort since Lean requires cooperation and collaboration across functional lines. A corporate culture of autonomous functional groups with a strong emphasis on innovation and variation typically has problems implementing Lean thinking.

5. Can your organization take a longer-term view of the business?
A Lean strategy is a long-term strategy. This is not to say that a Lean program can’t deliver benefits quickly in the short term—it certainly can. But Lean is ultimately about long-term sustainable practices. Some decisions and investments that will be required need to be made with a long-term payback in mind. If the organization is strictly focused on surviving quarter by quarter and does little or no planning beyond the current fiscal year, a Lean program won’t achieve its potential.

If you are in an organizational environment where you answered no to one or more of these questions, and you feel compelled to implement a Lean program, you could try to start a grassroots movement and continue lobbying senior leadership until you find a strong champion. Or you could move to another organization. There are indeed some organizational contexts in which starting a Lean program is the equivalent of banging your head against the wall. We hope this checklist will help you to avoid unnecessary headaches.

Lean requires a holistic implementation strategy or vision, but it can be implemented in incremental steps. In fact, it is virtually impossible to implement it all at once, unless for some reason the CEO decides to assign an entire team with a big budget to fast-track the implementation. The idea is to make Lean Integration a long-term sustainable process. When we say “long-term” we are talking about 10 to 20 years, not just the next few years. When you take a long-term view, your approach changes. It certainly is necessary to have a long-term vision and plan, but it is absolutely acceptable, and in many respects necessary, to implement it incrementally in order to enable organizational learning. In the same way, an ICC can start with a small team and a narrow scope and grow it over time to a broad-based Lean Integration practice through excellent execution and positive business results.
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