Preface

Software engineering professionals and students all over the world make decisions every day that impact the outcome of their software projects. Although some people are very successful, others unfortunately do not take the steps necessary to ensure that their decisions are likely to lead to success. For instance, not asking the right questions generally leads to solutions that do not adequately solve the problems being considered. Likewise, the formulation of faulty assumptions is often the root cause of poor decisions. A common challenge for software professionals is the identification and correction of poor decisions before they can cause even bigger problems. This may be because it is much easier to judge software engineering decisions after the fact than to monitor and evaluate them before their full impact is known.

Through our own professional experiences as software engineers and project managers, we observed firsthand the need for systematic approaches to evaluating and making decisions for software engineering. We observed that, in general, decision making for software projects lacks an analytical approach that can be applied systematically and consistently to increase the likelihood of making decisions that lead to successful projects. As educators of graduate students in the Carnegie Mellon University Master of Software Engineering (MSE) Program, we use textbooks in software engineering that discuss issues involving decisions to be made but do not specifically talk about how to evaluate and make these decisions. We found numerous publications on decision making in the fields of general business and project management. Unfortunately, these works do not address the specific decisions that must be made for software development projects or the nuances of the issues related to these decisions.

We have searched for case studies to help students learn about software engineering issues in the context of real-world scenarios. Though the use of simulated case studies is recognized to be an effective teaching tool for computer science and engineering, we found few published cases that address the specific problems faced by software project managers or software developers and discuss the decision-making aspects of software engineering. To help fill the gap between theory and practice, we decided to write a book that would address the need of both practitioners and students of software engineering to understand decision making in the context of real software projects.

The purpose of this book is to help practitioners, managers, students, and educators acquire the knowledge and skills needed to evaluate and make good decisions as well as to recognize bad decisions for software project management and software development. The book focuses on case studies constructed to help readers
comprehend and apply concepts important to forming, implementing, monitoring, and evaluating critical decisions in real software projects. The case studies are based upon real project scenarios in organizations that differ in industry, size, and budget, but the names of the organizations and stakeholders have been changed to keep the real entities confidential. The book does not exhaustively cover every possible software engineering event that might occur. Rather, the case studies focus on issues and decisions that typically make or break today’s software projects.

Readers who have hands-on development or management experience with the full life cycle of a software project will benefit the most from this book. We intend for the book to serve as a handbook of professional guidance for managing the decisions that can lead to software project success. Upper-level undergraduate or graduate students who have some undergraduate-level coursework in software engineering or professional software engineering experience will also find the case materials to be a stimulating way to explore decision making in real-world software projects.

Readers of this book can acquire knowledge of issues and problems that notoriously contribute to software project failure. Readers will learn about issues and problems that occur frequently, have a high impact on today’s software projects, or are of emerging and growing importance. The case studies illustrate important decisions in the mapping between the user’s expectations and the provider’s software solution. The case study analyses highlight effective questions to ask to better analyze software engineering issues or problems and to determine the best decisions or solutions to make. The book also discusses indicators to assess whether a decision or solution for a particular software project issue or problem is working.

By reading and analyzing the software engineering case studies, you can develop skills needed to identify key factors that characterize software project problems. You can learn how to analyze the issues and problems that relate to a specific software project scenario. The case analysis activities will guide you through the study of alternative decisions that could be made to address the case issues. They will help you develop ideas about how to apply the case concepts to real software projects. We hope that you will find the case studies to be an interesting way to learn about critical issues in software engineering and about how to apply decision-making techniques to real-world software engineering projects.

---

**Synopses of Book Chapters**

Following is a synopsis of the topics and case studies for each chapter. You will notice that all of the chapter titles include the word managing. We use managing to emphasize the need for project managers and software engineers proactively to identify issues or problems in a particular management area, to analyze and evaluate their nature and importance, to decide upon actions that need to be taken, to implement decisions by taking action, and to monitor results. We would like to promote the idea that all
software professionals, not just managers, need to manage the decisions that they make on the job. The case studies illustrate decisions made or that need to be made by various software project stakeholders. In some cases, the stakeholders manage the decisions in a way that leads to project success. In other cases, the stakeholders do not manage the decisions they make very well and thereby encounter project problems and sometimes failure.

Chapter 1: Managing Decisions

Chapter 1 discusses decision making in software engineering, presents a model for evaluating decisions, and shows how the model can be applied to the decisions made by stakeholders in the case studies. The chapter illustrates the application of the model through several decision scenarios that involve technical issues.

Chapter 2: Managing Requirements

Chapter 2 overviews the following activities involved in managing requirements: eliciting and stating requirements, verifying and validating requirements, negotiating and contracting requirements, managing requirements change and scope, and validating software deliverables with respect to requirements. The chapter provides an in-depth discussion of issues and decisions for each requirements activity. The chapter emphasizes the idea that managing requirements does not end until the software is retired.

Case studies:

- The New Account Project at HBC: This case study highlights the activities and decisions involved in establishing the requirements. In particular, the case illustrates problems that can occur regarding decisions about the selection and involvement of stakeholders.

- On Time, Within Budget, but Wrong: This case study illustrates how decisions made when establishing and managing requirements can result in software project deliverables that do not satisfy the user stakeholder’s expectations even though the project appears to be going well. In particular, the case scenario covers both functional and nonfunctional requirements including statements about required quality attributes.

Chapter 3: Managing Estimates

Chapter 3 illuminates the importance of estimation in planning and managing software projects and other software engineering efforts. The chapter discusses the following activities involved in managing estimates: understanding requirements,
conceptually designing a solution, performing element-wise decomposition (divide), allocating resources from the bottom up (conquer), allocating overhead, estimating construction, and estimating change management. The chapter presents ways to factor considerations of scope, time, quality, and cost into decisions about project estimates.

Case studies:

- **Estimation as a Tool**: This case study examines process improvement in managing estimates via collecting, studying, and applying historical data. In the case, a software project manager must determine the appropriate inputs to make a good decision regarding an estimate for a job.

- **When a Team Runs a Race**: This case study examines factors that influence estimation and how these factors can lead to poor decisions about estimates. The case also looks at issues related to the concurrent execution of multiple projects with interdependent resources, personnel, and developments.

**Chapter 4: Managing Plans**

Chapter 4 examines the role of decision making in planning software projects. The chapter overviews planning activities such as the following: defining project objectives, policies, and scope; planning tasks and milestones; planning schedules; planning budgets; staffing and other resource planning; tracking and controlling the budget and schedule; managing midstream changes to project plans; managing processes with respect to project objectives, policies, and other project plans; and managing software development with respect to project objectives, policies, schedule, and budget.

Case studies:

- **To Replan or Not to Replan?**: This case study discusses the evaluation and decision of when, why, and how to adjust the budget, schedule, or staffing plans.

- **Managing Plans Is in the Details**: This case study looks at problems and decisions that a software development organization faces in planning and tracking software projects, especially those that share resources with other projects or engineering groups.

**Chapter 5: Managing Product**

Chapter 5 overviews the issues and decisions involved in managing software product. The chapter discusses the following activities involved in managing product: proper product definition, development process management, quality assurance and control, configuration management, product delivery and installation, training, field service, and the application of the decision model to make product decisions.
Case studies:

- **New Technology—Is It Always the Best?**: In this case study, the project manager must make a decision regarding the adoption of new development technologies and techniques to create a product that is easier to maintain and less expensive to use.

- **Why Is This Product Wrong?**: In this case study, a software developer is faced with the dilemma that although it seems as though he did everything correctly, he still got the wrong answer.

### Chapter 6: Managing Process

Chapter 6 emphasizes the importance of managing the processes for software development and software project management. The chapter discusses activities involved in managing process: defining, selecting, and understanding process; teaching process; measuring process; evaluating process performance; changing the process to improve its effectiveness; and using the decision model to make process decisions.

Case studies:

- **Bank on the Verge**: In this case study, a project manager asks two consultants to evaluate whether his team has made good decisions on process and whether there are things that the team can do better.

- **Damn the Process, Full Speed Ahead**: In this case study, a project manager is asked to review another manager’s project that is having problems. The troubled project is behind schedule, and no one has been able to clearly identify what is causing the schedule slippage or what should be done to fix the project’s processes. The manager must decide how he can help the troubled project.

### Chapter 7: Managing Risk

Chapter 7 emphasizes the importance of managing risk across the project life cycle. The chapter discusses activities involved in managing risk: defining thresholds of success for the project, identifying project risks, formulating statements about risk, communicating information about risk to project stakeholders, mitigating risk, and conducting resource trade-offs in making decisions about how to manage risk.

Case studies:

- **SEWeb and Russoft Technologies**: This case study examines the decisions and risks faced by an academic institution in its attempt to use an offshore development firm, a Russian company located in Moscow, to develop a Web-based system. In particular, the case study exemplifies what can happen when the project stakeholders do only minimal risk management throughout the project.
• **Falcon Edutainment and the RiskSim Project:** This case study focuses on software project risks associated with client-developer interactions, communications, requirements elicitation, and the related decisions.

**Chapter 8: Managing People Interactions**
Chapter 8 discusses factors that influence interactions between people and shows how an understanding of these can help software professionals to manage their interactions with people on the job. The chapter specifically describes activities involved in managing project stakeholder interactions: understanding scenarios of interaction, understanding factors that influence interactions, deciding upon interaction objectives, evaluating factors that influence an interaction, deciding how to adjust controllable factors for an interaction, and reflecting on past interactions to improve performance in future interactions.

Case studies:

• **To Be or Not to Be: A Sense of Urgency at TestBridge:** In this case study, tough decisions have to be made with respect to the ability and willingness of specific players within the team to contribute as team members in light of an organization that is changing its focus and business direction.

• **A Friend or Foe at Hanover-Tech:** This case study focuses on the need to manage people interactions at the managerial level while balancing opposing constraints that are financial, strategic, personal, and temporal.

**Chapter 9: Managing Stakeholder Expectations**
Chapter 9 clarifies the nature of stakeholder expectations. The chapter introduces a model for understanding the mapping between customer expectations and solution provider expectations. The chapter discusses the activities involved in managing interactions between software project stakeholders: communicating with the customer stakeholder, managing multiple dimensions of stakeholder expectation over time, managing product and process to satisfy stakeholder expectations, understanding different types of customers, and managing stakeholder perception.

Case studies:

• **TCP Enhancements at Gigaplex Systems:** In this case study, the software project team encounters unexpected problems related to satisfying the customer’s expectations as well as to internal team dynamics and the external relationship with the customer.
• **Tough Sell at Henkel Labs**: This case study presents a difficult situation in which stakeholder expectations need to be managed across a global organization with multiple subsidiaries and people from different cultures who reside in different countries and who sometimes have opposing organizational and business objectives.

**Chapter 10: Managing Global Development**

Chapter 10 discusses issues and decisions related to managing software engineering efforts that are geographically distributed. The chapter illuminates the challenges of communicating across geographical and time differences, understanding and handling cultural differences, managing distributed projects and software development, managing outsourced software development, managing software quality with distributed or outsourced development, and managing expectations across geographically dispersed stakeholders.

Case studies:

• **Globally Distributed Team: FibreNet Project**: This case study highlights issues of communication, collaboration, and trust when a project team is globally distributed. The software project manager needs to decide how to improve these aspects across the different globally distributed project sites.

• **Managing Global Software Development at FibOptia**: This case study looks at problems specific to global software development in managing process, product quality, and cost. A senior manager is trying to decide how she can help her global software development organization make process and product improvements.

**How This Book Is Organized**

In Chapter 1, “Managing Decisions,” we discuss the nature and importance of decision making for software engineering. We present a decision model that we developed and have used in practice to assist software professionals in evaluating decisions. This chapter provides context information that will help you more easily identify and think about issues and problems that occur in the case studies. You will therefore benefit from reading this chapter before you read the other chapters in the book. The other chapters discuss decision making in the context of well-known management areas for software projects. These chapters broadly cover issues concerning people, process, and technology in the context of making decisions about them. Because evaluating risk should be an integral part of making decisions, all chapters discuss risk in the
context of making decisions for a particular management area. Chapter 7, “Managing Risk,” more generally covers risk management throughout the life of a software project. In addition, since process concerns how something is done, all of the chapters in some way discuss process issues when describing how software professionals manage a particular aspect of software engineering.

Chapters 2–10 have the same organizational structure. The first section of each chapter outlines the objectives for that chapter. The second section sets the context for making decisions in a particular software management area. The context material describes primary activities that software professionals perform to manage a particular project area. Alternatively, the context for Chapter 10, “Managing Global Development,” explains that the activities for managing global development include those for the other management areas with added challenges, constraints, and opportunities. The chapter context also discusses key ideas, practical guidelines, or what-if questions for making decisions in the relevant management area. The context highlights example decisions with some analyzes that apply the PEAK decision model from Chapter 1. Some of the context information appears in tables to help you rapidly assimilate and reference it when needed. The chapters present concepts in the context of making decisions with respect to factors that influence stakeholder expectations for software projects: scope (requirements), time (schedule), quality, and cost (budget). The chapter context also includes references to publications that provide background in the software management area for interested readers. The authors recommend that you read or peruse the chapter objectives and context before reading the case studies.

The next section of each chapter presents two case studies whose scenarios highlight key issues and decisions related to the chapter topic. The first case study includes a full analysis of the case study issues and decisions with respect to the PEAK decision model. The case studies discuss decisions made by the stakeholders in the case scenarios and pose follow-on decisions that need to be made. Some case studies tell you what the stakeholders decide to do to solve the case problems and include the results of these decisions; others leave the evaluation of solutions for the case problems to the case study analyses. A set of questions to stimulate an analysis of the second case study concludes the case study. The last section summarizes important ideas to remember about the chapter. A list of references for all chapters appears at the back of the book.

We would like to help set your expectations regarding the references in the book. We do not intend for the book to be a survey of research and publication in the various software management areas. We have included some selected references that provide background for readers who are new to software engineering or to topics covered in the case studies or that provide supplemental information for interested readers. Some of the references are purposely dated because they provide the original and best definition of particular concepts or because the concepts discussed in these sources are still highly relevant for software projects of today. The referenced materials include books, conference and workshop proceedings, journal and magazine articles, and
online information. They eclectically cover topics, events, or quotes from the subject areas of business management, civil engineering, communications, computer science, decision sciences, English literature, filmography, management and management sciences, networking, psychology, regulatory policy, software engineering, systems engineering, and others that provide background information for the case studies and example decision scenarios.

Some of our reviewers commented that a particular case study seemed to be relevant for different chapters or software project management areas. As you read the book, you too may recognize that a particular case study involves issues from multiple management areas. We purposely designed the cases to be multidimensional. After analyzing the cases in a specific chapter and management area, you might analyze the case studies in other chapters whose issues and decisions involve the same management area. For instance, all of the case studies entail issues and decisions involving scope, time, quality, cost, risk, stakeholder expectations, communications and other people interactions, or some set of these. As another example, case studies in Chapter 7, “Managing Risk,” Chapter 9, “Managing Stakeholder Expectations,” and Chapter 10, “Managing Global Development,” encompass issues related to global software development. The scenario for one of the cases in Chapter 7 involves development by an offshore team, and one of the cases in Chapter 9 looks at establishing projects to be executed by globally distributed branches of a company. Both cases for Chapter 10 involve globally distributed software development teams.

The reviewers for our book requested that we provide full analyses for all the case studies. We talked with our editor about this and together decided that for space and cost reasons it would not be practical to include this additional information in the book itself. Our reviewers also gave us excellent suggestions for topics that they would like to see discussed in case studies. Therefore, we decided to offer a Web site where you can obtain supplemental information at www.andrew.cmu.edu/user/rosso/. This site will provide you with materials such as additional case studies and analyses as they become available. Depending on our time constraints, we will try as best we can to provide you with analyses for the second cases in the chapter.

We hope that you enjoy your journey through this book and that you will use the book as a guide as you encounter issues and decisions in your study and practice of software engineering.
Chapter 1

Managing Decisions

1.1 Chapter Objectives

This chapter introduces concepts about evaluating decisions for software development projects and other software engineering efforts. This chapter will help you understand the purpose, rationale, and application of a model for evaluating decisions. Succeeding chapters will illustrate how to apply the model to decisions being made to manage various aspects of software projects and to handle problems faced by the stakeholders in case scenarios. Managing decisions involves identifying a problem to be solved, formulating and evaluating alternative solutions to the problem, selecting among the alternative solutions, and executing the decision or implementing the solution. The model discussed in this chapter applies to the following phases: identifying the problem, formulating and evaluating alternative solutions, and selecting among alternative solutions or decision. The case studies in the succeeding chapters focus on these phases but may also include the execution aspect of managing decisions.

1.2 Context

A decision involves passing judgment on an issue under consideration. It is commonly understood to be the act of reaching a conclusion or of making up one’s mind. All software projects involve making decisions. Even the act of not making a decision is a decision. For example, if a software project manager chooses to ignore a project member’s request for more resources, the manager is making a decision not to act and must deal with the consequences of this noncommittal decision. Increasing a software professional’s responsibility increases the number of decisions that the
professional must make. This book will explore decisions made by different software project stakeholders and will shed light on how these decisions can be made.

The importance of managing the way in which project decisions are made is evident by the numerous publications that discuss decision making, particularly in the context of managing projects, of managing project risks, and more specifically of managing projects involving product development. The following references are just a few select examples of current publications in these areas. For more about decision making as an integral part of project management, see Cleland and Ireland (2007), McManus (2004), Pollack-Johnson and Liberatore (2006), and Verine and Trumper (2007). For more about the relationship between decision making and risk, see Chapman and Ward (2002), Dillon and Tinsley (2008), Hussey and Hall (2007), and Warkentin et al. (2009). For product development project decisions, see Barry et al. (2006), Gutierrez et al. (2008), Krishnan and Ulrich (2001), Messerschmitt (2004), and Schmidt et al. (2001).

With the rise of global development, there is also an increasing interest in the effect of cultural, geographical, and time differences on how decisions are made within organizations and projects. For a current discussion of these issues, see Bourgault et al. (2008), Brett (2001), Espinosa et al. (2007), Mojtahedi et al. (2008), Shore (2008), and Wang and Liu (2007).

In general, software professionals do not understand how to systematically make decisions that result in software projects that are considered to be successful by the project stakeholders. One main problem is that decision makers for software projects often do not state or analyze the inputs and outputs of their decision processes specifically with respect to the needs and expectations of the stakeholders. They may recall that a solution was successful for a particular problem, but then they are surprised when the solution is not successful in solving a similar problem in which the stakeholders have different expectations. This book focuses on the viewpoints of different software project stakeholders to help you refine your decision-making processes so that the resulting solutions are more likely to satisfy stakeholder needs and values.

In general, software project stakeholders make decisions to satisfy their expectations regarding the scope of the project deliverables, the time for the project (schedule), the quality of the project deliverables or product, and the cost (budget). Figure 1-1 shows a model of the expectations that stakeholders have for software projects and the project deliverables.

The model shows that the dimensions of stakeholder expectation (scope, time, quality, and cost) are related. Stakeholders trade different values for scope, time, quality, and cost when establishing the requirements for a software project. Prioritizing their expectations can help stakeholders to make trade-offs more easily and effectively. Different software project stakeholders make different decisions to support their interests. They have different inputs feeding their decision process and different expectations about the outcomes of their decisions. For instance, stakeholders have different levels of tolerance for the risks associated with the decisions that they make.
1.2 Context

Consider an example of how software stakeholders make decisions based upon their expectations with respect to scope, time, quality, and cost. Suppose a customer decides upon an acceptable budget for a specified work product, schedule, and quality. Likewise, the solution provider establishes a definition of quality to satisfy both the customer’s expectations for the work product as well as the product standards set by the solution provider (who has a reputation in the market to maintain). The solution provider then determines an amount to charge that factors in the cost of developing the work product to satisfy the customer’s expectations regarding scope, time, and quality.

But what happens if the customer’s acceptable cost is lower than the amount that the solution provider wants to charge? This case would generate another set of decisions. Will the customer and solution provider agree to negotiate the amount to be charged? Will the stakeholders consider alternative scopes, schedules, levels of quality, and budgets? Or will the stakeholders decide that they are unwilling to negotiate an amount to be charged that is agreeable to both of them?

The customer may decide to pursue other solution providers and find that the costs posed by these solution providers are significantly higher than the amount asked by the first solution provider. The customer may then discover that the first solution provider in the meantime has taken on other projects and will not be available to perform the work until a future time that is not acceptable to the customer. What will the customer do now? Did something go wrong in the customer’s decision-making process?

This customer–solution provider scenario highlights the interconnected or causal nature of decision making: One good or poor decision frequently leads to another good or poor decision. As the scenario described, a mismatch between the customer’s acceptable cost and the solution provider’s desired price may result in a cascade of successive decisions that eventually may leave the customer with the choice of selecting a solution provider who would charge a higher amount or abandoning the desired work to be done.
Therefore, it is important that stakeholders understand the factors that affect their decisions as well as the potential consequences of their decisions. Project delays and failures are usually related to a series of poor decisions. When asked how a project becomes a year late, Frederick Brooks answered, “One day at a time” (Brooks 1995, 160). We suggest that a more revealing answer is “One decision at a time.”

One way to solve the problem of interconnected decisions is to disconnect them as much as possible, but this solution is not always applicable. For instance, a mismatch between customer and solution provider expectations is common. The issue is how to manage the stakeholder decisions to resolve the mismatch in a way that leads to the best possible outcome. The stakeholders need a systematic way to make software engineering decisions that are likely to lead to successful results. They also need a management strategy to monitor and correct less than optimal decisions before further harm is done to a project.

The purpose of this book is to help you refine your decision-making processes and decision management strategies. We examine the decision-making process with respect to the decision evaluation model presented in the next section. The model is a visualization of factors that are used to make decisions in software development and software project management. The model also provides decision makers with a systematic way to analyze the inputs and outputs of the decision-making process. The book shows how software project stakeholders use their expectations regarding scope, time, quality, and cost as inputs to making project decisions in case scenarios.

The model emphasizes that every decision incurs some amount of assumed risk and that the solution may not succeed in solving the stated problem. It is important for decision makers to understand the risk assumed when making a decision because it may be unacceptable to the project stakeholders. Assumed risk may accumulate over time to a level that is unhealthy for software projects. The objective is to recognize decision situations that need to be carefully managed because (1) the risk assumed in making these decisions is high or (2) the cost associated with unsuccessful outcomes to these decisions is high. The case study analyses in the book show how the model can be applied to make less risky decisions for critical software project management and engineering scenarios. In particular, the case study analyses show how stating the inputs and outputs of the decision model in terms of the stakeholder expectations helps reduce the risks assumed by alternative solutions.

The next section and the remaining chapters in the book will answer questions such as the following within the context of software projects:

- What do decision makers know when making decisions?
- Do decision makers use a process when making decisions?
- Are all decisions of equal value?
- Are software project decisions different from those for other projects? If so, how?
- What does it mean to manage decisions?
- Why is it important to manage decisions?
1.3 Decision Model for Software Engineering

For many people, the decision-making process consists of three basic (and usually vague) stages:

1. Information goes into a decision process.
2. A person-dependent miracle occurs.
3. A solution or decision comes out.

Professionals often consider people to be experts or gurus in their fields if they can make good decisions easily. This section gives an overview of a decision model whose purpose is to help software professionals manage their decision processes so that they better understand the solutions they generate.

The PEAK decision model presented in Figure 1-2 does not indicate “what a particular decision should be.” It simply implies that stakeholders need to carefully examine their decision processes to help ensure that successful decisions are made. When making decisions, stakeholders should consider the inputs and their relationship to the solution as well as the risk assumed with alternative solutions. The model provides insight into how the inputs and outputs of the decision-making process influence the way in which decisions are made.

![PEAK decision model](image)

Figure 1–2: PEAK decision model
The inputs to the decision model are the following elements:

(P) Problem: What is the issue to be resolved or the problem to be solved? The problem statement should provide a clear representation of what needs to be solved.

(E) Experience: From prior events, what does the decision maker know or know how to do that might help with this problem? Has the decision maker seen or solved a problem like this one before? How appropriate and accurate is the decision maker’s historical information?

(A) Assumptions: What information is accepted as fact without having evidence? What information about the problem does the decision maker abstract away because the information is not thought to be relevant to the solution?

(K) Knowledge: What conceptual understanding or factual basis can help the decision maker with the problem? What has the decision maker learned since last dealing with a problem like this? What facts does the decision maker have about the problem? What is the environment that surrounds this problem? For instance, when looking at military problems to be solved, soldiers might ask, “What is the current situation and terrain?”

The outputs from the model are the following elements:

Solution: What do the stakeholders need in order to solve the problem or to resolve the issue? What alternative solutions are feasible, and why? What are the benefits and cost associated with each alternative? Have the relevant stakeholders discussed the issues concerning the alternative solutions and expressed their preferences? The stakeholders may not know whether a solution is successful until they implement it. The results, whether successful or not, of implementing a decision feed back into the model as part of the decision maker’s knowledge and experience. In response to a colleague who asked whether he thought himself to be a failure, Thomas Edison said, “Not at all. Now, I definitely know more than a thousand ways for how NOT to make a light bulb” (Rovira and Trias de Bes 2004, 1).

Assumed Risk: What is the probability that the solution will not work as envisioned? When a stakeholder makes a decision, the stakeholder assumes some level of risk that the solution or decision will not lead to a successful result. Risk is a consequence of making decisions. What are the risks associated with the alternative solutions? Have the relevant stakeholders discussed these risks with respect to their preferences for the alternatives?

Even if the decision maker is not aware of them, the inputs and outputs of a decision always exist when a decision is being made. To manage their decisions, stakeholders
need to identify and manage these inputs and outputs when making decisions. The case studies in the book will describe situations in which most but not necessarily all of the inputs are known. Each case study will present the problem, the assumptions, and many facts. You will bring other knowledge and experience as inputs to the decision model. This book will help you use the inputs and feasible outputs of the model, as they occur in the case studies, to evaluate your decision processes.

So, why do decision makers need a model for evaluating decisions? A model helps decision makers think about the following aspects of their decision processes:

- Information that should be considered in making decisions
- The impact that the inputs to the decision process have on the outputs
- Solutions that are feasible with respect to the nature of the problem
- The assumed risk associated with alternative solutions
- Ways to improve the management of decisions

The remainder of this section provides four examples to illustrate how you can apply the model to the decision process. These examples clarify how to apply the model to evaluate alternative solutions and then to make a decision by selecting the best alternative. The first example, “Software Test Rerun Problem,” shows how to identify the inputs and outputs to a decision regarding whether to rerun a software test. The second example, “California Bridge Problem,” demonstrates how to apply the model to the more complex problem of building a bridge that can withstand earthquakes, a major issue for the California Department of Transportation. This example demonstrates how newly acquired knowledge feeds back into the decision-making process. The third example, “Unfamiliar Legacy Code Problem,” highlights the risk that is assumed when making a decision. The last example, “Data-Processing Problem,” clarifies why it is important to understand the nature of the real problem before working on a solution. The diagram shown with each story problem summarizes key inputs and outputs for the decision being made.

### CASE STUDY

**Software Test Rerun Problem**

This example involves a testing problem that software developers often face. The scenario for the problem follows. Before leaving the office, Bob started a software regression test on the computer used for testing software products. He expected the test to complete and the
test results to be ready sometime during the night. Bob came into the office the next morn-
ing and saw the login prompt on the test computer. He knew either that someone logged
out the test account or that the machine rebooted. Bob quickly determined that there had
been a power failure and that the machine had rebooted when the power resumed. The
test that he had been running did not complete before the power failure, and the complete
test results were not available.

Bob examined the incomplete test results and thought they did not provide suf-
fi cient verification of the software component being tested that would be needed to
integrate this component with other software system components. He reasoned that
the incomplete test results probably would not be useful to the software engineers who
were depending on them. Bob estimated that running the entire test would take about
four hours and that the complete results could be available by the afternoon if he reruns
the test this morning. He rationalized that it would be better to have complete test
results that are late by half a day than to provide the test stakeholders with incomplete
results. Bob decided to rerun the test now because he did not want the delivery of the
test results to be a day or more late.

Let’s use the PEAK model to evaluate Bob’s decision. Figure 1–3 outlines the inputs to
and outputs from Bob’s decision process. The risk associated with Bob’s decision is also an
output of his decision-making process.

<table>
<thead>
<tr>
<th>Inputs</th>
<th>Outputs</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>[P] Problem:</strong> What should Bob do? (Should he rerun the test? If so, when?)</td>
<td><strong>Solution:</strong> Bob decides to rerun the whole test this morning.</td>
</tr>
<tr>
<td><strong>[E] Experience:</strong> Bob knows the test.</td>
<td><strong>Assumed Risk:</strong> Incomplete results may be of value to stakeholders. The test may fail and further delay getting complete test results.</td>
</tr>
<tr>
<td><strong>[A] Assumptions:</strong> The test results are insufficiently complete.</td>
<td><strong>Assumed Risk:</strong> Incomplete results may be of value to stakeholders. The test may fail and further delay getting complete test results.</td>
</tr>
<tr>
<td>Resources are available during the test period. The test will</td>
<td></td>
</tr>
<tr>
<td>execute to completion.</td>
<td></td>
</tr>
<tr>
<td><strong>[K] Knowledge:</strong> Bob knows what to do. The resources are</td>
<td></td>
</tr>
<tr>
<td>working sufficiently well to run the test.</td>
<td></td>
</tr>
</tbody>
</table>

Figure 1–3: Software test rerun problem
Inputs

(P) Problem: The software test failed and yielded incomplete test results. What should Bob do?

(E) Experience: Bob knows the test. (He has run this regression test before. He can estimate the execution time and predict potential causes of failure. Therefore, Bob knows the test can be executed completely by noon if he starts the test now.)

(A) Assumptions:
- The test results are insufficiently complete. (Only complete test results are of sufficient value to the software engineers who will use them.)
- The resources are available during the test period (the next four hours).
- The test will execute to completion without problems. (The problem that occurred last night or any other problem will not occur.)

(K) Knowledge:
- Bob knows what test to run and understands the system well enough to run the test (fact).
- The resources are working sufficiently well to successfully run the test (environment).

Outputs

Solution: Bob did not give the first two alternatives in the following list much consideration and chose the last alternative:
- Do not rerun the test. (Deliver incomplete test results to the software engineers.)
- Rerun the whole test later. (The test results will be a day or more late.)
- Rerun the whole test this morning. (The test results will be approximately half a day late.)

Assumed Risk:
- Incomplete results that are available now may be of value to the software engineers who will use them.
- The test may fail, or the completion of the test results may be delayed for some other reason. (For example, another user may have already planned to use the computer for testing during the day. The execution of another test on the computer may delay or interfere in some way with the execution of the target test. The power outage may occur again.)

You may wonder whether each of the inputs is true. The assumption that “only complete test results are of sufficient value” is particularly suspect. If this assumption is correct, then failure of the test to complete would once again preclude the usefulness of the test results. This constraint would necessitate a more controlled test environment (for example,
a battery backup for the test computer) including more extensive monitoring of the test execution. Bob could have assumed that any results up to the point where the power failure occurred might be valid. His actual assumption may have overly constrained the decision so that he did not consider other alternative solutions, such as delivering partially complete test results and rerunning only the incomplete part of the test or delivering partially complete test results and rerunning the entire test later after verifying that the test computer would be available. In addition, he is assuming that the power failure will not occur again when he reruns the test. What if the test is the cause of the power failure? An unproven assumption, such as the problem will not occur again, introduces risk for a decision based upon this assumption. If one of the assumptions is not true, the decision when acted upon may result in failure. Decision makers reduce the risk associated with assumptions by gathering the information needed to convert them to facts (knowledge inputs).

A critical aspect to understand about the decision model is that the inputs and outputs exist even if the decision maker does not acknowledge them. Bob made the implicit assumption that he has time to rerun the regression test this morning. Faced with the failed test situation, Bob did not explicitly, at least not yet, think about what tasks he might already have scheduled to do this morning. By explicitly identifying the inputs, decision makers have the opportunity to correct faulty information that they may otherwise use to make their decisions. The model encourages decision makers to explore the various kinds of information that they have about a problem and to carefully determine feasible solutions. The model also guides decision makers to consider risks that may be associated with alternative solutions or decisions. Faulty assumptions or incorrect knowledge about the problem environment introduces the risk that a chosen solution will not or cannot succeed in solving the problem.

**CASE STUDY**

**California Bridge Problem**

The California Department of Transportation, Caltrans, was very proud of the state’s freeway infrastructure, which included thousands of bridges. Before the 1991 earthquake, the Caltrans engineers thought that they had the perfect model for freeway bridges in California. They used concrete, oblong, cylinder columns that they thought would withstand an earthquake of magnitude 8.49 on the Richter scale. The 1991 earthquake, of magnitude 6.2, changed the engineers’ understanding of earthquake movement. Instead of moving up and down as engineers previously understood, this quake generated a side-to-side motion, which caused the bridge support columns to shear. The two-minute earthquake in 1991 collapsed many bridges in California, including part of the Oakland Bay Bridge.
Case Study: California Bridge Problem

Figure 1–4: California bridge problem

Engineers studied the new models of earthquake movement and decided that the solution was to combine two materials to create a new “unbreakable” column. This column has the same concrete oblong structure in the middle as before but now has a steel sleeve on the outside. The steel sleeve holds the concrete in place against the shear, while the concrete columns still defend against an up-and-down motion. The problem is that the columns need regular maintenance because the steel sleeves rust. The original concrete columns were basically “maintenance free” (El-Azazy).

This scenario shows that some of the inputs can be based on faulty knowledge. Caltrans wanted a solution to bridge survival in earthquakes that was maintenance free. They based their solution on knowledge and experience that they thought was correct. The new earthquake model forced a new decision with the constraint of required bridge maintenance. The idea that knowledge remains fixed and is correct can create an environment in which the risk associated with decisions based upon this knowledge is unacceptable. As the Caltrans case illustrates, the inputs and outputs to making a decision can and sometimes should change. Figure 1-4 shows the inputs and outputs for the initial decision to build concrete supports.

**Inputs**

- **(P) Problem**: Need earthquake-proof, low-maintenance bridges.
- **(E) Experience**: Concrete structures held up against earthquakes in the past.
- **(A) Assumptions**: Engineers understand how earthquakes move. Concrete pillars withstand earthquakes.
- **(K) Knowledge**: Concrete is maintenance free. Concrete columns withstand up-and-down movement.

Solution: Build bridges supported by oval, concrete columns.

Assumed Risk: Will bridges supported by concrete columns survive an earthquake and be low maintenance?

**Figure 1-4: California bridge problem**

- **Inputs**
  - **(P) Problem**: Develop a mechanism for bridge support that is earthquake-proof and low maintenance.
  - **(E) Experience**: Concrete structures withstood earthquakes in the past.
  - **(A) Assumptions**:
    - Engineers have a good understanding of how earthquakes move.
    - Large, concrete pillars will withstand earthquakes.
(K) Knowledge:
• In California, concrete is basically maintenance free (fact).
• Concrete structures will withstand forces caused by the up-and-down movement of earthquakes (fact).

Outputs
Solution: Build round, concrete pillars to support bridges.
Assumed Risk: Will bridges supported by concrete pillars survive earthquakes that exhibit other types of motion? (Engineers may not fully understand earthquake movement.)

After the 1991 earthquake, engineers learned that earthquakes exhibit both up-and-down as well as back-and-forth movement. This knowledge led them to formulate a new solution to the problem of building bridges that can withstand earthquakes. The second solution, which involved using steel sleeves and concrete, came with the cost of maintaining the steel supports. The input to the second bridge decision included the new knowledge about earthquake movement as well as the experience of many California bridges collapsing during the 1991 earthquake.

As shown in its application to the California bridge problem, the decision model reflects a “semiclosed” system. There is a feedback loop from the outcome of the first solution into the knowledge and experience inputs for the revised solution. Some inputs are open ended in that they may be influenced but not determined by the outputs. For instance, the outputs from a decision may lead to but not necessarily constrain future problems. Likewise, the output from a prior decision can affect but not control a decision maker’s assumptions. Decisions makers control their own assumptions. The output from a decision may impact the environment (knowledge) of a future problem, but it will not be the sole influence because many changing factors affect the environment for a problem.

CASE STUDY

Unfamiliar Legacy Code Problem

This short story helps illustrate how a decision maker’s awareness of the risk assumed with alternative solutions may influence the decision that is actually made. The example also clarifies the role of the decision model in helping decision makers brainstorm about alternative solutions to a problem.
Iola is inspecting some “ancient” legacy code and discovers some unfamiliar routines. She asks her colleagues whether they know what the routines do, but most people reply that they don’t know. The entire system is too large to rebuild and test as a whole, so she temporarily forgets about the code. But the mysterious code continues to bother her. What if the code performs no useful function and is just wasting space? Maybe she should comment it out or refactor it to be more efficient. She knows that the company is looking for ways to improve legacy code, but removing the code might cause another part of the system to fail or to produce bad results.

Iola decides that the risk of system failure is minimal. Therefore, she decides to comment out the unfamiliar code and to reload the component containing this code into the test environment. She has observed that changes to the other code in the component seem to affect the regression test results, so she assumes that the unfamiliar code will do the same. After three hours of regression testing, Iola detects no failures. She is not sure how to proceed because she has not seen the system respond to the removal of the unfamiliar code. In other words, there has been no smoke from the smoke test. Since the software developers have never built a whole-system regression test, Iola is concerned that she may never be able to know conclusively whether removing the code has a negative impact on the system. Iola decides that the risk of removing the code is too high because she can’t determine whether the removal actually has an impact on the system. She uncomments the code and puts it back into the test system. Figure 1–5 shows the inputs and outputs for Iola’s initial but not final decision.

![Figure 1–5: Unfamiliar legacy code problem](image-url)
Chapter 1  Managing Decisions

Inputs

(P) Problem: What does the legacy code do, and how should it be handled?

(E) Experience: Iola understands what most of the other code does and is able to test it.

(A) Assumptions: The unfamiliar legacy code should be there for a reason.

(K) Knowledge:
- The other code in the legacy component seems to have a purpose (fact).
- Other code changes seem to result in test result changes (fact).

Outputs

Solution: Comment out the unfamiliar legacy code, and see what happens.

Assumed Risk: Removing the unfamiliar legacy code may cause something bad to happen.

Through careful examination of inputs to the model, the problem solver may think of alternative solutions to the problem. Since Iola knows that other code in the component seems to affect the regression tests, maybe she could comment out the unfamiliar code and replace it with a message to indicate that the unfamiliar code would now be executing. She might also add some code to log the environment when the message code executes so that she can trace back to the caller of the routine containing the unfamiliar code.

The decision model is a convenient way to encapsulate factors that influence the result of the decision-making process. A model is more comprehensible than an abstract idea because it is a representation of reality. But since a model is not reality itself, it allows decision makers to examine and evaluate aspects of reality without altering them. Lastly, the model provides a frame of reference for studying information that people use to make decisions.

CASE STUDY

Data-Processing Problem

This last example will show how software project managers and software engineers can use the model to help manage their decisions. This story highlights the challenge of determining the real problem to be solved. If they are not currently overwhelmed, people who enjoy solving problems are curious when they hear that there is a problem. They expect the person with the problem to state very carefully all the facts concerning the problem. In the Star Trek Voyager television show, the character Doctor asks, “Please state the nature of
Case Study: Data-Processing Problem

the medical emergency” (CBS Studios). The doctor would not be able to help if the character with the problem responded by giving a life history or a synopsis of the next episode of Days of Our Lives.

Similarly, a software engineer may receive unhelpful information about a problem but still be expected to provide a solution to the person with the problem. The software engineer may not have a clear set of facts from which to start. Organizing the information one needs to solve a problem to make a proper decision can be difficult. The decision model will help problem solvers determine whether they have the information needed to determine appropriate solutions.

In particular, the model helps decision makers begin the process of “divide and conquer” in a systematic way. They start by perusing all the information (data) that they have received to find the four decision-making inputs. First, they ask themselves whether they have sufficient information to clearly identify the problem or issue that needs a solution. If they do, then they work on the other inputs needed for the decision. If they cannot clearly identify the real problem, then they will not be able to determine an appropriate solution.

In this example, an engineer came to the head of an engineering data-processing organization with a request. He wanted the latest and best-performing computer. The manager asked him why he needed the machine. At the time, the cost of this machine was at least seven times that of the standard machine being used within the organization. The engineer said that his processing system was too slow and was therefore causing him to fall behind in his analysis of data. He thought that the advanced machine would be five times faster than his current processor.

The manager knew the machine that the engineer wanted and agreed about its excellent performance, but she asked whether the engineer knew for certain that the processor was the cause of the slowness. The manager then asked the engineer whether the network could be the problem and explained that a faster data-processing machine would not help if the network was the bottleneck. The manager said that she could give the engineer three computers of the standard type today and that it would probably take 30 days for the new, nonstandard system to arrive.

The manager worked with the engineer and the networking people to determine whether the network was the bottleneck. They found that the network was responsible for the slowness in processing data needed for reports. With this new knowledge, the engineer explored ways to use the network more efficiently and discovered that he could improve the throughput of processed data by using multiple, standard machines working on parts of the data in parallel.

The story illustrates that software professionals need to clearly understand their problems as well as the other inputs before applying any decision process. If the inputs to the decision process are invalid, then the output is most likely to be an invalid solution. Software professionals intuitively know this, but because of time and other constraints, they do not necessary keep this in mind when they are solving problems. The decision model helps software professionals separate issues and ensure that they do not end up with “garbage in, garbage out.”

Figure 1-6 shows the inputs and outputs for the engineer’s initial solution.
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Before Discussion with the Manager

Initial Inputs

(P) Problem: The engineer’s data analysis is falling behind.

(E) Experience: The engineer has not been able to get the data analysis completed when needed for reports.

(A) Assumptions:
- All the data is available to be processed when needed.
- The network is providing the data as needed.

(K) Knowledge:
- The tasks are currently processed in sequence (fact).
- The network transfers data to be processed for reports (fact).
- The engineer sees an advertisement for a computer that is five times faster than the one he currently has (fact).

Initial Outputs

Solution: Buy the new machine that will process data five times faster.

Assumed Risk:
- The software engineer may not receive permission to buy the machine.
- The machine may not solve the engineer’s processing problems.

Figure 1–6: Data-processing problem, initial solution
Figure 1–7 shows the inputs and outputs for the engineer’s final solution.

After Discussion with Manager

The engineer made the following changes to his decision inputs after talking with his manager.

**Inputs**
- **(P) Problem:** The engineer's data analysis is falling behind.
- **(E) Experience:** Multiple machines working in parallel can use network more efficiently.
- **(A) Assumptions:** A number of tasks in the report process can be done in parallel.
- **(K) Knowledge:**
  - The network is the bottleneck. (The network was responsible for the slowness in processing data needed for reports.)
  - While the network transfers data, it is possible to process report data. (Although many tasks are worked on in sequence, some can be processed in parallel.)

**Outputs**
- **Solution:** Use a number of in-stock computers to work on parallel parts of the report at the same time.
- **Assumed Risk:** The report processing tasks may not be sufficiently parallel.

Figure 1–7: Data-processing problem, final solution
1.4 Summary

As shown in the example problems, the decision model presented in this chapter does not define your decision process. The model helps you better manage the inputs and outputs to your decision processes and thereby better evaluate your decisions. The case study analyses in the book will show how software professionals can achieve consistently good decisions by verifying that the inputs to their decision processes are valid and correct. You should be aware that there is no guarantee that decisions generated using the model will have successful results. Any one of the following events could occur:

- The decision makers may not apply the model correctly.
- The stakeholders may not implement solutions or decisions correctly.
- The decision makers may not understand reality and therefore may not identify valid or correct inputs.

If the results of the solutions or decisions generated using the decision model do not turn out as planned, the decision makers should review the process they used to make the decision to find any flaws in their understanding of the problem and other inputs. The decision model provides software project stakeholders with a way to analyze the results of their solutions or decisions and to check their understanding of how to manage the decision process. Software professionals can also use the model to reflect on decisions with good outcomes as well as those with poor results. Over time, software project managers and engineers will develop “patterns of thinking” about what constitutes a good decision for specific types of software project management and engineering problems. Knowledge acquired through reflection on past decisions can feed back into future decision making.

The book demonstrates how to apply the decision model to decisions in nine key areas of software engineering. Each chapter focuses on one key area and shows how the model applies to decision making to manage software projects in this area. Though its purpose is to help you make successful decisions, the book cannot model every software engineering decision that you will encounter. Therefore, we have selected the “high-value” decisions that frequently make or break software projects.

Lastly, we must emphasize that a decision process is individualistic. The purpose of this book is to help you better evaluate your own decision processes. The idea is for you to use the concepts presented in this chapter to model the inputs and outputs of your decision processes. Different people might need more or less of the inputs for specific problems, but all decision makers will need some of these inputs to develop solutions. Finally, we want you to understand the concept of risk associated with managing decisions. Managing decisions by managing the risk associated with these decisions is essential to successful software project management.
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On Time, Within Budget, but Wrong: Case Study, 54-65
OO (object-oriented)
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PEAK decision-making model
about, 4-7
California bridge problem, 11
change requests, 34
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When a Team Runs a Race: Case Study, 84
Personality, influencing people interactions, 237, 239
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Project scope. See also Scope managing plans, 100

Project staffing. See Staffing

Project status, tracking, 134

Project tracking. See Tracking

Project vital signs, 106

PSCS (Phone Switch Customer Service), 163

Pulse points, projects, 106

PV (planned value), defined, 112

Q
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decision-making model, 5
defined, 97
global software development, 305
iterative software development, 313
V model of software development, 314
Software artifacts, defined, 97
Software development process, as a quality filter, 168
Software estimates, defined, 68
Software evolution, quality attributes, 26
Software products. See also Products defined, 97
Software professionals, knowledge of decision-making process, 2
Software project deliverables. See also Deliverables
defined, 97
validating, 37
Software project manager, stakeholder expectations, 268
Software project plans. See also Plans about, 98
Software projects. See also Project decision-making
defined, 98
risk, 196
Software quality
DoD definition, 56
software attributes, 20
Software quality attributes. See also Quality attributes
about, 20
DoD definition, 56
On Time, Within Budget, but Wrong: Case Study, 60
software evolution, 26
software quality, 20
Software release plans
about, 26
On Time, Within Budget, but Wrong:
Case Study, 56
Software service, defined, 98
Software Test Rerun Problem; Case Study,
7-10
SPI (schedule performance index)
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