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Preface

Oracle® PL/SQL by Example, Sixth Edition, presents the Oracle PL/SQL programming language in a unique and highly effective format. It challenges you to learn Oracle PL/SQL by using it rather than by simply reading about it.

Just as a grammar workbook would teach you about nouns and verbs by first showing you examples and then asking you to write sentences, Oracle® PL/SQL by Example teaches you about loops, cursors, procedures, triggers, and so on by first showing you examples and then asking you to create these objects yourself.

Who This Book Is For

This book is intended for anyone who needs a quick but detailed introduction to programming with Oracle's PL/SQL language. The ideal readers are those with some relational database experience, with some Oracle experience, specifically with SQL, SQL*Plus, and SQL Developer, but with little or no experience with PL/SQL or with most other programming languages.

The content of this book is based primarily on the material that was taught in an Introduction to PL/SQL class at Columbia University's Computer Technology and Applications (CTA) program in New York City. The student body was rather diverse, in that there were some students who had years of experience with information technology (IT) and programming, but no experience with Oracle PL/SQL, and then there were those with absolutely no experience in IT or programming. The content of the book, like the class, is balanced to meet the needs of both extremes.
How This Book Is Organized

The intent of this workbook is to teach you about Oracle PL/SQL by explaining a programming concept or a particular PL/SQL feature and then illustrate it further by means of examples. Oftentimes, as the topic is discussed more in depth, these examples would be changed to illustrate newly covered material. In addition, most of the chapters of this book have “Additional Exercises” sections available through the companion website. These exercises allow you to test the depth of your understanding of the new material.

The basic structure of each chapter is as follows:

- Objectives
- Introduction
- Lab
- Lab...
- Summary

The “Objectives” section lists topics covered in the chapter. Basically, a single objective corresponds to a single lab.

The “Introduction” offers a short overview of the concepts and features covered in the chapter.

Each lab covers a single objective listed in the Objectives section of the chapter. In some instances, the objective is divided even further into the smaller individual topics in the lab. Then each topic is explained and illustrated with the help of examples and corresponding outputs. Note that as much as possible, each example is provided in its entirety so that a complete code sample is readily available. These examples are also available through the companion website.

At the end of each chapter, you will find a “Summary” section, which provides a brief conclusion of the material discussed in the chapter.

About the Companion Website

The companion website is located at www.informit.com/title/9780138062835. Here you will find these very important things:

- Files required to create and install the STUDENT schema.
- Files that contain example scripts used in the book chapters.
- “Additional Exercises” chapters where you are asked to create scripts based on the requirement provided. These exercises are meant to help you test the depth of your understanding.
By the Way
You need to visit the companion website, download the STUDENT schema, and install it in your database prior to using this book if you would like the ability to execute the scripts provided in the chapters and on the site.

What You Will Need

There are software programs as well as knowledge requirements necessary to complete the labs in this book. Note that some features covered throughout the book are applicable to Oracle 21c only. However, you will be able to run a great majority of the examples by using the following products:

- Oracle 18c or higher
- SQL Developer or SQL*Plus 18c or higher
- Access to the Internet

You can use either Oracle Personal Edition or Oracle Enterprise Edition to execute the examples in this book. If you use Oracle Enterprise Edition, it can be running on a remote server or locally on your own machine. It is recommended that you use Oracle 21c or Oracle 18c to perform all or most of the examples in this book. When a feature will work in the latest version of Oracle database only, the book will state so explicitly. Additionally, you should have access to and be familiar with SQL Developer or SQL*Plus.

You have several options for how to edit and run scripts in SQL Developer or SQL*Plus. There are also many third-party programs to edit and debug PL/SQL code. Both SQL Developer and SQL*Plus are used throughout this book because they are two Oracle-provided tools and come as part of the Oracle installation.

By the Way
Chapter 1 has a lab titled “PL/SQL Development Environment” that describes how to get started with SQL Developer and SQL*Plus. However, most of the examples used in the book were executed in SQL Developer.

About the Sample Schema

The STUDENT schema contains tables and other objects meant to keep information about a registration and enrollment system for a fictitious university. Ten tables in the system store data about students, courses, instructors, and so on. In addition to storing contact information (addresses and telephone numbers) for students and instructors, and descriptive information about courses (costs and prerequisites), the schema also keeps track of the sections for courses and the sections in which students are enrolled.
The SECTION table is one of the most important tables in the schema because it stores data about the individual sections that have been created for each course. Each section record also stores information about where and when the section will meet and which instructor will teach the section. The SECTION table is related to the COURSE and INSTRUCTOR tables.

The ENROLLMENT table is just as important because it keeps track of students who are enrolled in sections. Each enrollment record also stores information about the student’s grade and enrollment date. The ENROLLMENT table is related to the STUDENT and SECTION tables.

The STUDENT schema also has several other tables that manage grading for each student in each section.

The detailed structure of the STUDENT schema is described in Appendix B, “Student Database Schema.”
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Introduction to PL/SQL
New Features in Oracle 21c

Oracle 21c has introduced several new features and improvements for PL/SQL. This introduction briefly describes features not covered in this book and points you to specific chapters for features that are within the scope of this book. The list of features described here is also available in the “Changes in This Release for Oracle Database PL/SQL Language Reference” section of the PL/SQL Language Reference manual offered as part of Oracle help available online.

The new PL/SQL features and enhancements are as follows:

- PL/SQL Extended Iterators
- PL/SQL Qualified Expressions Enhancements
- SQL Macros
- New JSON Data Type
- New Pragma SUPRESSES_WARNING_6009
- PL/SQL Type Attributes in Non-Persistable User-Defined Types
- PL/SQL Function Enhanced Result Cache
PL/SQL Extended Iterators

In this release, Oracle has extended functionality of the numeric FOR loop. For example, you can combine multiple iteration boundaries in the comma-delimited list in a single loop. Prior to Oracle 21c, you would need to specify a distinct FOR loop for a specific iteration boundary. This functionality is covered in greater detail in Lab 6.3, “Numeric FOR Loops,” and in Lab 15.4, “Collection Iteration Controls and Qualified Expressions.”

PL/SQL Qualified Expressions Enhancements

Qualified expressions were introduced in Oracle 18c and further improved in Oracle 21c. Essentially, starting with Oracle 18c, you can populate a record or a collection data type with values provided by an expression constructor. Qualified expressions are covered in Lab 15.4, “Collection Iteration Controls and Qualified Expressions,” and in Chapter 16, “Records.”

SQL Macros

Starting with Oracle 21c, you can create a PL/SQL function and mark it as a SQL macro. This capability is especially useful when a PL/SQL function is used in a SQL statement. Every time a PL/SQL function is called from a SQL statement, there is a context switch between SQL and PL/SQL engines. This context switch adds a certain processing overhead. However, after a function is flagged as a SQL macro, the context switch is eliminated. SQL macros are discussed in Lab 22.3, “Invoking PL/SQL Functions from SQL Statements.”

New JSON Data Type

JSON (JavaScript Object Notation) is a new data type available in SQL and PL/SQL. Prior to Oracle 21c, JSON data could be stored as VARCHAR2 or CLOB data types. With Oracle21c, a JSON data type may be used when creating a column in a table, in SQL queries, and in PL/SQL programs. Consider the following example with a table that contains JSON data type column.

For Example  Table with JSON Column

```sql
CREATE TABLE json_test
(id   NUMBER,
 ,json_doc JSON);

-- Insert sample data
INSERT INTO json_test
```
VALUES (1,
    | "Doc"   : 1,
    | "DocName": "Sample JSON Doc 1",
    | "DocAuthor": "John Smith"
  );

INSERT INTO json_test
VALUES (2,
    | "Doc"  : 2,
    | "DocName": "Sample JSON Doc 2",
    | "DocAuthor": "Mary Brown"
  );

Note that the string '{...}' in the INSERT statement is converted to a JSON data type. JSON data may be queried as illustrated by the next example.

**For Example  Querying JSON Data**

```sql
SELECT json_doc
FROM json_test;
```

```
+-------------------+---------------+
| JSON_DOC           |
+-------------------+---------------+
| {"Doc":1,"DocName":"Sample JSON Doc 1","DocAuthor":"John Smith"} |
| {"Doc":2,"DocName":"Sample JSON Doc 2","DocAuthor":"Mary Brown"} |
+-------------------+---------------+
```

---

```
-- Select Doc Name and Doc Author from json_doc
SELECT j.json_doc.DocName, j.json_doc.DocAuthor
FROM json_test j;
```

```
+---------------+---------------+
| DOCNAME        | DOCAUTHOR     |
|---------------+---------------|
| "Sample JSON Doc 1" | "John Smith" |
| "Sample JSON Doc 2" | "Mary Brown"  |
+---------------+---------------+
```

Take a closer look at the second SELECT statement. When you are referencing individual elements of JSON data, a table alias is required. Without a table alias, the second SELECT statement would cause the following error:

```
ERROR at line 1:
ORA-00904: "JSON_DOC"."DOCAUTHOR": invalid identifier
```

As mentioned earlier, JSON data may be used in PL/SQL. There are various built-in functions such as JSON_EXISTS and JSON_EQUAL, and JSON object types such as JSON_OBJECT_T.

Note that the JSON data type is outside the scope of this book, and detailed information on it may be found in the Oracle's JSON Developer's Guide available online.

**New Pragma SUPPRESSES_WARNING_6009**

New pragma SUPPRESSES_WARNING_6009 suppresses PL/SQL warning PLW-06009. This warning occurs when an exception handler does not utilize RAISE or RAISE_APPLICATION_ERROR statements. This warning applies to
stand-alone and package procedures and functions as well as methods in type definitions. The \texttt{SUPPRESSES\_WARNING\_6009} pragma is not covered in this book, and additional information on it may be found in the \textit{PL/SQL Language Reference} manual offered as part of Oracle help available online.

\section*{PL/SQL Type Attributes in Non-Persistable User-Defined Types}

Starting with Oracle 18c, you can define a user-defined type as persistable or not persistable. Persistable is a default option, and after such an object type is created, it may be referenced in PL/SQL programs, SQL statements, and in the DDL statements.

When a user-defined type is defined as non-persistable, it may be referenced in the PL/SQL code and SQL statements only. Referencing it in a DDL statement such as \texttt{CREATE TABLE} causes an error.

\textbf{For Example} \hspace{1em} \textit{Creating a Non-Persistable Object}

\begin{verbatim}
CREATE TYPE non_persist_type_obj AS OBJECT
  (city  VARCHAR2(30)
   ,state VARCHAR2(2)
   ,zip   VARCHAR2(5))
NOT PERSISTABLE;
/
Type NON_PERSIST_TYPE_OBJ compiled
CREATE TABLE test_obj
  (id      NUMBER
   ,zip_obj non_persist_type_obj);
ORA-22384: cannot create a column or table of a non-persistable type

However, this non-persistable object type may be used in the PL/SQL code as illustrated in this example.

\textbf{For Example} \hspace{1em} \textit{Using a Non-Persistable Object Type in PL/SQL Code}

\begin{verbatim}
DECLARE
  v_zip_obj non_persist_type_obj :=
    non_persist_type_obj('New York', 'NY', null);
BEGIN
  DBMS_OUTPUT.PUT_LINE ('City: '||v_zip_obj.city);
  DBMS_OUTPUT.PUT_LINE ('State: '|| v_zip_obj.state);
END;
/

City: New York
State: NY
\end{verbatim}
Starting with Oracle 21c, non-persistable user-defined types have been enhanced to handle attributes of PL/SQL data types such as BOOLEAN or PLS_INTEGER.

For Example  Creating a Non-Persistable Object

```sql
DROP TYPE non_persist_type_obj;
/
Type NON_PERSIST_TYPE_OBJ dropped.
CREATE TYPE non_persist_type_obj AS OBJECT
  (city     VARCHAR2(30)
  ,state    VARCHAR2(2)
  ,zip      VARCHAR2(5)
  ,is_valid BOOLEAN)
NOT PERSISTABLE;
/
Type NON_PERSIST_TYPE_OBJ compiled
DECLARE
  v_zip_obj non_persist_type_obj :=
    non_persist_type_obj('New York', 'NY', null, true);
BEGIN
  DBMS_OUTPUT.PUT_LINE ('City: '||v_zip_obj.city);
  DBMS_OUTPUT.PUT_LINE ('State: '|| v_zip_obj.state);
  IF v_zip_obj.is_valid
  THEN
    DBMS_OUTPUT.PUT_LINE ('Valid');
  ELSE
    DBMS_OUTPUT.PUT_LINE ('Not valid');
  END IF;
END;
/
City: New York
State: NY
Valid
```

Additional details on PL/SQL data types in non-persistable user-defined types may be found in the PL/SQL Language Reference manual offered as part of Oracle help available online.

PL/SQL Function Enhanced Result Cache

With Oracle 21c, result cache functionality has been expanded to provide better control of the cached result set, increase the number of use cases for such functions, and further improve database performance and reduce the overall workload. Result-cached function is covered in Lab 22.2, “Result-Cached Functions.”
PL/SQL stands for “Procedural Language Extension to SQL.” Because of its tight integration with SQL, PL/SQL supports the great majority of the SQL features, such as SQL data manipulation, data types, operators, functions, and transaction control statements. As an extension to SQL, PL/SQL combines SQL with programming structures and subroutines available in any high-level language.

PL/SQL is used for both server-side and client-side development. For example, database triggers (code that is attached to tables discussed in Chapter 13, “Triggers,” and Chapter 14, “Mutating Tables and Compound Triggers”) on the server side and the logic behind an Oracle form on the client side can be written using PL/SQL. In addition, PL/SQL can be used to develop web and mobile applications in both conventional and cloud environments when used in conjunction with a wide variety of Oracle development tools.
Lab 1.1: PL/SQL Architecture

After this lab, you will be able to

- Describe PL/SQL Architecture
- Discuss PL/SQL Block Structure
- Understand How PL/SQL Gets Executed

Many Oracle applications are built using multiple tiers, also known as \(\text{N}\)-tier architecture, where each tier represents a separate logical and physical layer. For example, a three-tier architecture would consist of three tiers: a data management tier, an application processing tier, and a presentation tier. In this architecture, the Oracle database resides in the data management tier, and the programs that make requests against this database reside in either the presentation tier or the application processing tier. Such programs can be written in many programming languages, including PL/SQL. An example of a simplified three-tier architecture is shown in Figure 1.1.

PL/SQL Architecture

Although PL/SQL is just like any other programming language, its main distinction is that it is not a stand-alone programming language. Rather, PL/SQL is a part of the Oracle RDBMS as well as various Oracle development tools such as Oracle Application Express (APEX) and Oracle Forms and Reports, components of Oracle Fusion Middleware. As a result, PL/SQL may reside in any layer of the multitier architecture.

No matter which layer PL/SQL resides in, any PL/SQL block or subroutine is processed by the PL/SQL engine, which is a special component of various Oracle products. As a result, it is easy to move PL/SQL modules between various tiers. The PL/SQL engine processes and executes any PL/SQL statements and sends any SQL statements to the SQL statement processor. The SQL statement processor is always located on the Oracle server. Figure 1.2 illustrates the PL/SQL engine residing on the Oracle server.
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Figure 1.1 Three-Tier Architecture

**Presentation Tier**
This tier enables the user to interact with an application. It collects and sends user requests for further processing to the application processing tier.

**Application Processing Tier (aka Middle Tier)**
This tier processes requests received from the user and services results of those requests back to the presentation tier. In addition, it evaluates business rules, validates user requests, and interacts with the data management tier.

**Data Management Tier**
This tier is essentially the database server. The data is stored and retrieved from the database server based on the requests received from the application processing tier.

*Purchase Oracle PL/SQL Book by Example:*
Add purchase item to the shopping cart
Proceed to checkout

*Validate user request:*
Verify customer information
Request customer data

*Query*  
*Query Results*  

Process query received from the application processing tier
When the PL/SQL engine is located on the server, the whole PL/SQL block is passed to the PL/SQL engine on the Oracle server. The PL/SQL engine processes the block according to the scheme depicted in Figure 1.2.

When the PL/SQL engine is located on the client, as it is in Oracle development tools, the PL/SQL processing is done on the client side. All SQL statements that are embedded within the PL/SQL block are sent to the Oracle server for further processing. When a PL/SQL block contains no SQL statements, the entire block is executed on the client side.

Using PL/SQL has several advantages. For example, when you issue a SELECT statement in SQL*Plus or SQL Developer against the STUDENT table, it retrieves a list of students. The SELECT statement you issued at the client computer is sent to the database server to be executed. The results of this execution are then returned to the client. In turn, rows are displayed on your client machine.

Now, assume that you need to issue multiple SELECT statements. Each SELECT statement is a request against the database and is sent to the Oracle server. The results of each SELECT statement are sent back to the client. Each time a SELECT statement is executed, network traffic is generated. Hence, multiple SELECT statements will result in multiple round-trip transmissions, adding significantly to the network traffic.

When these SELECT statements are combined into a PL/SQL program, they are sent to the server as a single unit. The SELECT statements in this PL/SQL program are executed at the server. The server sends the results of these SELECT statements back to the client, also as a single unit. Therefore, a PL/SQL program
encompassing multiple `SELECT` statements can be executed at the server and have all the results returned to the client in the same round trip. This process is obviously more efficient than having each `SELECT` statement execute independently. This model is illustrated in Figure 1.3.

Figure 1.3 compares two applications. The first application uses four independent SQL statements that generate eight trips on the network. The second application combines SQL statements into a single PL/SQL block, which is then sent to the PL/SQL engine. The engine sends SQL statements to the SQL statement processor and checks the syntax of the PL/SQL statements. As you can see, only two trips are generated on the network with the second application.

In addition, applications written in PL/SQL are portable. They can run in any environment that Oracle products can run in. Because PL/SQL does not change from one environment to the next, different tools can use PL/SQL programs.

**PL/SQL Block Structure**

A block is the most basic unit in PL/SQL. All PL/SQL programs are combined into blocks. These blocks can also be nested within one another. Usually, PL/SQL blocks combine statements that represent a single logical task. Therefore, different tasks within a single program can be separated into blocks. With this structure, it is easier to understand and maintain the logic of the program.
PL/SQL blocks can be divided into two groups: named and anonymous. Named PL/SQL blocks are used when creating subroutines. These subroutines, which include procedures, functions, and packages, can be stored in the database and referenced by their names later. In addition, subroutines such as procedures and functions can be defined within the anonymous PL/SQL block. These subroutines exist as long as the block is executing and cannot be referenced outside the block. In other words, subroutines defined in one PL/SQL block cannot be called by another PL/SQL block or referenced by their names later. Subroutines are discussed in Chapters 19 through 21. Anonymous PL/SQL blocks, as you have probably guessed, do not have names. As a result, they cannot be stored in the database or referenced later.

PL/SQL blocks contain three sections: a declaration section, an executable section, and an exception-handling section. The executable section is the only mandatory section of the block; both the declaration and exception-handling sections are optional. As a result, a PL/SQL block has the structure illustrated in Listing 1.1.

Listing 1.1  PL/SQL Block Structure

```plaintext
DECLARE
  Declaration statements
BEGIN
  Executable statements
EXCEPTION
  Exception-handling statements
END;
```

**Declaration Section**

The declaration section is the first section of the PL/SQL block. It contains definitions of PL/SQL identifiers such as variables, constants, cursors, and so on. PL/SQL identifiers are covered in detail throughout this book.

**For Example**

```plaintext
DECLARE
  v_first_name VARCHAR2(35);
  v_last_name  VARCHAR2(35);
```

This example shows the declaration section of an anonymous PL/SQL block. It begins with the keyword `DECLARE` and contains two variable declarations. The names of the variables, `v_first_name` and `v_last_name`, are followed by their data types and sizes. Notice that a semicolon terminates each declaration.
**Executable Section**

The executable section is the next section of the PL/SQL block. It contains executable statements that allow you to manipulate the variables that have been declared in the declaration section.

**For Example**

```plsql
BEGIN
    SELECT first_name, last_name
    INTO v_first_name, v_last_name
    FROM student
    WHERE student_id = 123;
    DBMS_OUTPUT.PUT_LINE ('Student name: '||v_first_name||' '||v_last_name);
END;
```

This example shows the executable section of the PL/SQL block. It begins with the keyword `BEGIN` and contains a `SELECT INTO` statement from the `STUDENT` table. The first and last names for student ID 123 are selected into two variables: `v_first_name` and `v_last_name`. Chapter 3, “SQL in PL/SQL,” contains a detailed explanation of the `SELECT INTO` statement. Next, the values of the variables, `v_first_name` and `v_last_name`, are displayed on the screen with the help of the `DBMS_OUTPUT.PUT_LINE` statement. This statement is covered later in this chapter in greater detail. The end of the executable section of this block is marked by the keyword `END`.

**By the Way**

The executable section of any PL/SQL block always begins with the keyword `BEGIN` and ends with the keyword `END`.

**Exception-Handling Section**

Two types of errors may occur when a PL/SQL block is executed: compilation or syntax errors and runtime errors. Compilation errors are detected by the PL/SQL compiler when there is a misspelled reserved word or a missing semicolon at the end of the statement.

**For Example**

```plsql
BEGIN
    DBMS_OUTPUT.PUT_LINE ('This is a test')
END;
```

This example contains a syntax error: the `DBMS_OUTPUT.PUT_LINE` statement is not terminated by a semicolon.
Runtime errors occur while the program is running and cannot be detected by the PL/SQL compiler. These types of errors are detected or handled by the exception-handling section of the PL/SQL block. It contains a series of statements that are executed when a runtime error occurs within the block.

When a runtime error occurs, control is passed to the exception-handling section of the block. The error is then evaluated, and a specific exception is raised or executed. This is best illustrated by the following example. All changes are shown in bold.

**For Example**

```sql
BEGIN
    SELECT first_name, last_name
    INTO v_first_name, v_last_name
    FROM student
    WHERE student_id = 123;

    DBMS_OUTPUT.PUT_LINE ('Student name: '||v_first_name||' '||v_last_name);
EXCEPTION
    WHEN NO_DATA_FOUND
    THEN
        DBMS_OUTPUT.PUT_LINE ('There is no student with student id 123');
END;
```

This example shows the exception-handling section of the PL/SQL block. It begins with the keyword **EXCEPTION**. The **WHEN clause** evaluates which exception must be raised. In this example, there is only one exception, called **NO_DATA_FOUND**, and it is raised when the **SELECT** statement does not return any rows. If there is no record for student ID 123 in the **STUDENT** table, control will be passed to the exception-handling section and the **DBMS_OUTPUT.PUT_LINE** statement will be executed. Chapter 8, “Error Handling and Built-In Exceptions,” Chapter 9, “Exceptions,” and Chapter 10, “Exceptions: Advanced Concepts,” contain detailed explanations of the exception-handling section.

You have seen examples of the declaration section, executable section, and exception-handling section. These examples may be combined into a single PL/SQL block.

**For Example  ch01_1a.sql**

```sql
DECLARE
    v_first_name VARCHAR2(35);
    v_last_name  VARCHAR2(35);
BEGIN
    SELECT first_name, last_name
    INTO v_first_name, v_last_name
    FROM student
    WHERE student_id = 123;

    DBMS_OUTPUT.PUT_LINE ('Student name: '||v_first_name||' '||v_last_name);
END;
```
EXCEPTION
WHEN NO_DATA_FOUND
THEN
  DBMS_OUTPUT.PUT_LINE ('There is no student with student id 123');
END;

How PL/SQL Gets Executed

Every time an anonymous PL/SQL block is executed, the code is sent to the PL/SQL engine, where it is compiled. A named PL/SQL block is compiled only at the time of its creation or if it has been changed. The compilation process includes syntax and semantic checking, as well as code generation.

Syntax checking involves checking PL/SQL code for syntax or compilation errors. As stated previously, a syntax error occurs when a statement does not exactly correspond to the syntax of the programming language. A misspelled keyword, a missing semicolon at the end of the statement, and an undeclared variable are all examples of syntax errors. After syntax errors are corrected, the compiler can generate a parse tree.

By the Way
A parse tree is a tree-like structure that represents the language rules of a computer language.

Semantic checking involves further processing on the parse tree. It determines whether database objects such as table names and column names referenced in the SELECT statements are valid and whether you have privileges to access them. At the same time, the compiler can assign a storage address to program variables that are used to hold data. This process, which is called binding, allows Oracle software to reference storage addresses when the program is run.

Code generation creates code for the PL/SQL block in interpreted or native mode. Code created in interpreted mode is called p-code. P-code is a list of instructions to the PL/SQL engine that are interpreted at runtime. Code created in a native mode is a processor-dependent system code that is called native code. Because native code does not need to be interpreted at runtime, it usually runs slightly faster.

The mode in which the PL/SQL engine generates code is determined by the PLSQL_CODE_TYPE database initialization parameter. By default, its value is set to INTERPRETED. This parameter is typically set by the database administrators.

For named blocks, both p-code and native code are stored in the database and are used the next time the program is executed. When the process of compilation has completed successfully, the status of a named PL/SQL block is set to VALID, and it is also stored in the database. If the compilation process was not successful, the status of the named PL/SQL block is set to INVALID.
Watch Out!
Successful compilation of the named PL/SQL block on one occasion does not guarantee successful execution of this block in the future. If, at the time of execution, any one of the stored objects referenced by the block is not present in the database or not accessible to the block, execution will fail. At such time, the status of the named PL/SQL block will be changed to INVALID.

Lab 1.2: PL/SQL Development Environment

After this lab, you will be able to
- Get Started with SQL Developer
- Get Started with SQL*Plus
- Execute PL/SQL Scripts

SQL Developer and SQL*Plus are two Oracle-provided tools that you can use to develop and run PL/SQL scripts. SQL*Plus is an old-style command-line utility tool that has been part of the Oracle platform since its infancy. It is included in the Oracle installation on every platform. SQL Developer is a free graphical tool used for database development and administration. It is available either as a part of the Oracle installation or via download from Oracle's website.

Due to its graphical interface, SQL Developer is a much easier environment to use than SQL*Plus. It allows you to browse database objects; run SQL statements; and create, debug, and run PL/SQL statements. In addition, it supports syntax highlighting and formatting templates that become very useful when you are developing and debugging complex PL/SQL modules.

Even though SQL*Plus and SQL Developer are two very different tools, their underlying functionality and their interactions with the database are very similar. At runtime, the SQL and PL/SQL statements are sent to the database. After they are processed, the results are sent back from the database and displayed on the screen.

The examples used in this chapter are executed in both tools to illustrate some of the interface differences when appropriate. Note that the primary focus of this book is learning PL/SQL; thus, these tools are covered only to the degree that is required to run PL/SQL examples provided by this book.

Getting Started with SQL Developer
Whether SQL Developer has been installed as part of the Oracle installation or as a separate module, you need to create at least one connection to the database server. You can accomplish this task by clicking the Plus icon located in the
upper-left corner of the Connections tab. Clicking this icon activates the New/Select Database Connection dialog box, as shown in Figure 1.4.

In Figure 1.4, you need to provide a connection name (ORCLPDB_STUDENT), username (student), and password (learn).

In the same dialog box, you need to provide database connection information such as the hostname (typically, the IP address of the machine or the machine name where the database server resides), the default port where that database listens for the connection requests (usually 1521), and the SID (system ID) or service name that identifies a particular database. Both the SID and service name would depend on the names you picked up for your installation of Oracle. The default SID for the pluggable database is usually set to ORCLPDB.

**Watch Out!**

If you have not created the **STUDENT** schema yet, you will not be able to create this connection successfully. To create the **STUDENT** schema, refer to the installation instructions provided on the companion website.

After the connection has been successfully created, you can connect to the database by double-clicking the ORCLPDB_STUDENT. By expanding the ORCLPDB_STUDENT (clicking the plus sign located to the left of it), you can browse various database objects available in the **STUDENT** schema. For example, Figure 1.5 shows list of tables available in the **STUDENT** schema. At this point you can start typing SQL or PL/SQL commands in the Worksheet window.
To disconnect from the STUDENT schema, you need to right-click the ORCLPDB_STUDENT and click the Disconnect option. This action is illustrated in Figure 1.6.
Getting Started with SQL*Plus

You can access SQL*Plus via the Programs menu or by typing `sqlplus` in the command prompt window. When you open SQL*Plus, you are prompted to enter the username and password (`student` or `student@orclpdb` and `learn`, respectively).

By the Way

In SQL*Plus, the password is not displayed on the screen, even as masked text.

Watch Out!

You need to have an entry for the pluggable database container (PDB) in your `TNSNAMES.ORA` file to be able to connect to the `STUDENT` schema via SQL*Plus. It should look similar to

```sql
ORCLPDB =
    (DESCRIPTION =
        (ADDRESS = (PROTOCOL = TCP)(HOST = localhost)(PORT = 1521))
        (CONNECT_DATA =
            (SERVER = DEDICATED)
            (SERVICE_NAME = orclpdb)
        )
    )
```

After successful login, you are able to enter your commands at the `SQL>` prompt. This prompt is illustrated in Figure 1.7.

![SQL*Plus](image)

**Figure 1.7** Connecting to the Database in SQL*Plus

To terminate your connection to the database, type either `EXIT` or `QUIT` command and press Enter.
Did You Know?
Terminating the database connection in either SQL Developer or SQL*Plus terminates only your own client connection. In a multiuser environment, there may be potentially hundreds of client connections to the database server at any time. As these connections terminate and new ones are initiated, the database server continues to run and send various query results back to its clients.

Executing PL/SQL Scripts
As mentioned earlier, at runtime SQL and PL/SQL statements are sent from the client machine to the database. After they are processed, the results are sent back from the database to the client and are displayed on the screen. However, there are some differences between entering SQL and PL/SQL statements.

Consider the following example of a SQL statement.

For Example

```sql
SELECT first_name, last_name
FROM student
WHERE student_id = 102;
```

If this statement is executed in SQL Developer, the semicolon is optional. To execute this statement, you need to click the triangle button in the ORCLPDB_STUDENT SQL Worksheet or press the F9 key on your keyboard. The results of this query are then displayed in the Query Result window, as shown in Figure 1.8. Note that the statement does not have a semicolon.

When the same `SELECT` statement is executed in SQL*Plus, the semicolon is required. It signals SQL*Plus that the statement is terminated. As soon as you press the Enter key, the query is sent to the database and the results are displayed on the screen, as shown in Figure 1.9.
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Figure 1.8 Executing a Query in SQL Developer

Figure 1.9 Executing a Query in SQL*Plus
Now, consider the example of the PL/SQL block used in the previous lab.

For Example  
\textit{ch01\_1a.sql}

```
DECLARE
  v\_first\_name VARCHAR2(35);
  v\_last\_name  VARCHAR2(35);
BEGIN
  SELECT first\_name, last\_name
  INTO v\_first\_name, v\_last\_name
  FROM student
  WHERE student\_id = 123;

  DBMS\_OUTPUT\_PUT\_LINE ('Student name: ||v\_first\_name|| ' ||
  v\_last\_name);
EXCEPTION
  WHEN NO\_DATA\_FOUND
  THEN
    DBMS\_OUTPUT\_PUT\_LINE ('There is no student with student id 123');
END;
```

Note that each individual statement in this script is terminated by a semicolon. Each variable declaration, the SELECT INTO statement, both DBMS\_OUTPUT\_PUT\_LINE statements, and the END keyword are all terminated by the semicolon. This syntax is necessary because in PL/SQL the semicolon marks termination of an individual statement within a block. In other words, the semicolon is not a block terminator.

Because SQL Developer is a graphical tool, it does not require a special block terminator. The preceding example can be executed in SQL Developer by clicking the triangle button in the ORCLPDB\_STUDENT SQL Worksheet or pressing the F9 key on your keyboard, as shown in Figure 1.10.

The block terminator becomes necessary when the same example is executed in SQL*Plus. Because it is a command-line tool, SQL*Plus requires a textual way of knowing when the block has terminated and is ready for execution. The forward slash (/) is interpreted by SQL*Plus as a block terminator. After you press the Enter key, the PL/SQL block is sent to the database, and the results are displayed on the screen. This is shown in Figure 1.11 on the left.

If you omit /, SQL*Plus will not execute the PL/SQL script. Instead, it will simply add a blank line to the script when you press the Enter key. This is shown in Figure 1.11 on the right, where lines 16 through 20 are blank.
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Triangle button to execute the script

Figure 1.10 Executing a PL/SQL Block in SQL Developer

Figure 1.11 Executing a PL/SQL Block in SQL*Plus with a Block Terminator and Without a Block Terminator
Lab 1.3: PL/SQL: The Basics

After this lab, you will be able to

- Use the DBMS_OUTPUT.PUT_LINE Statement
- Use the Substitution Variable Feature

We noted earlier that PL/SQL is not a stand-alone programming language; rather, it exists only as a tool within the Oracle environment. As a result, it does not really have any capabilities to accept input from a user. The lack of this ability is compensated with the special feature of the SQL Developer and SQL*Plus tools called a substitution variable.

Similarly, it is often helpful to provide the user with some pertinent information after the execution of a PL/SQL block, and this is accomplished with the help of the DBMS_OUTPUT.PUT_LINE statement. Note that unlike the substitution variable, this statement is part of the PL/SQL language.

DBMS_OUTPUT.PUT_LINE Statement

In the previous section of this chapter, you saw how the DBMS_OUTPUT.PUT_LINE statement may be used in a script to display information on the screen. The DBMS_OUTPUT.PUT_LINE is a call to the procedure PUT_LINE. This procedure is a part of the DBMS_OUTPUT package that is owned by the Oracle user SYS.

The DBMS_OUTPUT.PUT_LINE statement writes information to the buffer for storage. After a program has completed, the information from the buffer is displayed on the screen. The size of the buffer can be set between 2000 and 1 million bytes.

To see the results of the DBMS_OUTPUT.PUT_LINE statement on the screen, you need to enable it. In SQL Developer, you do so by selecting the View menu option and then choosing the Dbms Output option, as shown in Figure 1.12.

After the Dbms Output window appears in SQL Developer, you must click the plus button, as shown in Figure 1.13.
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Figure 1.12 Enabling DBMS_OUTPUT in SQL Developer: Step 1

Figure 1.13 Enabling DBMS_OUTPUT in SQL Developer: Step 2
After you click the plus button, you will be prompted with the name of the connection for which you want to enable the statement. You need to select ORCLPDB_STUDENT and click OK. The result of this operation is shown in Figure 1.14.

To enable the DBMS_OUTPUT statement in SQL*Plus, you enter one of the following statements before the PL/SQL block:

```
SET SERVEROUTPUT ON;
```

or

```
SET SERVEROUTPUT ON SIZE 5000;
```

The first SET statement enables the DBMS_OUTPUT.PUT_LINE statement, with the default value for the buffer size being used. The second SET statement not only enables the DBMS_OUTPUT.PUT_LINE statement but also changes the buffer size from its default value to 5000 bytes.

*Figure 1.14 Enabling DBMS_OUTPUT in SQL Developer: Step 3*
Similarly, if you do not want information to be displayed on the screen by the DBMS_OUTPUT.PUT_LINE statement, you can issue the following SET command prior to the PL/SQL block:

```
SET SERVEROUTPUT OFF;
```

### Substitution Variable Feature

Substitution variables are a special type of variable that enables PL/SQL to accept input from a user at a runtime. These variables cannot be used to output values, however, because no memory is allocated for them. Substitution variables are replaced with the values provided by the user before the PL/SQL block is sent to the database. The variable names are usually prefixed by the ampersand (&) or double ampersand (&&) character.

Consider the following example.

**For Example**  
*ch01_1b.sql*

```sql
DECLARE
  v_student_id NUMBER := &sv_student_id;
  v_first_name VARCHAR2(35);
  v_last_name  VARCHAR2(35);
BEGIN
  SELECT first_name, last_name
  INTO v_first_name, v_last_name
  FROM student
  WHERE student_id = v_student_id;
  DBMS_OUTPUT.PUT_LINE ('Student name: '||v_first_name||' '||v_last_name);
EXCEPTION
  WHEN NO_DATA_FOUND
  THEN
    DBMS_OUTPUT.PUT_LINE ('There is no such student');
END;
```

When this example is executed, the user is asked to provide a value for the student ID. The student's name is then retrieved from the STUDENT table if there is a record with the given student ID. If there is no record with the given student ID, the message from the exception-handling section is displayed on the screen.

In SQL Developer, the substitution variable feature operates as shown in Figure 1.15.

After the value for the substitution variable is provided, the results of the execution are displayed in the Script Output window, as shown in Figure 1.16.
Figure 1.15 Using a Substitution Variable in SQL Developer

Figure 1.16 Using a Substitution Variable in SQL Developer: Script Output Window
In Figure 1.16, the substitution of the variable is shown in the Script Output window, and the result of the execution is shown in the Dbms Output window.

In SQL*Plus, the substitution variable feature operates as shown in Figure 1.17. Note that SQL*Plus does not list the complete PL/SQL block in its results, but rather displays the substitution operation only.

The preceding example uses a single ampersand for the substitution variable. When a single ampersand is used throughout the PL/SQL block, the user is asked to provide a value for each occurrence of the substitution variable.

**For Example  ch01_2a.sql**

```sql
BEGIN
  DBMS_OUTPUT.PUT_LINE ('Today is '||'&sv_day');
  DBMS_OUTPUT.PUT_LINE ('Tomorrow will be '||'&sv_day');
END;
```

When executing this example in either SQL Developer or SQL*Plus, you are prompted twice to provide the value for the substitution variable. This example produces the following output:

Today is Monday
Tomorrow will be Tuesday

![Figure 1.17 Using a Substitution Variable in SQL*Plus](image-url)
Did You Know?

When a substitution variable is used in the script, the output produced by the program contains the statements that show how the substitution was done. If you do not want to see these lines displayed in the output produced by the script, use the `SET` command option before you run the script:

```
SET VERIFY OFF;
```

This command is supported by both SQL Developer and SQL*Plus.

As demonstrated earlier, when the same substitution variable is used with a single ampersand, the user is prompted to provide a value for each occurrence of this variable in the script. To avoid this task, you can prefix the first occurrence of the substitution variable by the double ampersand (`&&`) character, as highlighted in bold in the following example.

**For Example  ch01_2b.sql**

```sql
BEGIN
    DBMS_OUTPUT.PUT_LINE ('Today is '||'&&sv_day');
    DBMS_OUTPUT.PUT_LINE ('Tomorrow will be '||'&sv_day');
END;
```

In this example, the substitution variable `sv_day` is prefixed by a double ampersand in the first `DBMS_OUTPUT.PUT_LINE` statement. As a result, this version of the example produces different output:

```
Today is Monday
Tomorrow will be Monday
```

From the output shown, it is clear that the user is asked only once to provide the value for the substitution variable `sv_day`. In turn, both `DBMS_OUTPUT.PUT_LINE` statements use the value of Monday entered by the user.

When a substitution variable is assigned to the string (text) data type, it is a good practice to enclose it with single quotes. You cannot always guarantee that a user will provide text information in single quotes. This practice, which will make your program less error prone, is illustrated in the following code fragment.

**For Example**

```sql
DECLARE
    v_course_no VARCHAR2(5) := '&sv_course_no';
```
As mentioned earlier, substitution variables are usually prefixed by the amper- 
sand (&) or double ampersand (&&) characters; these are the default characters 
that denote substitution variables. A special `SET` command option available in SQL 
Developer and SQL*Plus also allows you to change the default character to any 
other character or disable the substitution variable feature. This `SET` command 
has the following syntax:

<table>
<thead>
<tr>
<th>SET DEFINE character</th>
</tr>
</thead>
<tbody>
<tr>
<td><code>SET DEFINE ON</code></td>
</tr>
<tr>
<td><code>SET DEFINE OFF</code></td>
</tr>
</tbody>
</table>

The first `SET` command option changes the prefix of the substitution variable 
from an ampersand to another character. Note, however, that this character cannot 
be alphanumeric or whitespace. The second (`ON` option) and third (`OFF` option) 
control whether SQL*Plus will look for substitution variables. In addition, the `ON` 
option changes the value of the character back to the ampersand.

**Summary**

In this chapter, you learned about PL/SQL architecture and how it may be used in 
a multitier environment. You also learned how PL/SQL can interact with users via 
substitution variables and the `DBMS_OUTPUT.PUT_LINE` statement. Finally, you 
learned about two PL/SQL development tools—SQL Developer and SQL*Plus. The 
examples shown in this chapter were executed in both tools to illustrate the differ-
ences between them. The main difference between the two is that SQL Developer 
has a graphical user interface and SQL*Plus has a command-line interface. The 
PL/SQL examples used throughout this book may be executed in either tool with 
the same results. Depending on your preference, you may choose one tool over the 
other. However, it is a good idea to become familiar with both, as these tools are 
part of almost every Oracle database installation.

**By the Way**

The companion website provides additional exercises and suggested answers for 
this chapter, with discussion related to how those answers resulted. The main 
purpose of these exercises is to help you test the depth of your understanding by 
utilizing all the skills that you have acquired throughout this chapter.
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## Symbols

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>&amp;</td>
<td>(ampersand), 21, 25</td>
</tr>
<tr>
<td>:=</td>
<td>(assignment operator), 35, 37</td>
</tr>
<tr>
<td>{ }</td>
<td>(braces), 372</td>
</tr>
<tr>
<td>--</td>
<td>comment notation, 28, 423</td>
</tr>
<tr>
<td>/*</td>
<td>comment notation, 28, 423</td>
</tr>
<tr>
<td>&gt;</td>
<td>(comparison operator), 393</td>
</tr>
<tr>
<td>&quot;</td>
<td>(double quotes), 31</td>
</tr>
<tr>
<td>/</td>
<td>(forward slash), 28, 354, 423</td>
</tr>
<tr>
<td>%FOUND</td>
<td>attribute, 167</td>
</tr>
<tr>
<td>%ISOPEN</td>
<td>attribute, 167, 171</td>
</tr>
<tr>
<td>%NOTFOUND</td>
<td>attribute, 167, 190</td>
</tr>
<tr>
<td>( )</td>
<td>(parentheses), 61</td>
</tr>
<tr>
<td>?</td>
<td>(question mark), 61</td>
</tr>
<tr>
<td>..</td>
<td>(range operator), 98</td>
</tr>
<tr>
<td>%ROWCOUNT</td>
<td>attribute, 167, 191</td>
</tr>
<tr>
<td>%ROWTYPE</td>
<td>attribute, 172, 174</td>
</tr>
</tbody>
</table>

## A

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>actual parameters</td>
<td>319–321</td>
</tr>
<tr>
<td>AFTER STATEMENT</td>
<td>sections, compound triggers, 223–227</td>
</tr>
<tr>
<td>AFTER triggers</td>
<td>210–211</td>
</tr>
<tr>
<td>aggregate qualified expressions</td>
<td>with index iterator association, 254–255</td>
</tr>
<tr>
<td>WITH section</td>
<td>with iterator association, 253–254</td>
</tr>
<tr>
<td>WITH trigger</td>
<td>with sequence iterator association, 255–257</td>
</tr>
<tr>
<td>ALTER TRIGGER</td>
<td>statement, 204</td>
</tr>
<tr>
<td>ALTER TYPE</td>
<td>statement, 405–410</td>
</tr>
<tr>
<td>ampersand (&amp;)</td>
<td>21, 25</td>
</tr>
<tr>
<td>anchored data types</td>
<td>33–35</td>
</tr>
<tr>
<td>anchored declarations</td>
<td>33</td>
</tr>
<tr>
<td>AND logical operator</td>
<td>61</td>
</tr>
</tbody>
</table>

## Architecture, PL/SQL

- See also functions; packages; procedures; triggers
- block structure
  - nested blocks, 36–38
  - overview of, 5–9, 128
  - sequences in, 43–44
- client-server architecture, 4–5
- code execution, 9–10
- DBMS_OUTPUT.PUT_LINE statement, 18–21
- development environment
  - overview of, 10
  - SQL Developer, 10–12
- engine, 2
- overview of, 2–5
- substitution variables, 21–25
- three-tier architecture, 1–2
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