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VALUES AND VARIABLES

In JavaScript, every piece of data we provide or use is considered to contain a value. In our example from the previous chapter, we might think of hello, world! as just some words we pass in to the alert function:

```javascript
alert("hello, world!");
```
To JavaScript, however, these words have a specific representation under the covers. They are considered **values**. We may not have thought much about that when we were typing those words, but when we are in JavaScript Country, every piece of data we touch is considered a value.

Now, why is knowing this important? It is important because we will be working with values a whole lot. Working with them in a way that doesn’t drive you insane is a good thing. There are just two things we need to simplify our life working with values:

- We need to identify them easily.
- We need to reuse them throughout our application without unnecessarily duplicating them.

Those two things are provided by what we are going to be spending the rest of our time on: **variables**. Let’s learn all about them here.

### Using Variables

A variable is an identifier for a value. Instead of typing **hello, world!**, every time we want to use that phrase in our application, we can assign that phrase to a variable and use that variable whenever we need to use **hello, world!** again. This will make more sense in a few moments—I promise!

There are several ways to use variables. For most cases, the best way is by relying on the `let` keyword followed by the name you want to give your variable, like so:

```javascript
let myText
```

In this line of code, we declare a variable called `myText`. Right now, our variable has simply been **declared**. It doesn’t contain anything of value. It is merely an empty shell.

Let’s fix that by **initializing** our variable to a value like, say, **hello, world!**, as shown here:

```javascript
let myText = "hello, world!";
```

At this point, when this code runs, our `myText` variable will have the value **hello, world!** associated with it. Let’s put all of this together as part of a full example. If you still have **hello_world.htm** open from earlier, replace the contents of your
<script> tag with the following, or you can create a new HTML file and add the following contents into it:

```html
<!DOCTYPE html>
<html>
<head>
  <meta charset="utf-8">
  <title>An Interesting Title Goes Here</title>
  <style>
  </style>
</head>
<body>
  <script>
    let myText = "hello, world!";
    alert(myText);
  </script>
</body>
</html>
```

Notice that we are no longer passing in the **hello, world!** text to the **alert** function directly. Instead, we are now passing in the variable name `myText` instead. The end result is the same. When this script runs, an alert with **hello, world!** will be shown. What this change allows us to do is have one place in our code where **hello, world!** is being specified. If we wanted to change **hello, world!** to **The dog ate my homework!**, all we would have to do is just make one change to the phrase specified by the `myText` variable:

```javascript
let myText = "The dog ate my homework!";
alert(myText);
```
Throughout our code, wherever we reference the `myText` variable, we will now see the new text appear. Although this is hard to imagine as being useful for something as simple as what we have right now, for larger applications, the convenience of having just one location where we can make a change that gets reflected everywhere is a major time-saver. You’ll see more less-trivial cases of the value variables provide in subsequent examples.

**More Variable Stuff**

What we learned in the previous section will take us far in life. At least, it will in the parts of our life that involve getting familiar with JavaScript. We won’t dive too much further into variables here—we’ll do all of that as part of future chapters where the code is more complex and the importance of variables is more obvious. With that said, there are a few odds and ends we should cover before calling it a day.

**Naming Variables**

We have a lot of freedom in naming our variables however we see fit. Ignoring what names we should give things based on philosophical/cultural/stylistic preferences, from a technical point of view, JavaScript is very lenient on what characters can go into a variable name.

This leniency isn’t infinite, so we should keep the following points in mind when naming our variables:

- Variables can be as short as one character, or they can be as long as you want—think thousands and thousands of characters.
- Variables can start with a letter, underscore, or dollar sign ($). They can’t start with a number.
- Outside of the first character, our variables can be made up of any combination of letters, underscores, numbers, and $ characters. We can also mix and match lowercase and uppercase letters to our heart’s content.
- Spaces are not allowed.

Here are some examples of valid variable names:

```javascript
let myText;
let $;
let r8;
let _counter;
let $field;
```
To see if a variable name is valid, check out the really awesome and simple JavaScript Variable Name Validator at https://bit.ly/namevalidator.

Outside of valid names, there are other things to focus on as well, such as naming conventions, how many people commonly name variables, and other things you identify with a name. We will touch on these items in other chapters.

More on Declaring and Initializing Variables

One of the things you will learn about JavaScript is that it is a very forgiving and easy-to-work-with language.

Declaring a Variable Is Optional

For example, we don’t have to use the `let` keyword to declare a variable. We could just do something like the following:

```javascript
myText = "hello, world!";
alert(myText);
```

Notice the `myText` variable is being used without formally being declared with the `let` keyword. While not recommended, this is completely fine. The end result is that we have a variable called `myText`. The only thing is that by declaring a variable this way, we are declaring it globally. Don’t worry if the last sentence makes no sense. We’ll look at what `globally` means when talking about variable scope later.

Declaring and Initializing on Separate Lines Is Cool

There is one more thing to call out, and that is this: The declaration and initialization of a variable do not have to be part of the same statement. We can break them up across multiple statements:

```javascript
let myText;
myText = "hello, world!";
alert(myText);"
In practice, we will find ourselves breaking up our declaration and initialization of variables all the time.

**Changing Variable Values and the const Keyword**

Lastly, we can change the value of a variable declared via `let` to whatever we want, whenever we want:

```javascript
let myText;
myText = "hello, world!";
myText = 99;
myText = 4 * 10;
myText = true;
myText = undefined;
alert(myText);
```

If you have experience working with languages that are more strict and don’t allow variables to store a variety of data types, this leniency is one of the features people both love and hate about JavaScript. With that said, JavaScript does provide a way for you to restrict the value of a variable from being changed after you initialize it. That restriction comes in the form of the `const` keyword, which we can declare and initialize our variables with:

```javascript
const siteURL = "https://www.google.com";
alert(siteURL);
```

By relying on `const`, we can’t change the value of `siteURL` to something other than `https://www.google.com`. JavaScript will complain if we try to do that. There are some gotchas with using the `const` keyword, but it does a great job overall in preventing accidental modifications of a variable. We’ll cover those pesky gotchas in bits and pieces when the time is right.

**TIP  Jump Ahead—Variable Scoping**

Now that you know how to declare and initialize variables, a very important topic is that of **visibility**. You need to know when and where a variable you declared can actually be used in your code. The catch-all phrase for this is **variable scope**. If you are curious to know more about it, you can jump ahead and read Chapter 8, “Variable Scope.”
THE ABSOLUTE MINIMUM

Values store data, and variables act as an easy way to refer to that data. There are a lot of interesting details about values, but those are details you do not need to learn right now. Just know that JavaScript enables you to represent a variety of values such as text and numbers without a lot of fuss.

To make your values more memorable and reusable, you declare variables. You declare variables using the `let` keyword and a variable name. If you want to initialize the variable to a default value, you follow all of that up with an equal sign (=) and the value you want to initialize your variable with.
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for loops, 59–62, 64
breaking, 65
conditions, 63
decrementing, 66
examples of, 65–67
filling incompletely, 66–67
filling without numbers, 66
going backwards, 66
skipping iterations, 65–66
starting points, 62
steps, 62
sets, 572–573
while loops, 67–68
lowercasing strings, 171
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mapping array items, 154–156
match method, strings, 170–171
math objects, 143, 180, 191–193
merging arrays, 152–153
messages, logging, 414–415
MetaKey property, keyboard events, 460
minus sign (-) operator, 186, 187–188
modifying DOM elements, 324–326
mouse events, 444
browser positioning, 452–453
button configurations, 453–454
click events, 421, 444–445, 446
contextmenu events, 450–451
dblclick events, 421, 445–446
DOMMouseScroll events, 421, 454–455
global mouse position, 451–452
mousedown events, 448–449
mouseenter events, 447
mouseleave events, 447
mousemove events, 421, 449
mouseout events, 421, 446–447
mouseover events, 421, 446–447
mouseup events, 448–449
mousewheel events, 421, 454–455
multiline comments, 74–75
multiple documents, coding in, 118–120
multiple elements, events for, 492–498
multiple key presses, keyboard events, 462–466
multiplication (\(^{\ast}\)) operators, 187–188
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running asynchronously, 523
sending requests, 522–523
octal numbers, 190
online resources
author’s website, 579
built-in objects, 257
class values, 343
help, 101.0025
operators
=== operators
null primitives, 284
undefined primitives, 285–286
conditional operators, 43–46
equality (==) operators, 281–282, 286
incrementing/decrementing variables, 188–189
inequality (!=) operators, 281–282, 286
parentheses ( ), arguments, 261
parents, DOM, 355–357
parsing, 117, 299–300
particular key presses, keyboard events, 461–462
percentage (%) operators, 187–188
pizza example, types, 136–139
placement/location of code, 109–112
HTML documents, 113–114
<script> tags, 117
in separate files, 114–116
plus sign (+) operators, 162, 165–166, 175, 187–188
positioning mouse
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global positioning, 451–452
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null primitives, 284
object behavior as, 180–183
undefined primitives, 284–286
properties
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CSS custom properties/variables
defined, 346–348
setting complex values, 348–351
updating, 349
data properties, 201–204
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JSON objects, 292–293
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objects
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nested objects, 216–217
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value validation, 207–208
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reading
HTML element attributes, 329
JSON data, 297–299
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ReferenceErrors, 563
referencing JavaScript files, 115–116
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removing
classes, 340–342
data from Web Storage, 555
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event listeners, 427
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properties, 217–218
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example of, 513
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XMLHttpRequest objects, 520–521
creating requests, 521–522
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