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A simple back-of-the-envelope calculation suggests that, worldwide, we
produce about 33 billion lines of new or modified code every year.
Cumulatively, this means that since the 1940s and ‘50s (when higher order
programming languages began to gain some traction), we’ve produced some-
where around one trillion source lines of code.

On the one hand, this volume of output suggests that ours is an incredibly
vibrant and innovative industry. On the other hand, it’s a humbling thought,
for through those trillion lines of code, all handcrafted by individual human
labor, we’ve changed the world.

Truth be told, some nontrivial percentage of the 33 billion lines yearly is
dead on arrival or so transitory that it’s thrown away quickly. Much of that
code, however, has a longer half-life, and even some of that code lives after
10, 20, or even 30 or more years. For many developers, the code they write
today becomes tomorrow’s legacy that their children or their children’s chil-
dren may stare at some day, trying to use it, adapt it, evolve it, asking the
question, “What the heck was this developer thinking?”

Greenfield development, quite honestly, is great fun, simply because you
get to start with a clean slate and, thus, are not burdened by anything from
the past. For the most part, we teach Greenfield development in our schools;
furthermore, start-up companies look so much more nimble than their older
counterparts because they don’t have the millstone of legacy around their
necks. Woe be unto the student who enters the real world (it’s not like being
at the university, unless you move from the college womb to the start-up
womb immediately), and woe be unto the start-up company that begins to
mature into sustainable development and soon realizes that you can’t just
start over.
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Richard and Kevin introduce us to a reality that’s often neglected in our
industry: the problem of evolving legacy systems, a domain they call
Brownfield development. The typical economically interesting system these
days is continuously evolving (you can’t shut it off) and ever-growing. The
authors identify the root of the problem as that of complexity, and offer an
approach that focuses on the fundamentals of abstraction and efficient com-
munication to nibble at this problem of transformation bit by bit. Their
model of Views, Inventory, Transforms, and Artifacts offers an approach to
reasoning about and executing on the transformation of Brownfield systems.
They propose a Brownfield lifecycle involving surveying, engineering, accept-
ance, and deployment that offers a means of governing this transformation.

As the old saying goes, the way you eat the elephant is one bite at a time.
Richard and Kevin bring us to the table with knife and fork and other tools,
and show us a way to devour this elephant in the room.

Grady Booch
IBM Fellow
January 2008
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I joined the computer industry as a computer programmer, straight from
school, in 1969. During a career that has spanned nearly 40 years, I have
worked primarily in the area of applications development and systems inte-
gration. I wrote my first application in 1969; it was a Computer Aided
Design (CAD) graphics application for hardware engineers to design Printed
Circuit Boards. This application gave the board designer a tool with the nec-
essary physical rules of the electronic components and how they could be
used. In the early 1970s, I developed CAD and other applications to assist
building architects in designing large public buildings, such as schools and
hospitals. These systems assisted the architects and civil engineers in the
design process of the building; by capturing the design, it was possible to
produce all the necessary drawings together with the bills of materials for the
building.

In the intervening 40 years, I have performed a variety of different roles,
including programmer, analyst, designer, architect, project manager, and
troubleshooter. The systems I developed were in a broad spectrum of indus-
tries, including manufacturing, banking, insurance, retail, utilities, and both
local and federal government. Today, I am an IBM Fellow1 in the IBM Global
Business Services division and an active member of the IBM Academy of
Technology.2 My primary responsibility is to technically shape and ensure the
technical health of large and complex systems integration and strategic out-
sourcing programs and bids. I am a Chartered IT Professional (CITP), a
Chartered Engineer (CEng), a Fellow of the British Computer Society
(FBCS),3 and a Fellow of the Institution of Engineering and Technology
(FIET).4
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Looking back now on what we tried to achieve with the design and build
of electronic circuits and buildings in the early 1970s, I am disappointed and
somewhat disillusioned by the IT industry’s lack of success in its own adop-
tion of engineering-based methods supported by computer-based tools to
architect, design, build, integrate, and test IT systems. In today’s world, it
would be inconceivable to develop a complex system such as the Airbus 380
without the engineering disciplines and without the engineering tools pro-
vided by the IT industry. The IT industry is significantly less mature at
adopting engineering techniques to develop its complex systems. It can no
longer rely on relatively immature practices often supported by office pro-
ductivity tools such as word processors, presentation tools, and spreadsheets.
The IT industry needs a broader adoption of true engineering-based tech-
niques supported by tools designed for engineers.

It has been my personal experience in recent years that the overall cost and
complexity of building bespoke (custom) applications or customizing
Commercial Off The Shelf (COTS) packages has increased—as has the risk.
On further investigation, it is apparent that it is not the build cost that has
increased, but the increase in the size and complexity of the integration of
such projects into the systems landscape. From my own recent experience,
the ratio of effort of new build to integration is 3:1. For every dollar spent on
new functionality, the total cost is four dollars to cutover this function into
production. This cost excludes end-user training. In an environment where
both size and complexity of the systems landscape are continually increasing,
there is a resulting increase in the costs of maintenance. In addition, organi-
zations are burdened with a need to meet increasing levels of legislation and
regulation. All of this results in reduced budgets for new development
together with decreasing windows of opportunity to deploy new function in
the global 24 x 7 service culture. IT innovation is being stifled. The methods
and tools that are in use today, albeit limited, are in the main, primarily tar-
geted at Greenfield system’s landscapes. The reality is that most organiza-
tions in the twenty-first century have an existing, complex systems
landscape. When I refer to the systems landscape, I mean both the business
and its enabling IT systems. These IT systems, in turn, are comprised of
applications and their data deployed on often complex network and com-
puter infrastructure. The documentation of such systems is typically poor
and its ongoing maintenance is highly dependent on a small number of
knowledgeable “system experts.”5 The IT industry needs a more structured
approach to understanding these system landscapes.

This is the reality of the world in which the authors of this book, Richard
Hopkins and Kevin Jenkins, and I, architect, design, and implement new
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systems for our clients in existing complex systems landscapes. It is time that
the IT industry face up to the reality of the situation and the need for new
development methods and tools that address these issues and take our indus-
try into the twenty-first century.

An important first step in resolving this is to provide a name that
describes both the problem and its solution. In the search for a name, the
authors have turned to the building industry where new buildings are
increasingly being developed on Brownfield6 sites. This is analogous to the
majority of today’s new systems that are being developed on Brownfield sys-
tems landscapes; it is my experience that more than 90 percent of new devel-
opment is deployed into a Brownfield environment. The challenges are not
restricted to just the transformation of legacy systems, but with the integra-
tion into the Brownfield systems landscape itself. 

This book describes a new approach to the development of future systems.
It is a structured approach that recognizes these challenges, it is based on
engineering principles, and it is supported by appropriate tooling. It is
specifically designed to solve the challenges of Brownfield development.

Chris Winter
CEng CITP FBCS FIET, IBM Fellow
Member of the IBM Academy of Technology

Foreword Endnotes
1 “IBM Appoints Six New Fellows Who Explore the Boundaries of

Technology.” http://www-03.ibm.com/press/us/en/pressrelease/21554.
wss, May 2007.

2 IBM Academy. http://www-03.ibm.com/ibm/academy/index.html.
3 British Computer Society. http://www.bcs.org/. 
4 The Institution of Engineering and Technology. http://www.theiet.org/. 
5 Lindeque, P. “Why do large IT programmes fail?” http://www.ingenia.

org.uk/ingenia/articles.aspx?Index=390, September 2006. 
6 Brownfield is described by the National Association of Realtors® as

“The redevelopment of existing urban, suburban, and rural properties
already served by infrastructure including ‘brownfields’ sites, that are or
may be contaminated, stimulates growth and improves a community’s
economic vitality. Development in existing neighborhoods is an
approach to growth that can be cost-effective while providing residents
with a closer proximity to jobs, public services, and amenities.”
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Within every business, there is a desire for rapid change to meet cus-
tomer demands. Such changes usually involve changing supporting IT sys-
tems. When large business changes are required, the accompanying IT
changes tend to be significant, too. However, all too often, these big projects
hit problems, run over budget, are delayed, or simply get cancelled. Even in
2006, 65% of IT projects failed on one of these counts.1 Large projects have
an even poorer success rate. Such odds are very worrying when the stakes are
very high. This book identifies the fundamental issues at the heart of the IT
industry’s current approaches and provides a new way forward. All people
involved in large-scale business and IT change should read this book.

The Day the Elephant Was Born

The IT industry has many key dates, but the introduction in 1964 of
IBM’s new-generation mainframe, called the System/360, marked the start of
a new era. Until that point, buying a new business computer meant rewrit-
ing your existing software. The System/360 changed all that with the intro-
duction of a family of compatible computers and associated devices: A
program that ran on one would run on any. The industry followed suit with
equivalent products, and the nature of IT changed in one fell swoop.

IT investments could now be easily preserved. The programs that ran on
the System/360 still run on IBM’s mainframe platforms today.

This was an imperceptible change at first, but it was a hugely significant
milestone. At this point, IT complexity started accumulating within the
enterprise. Systems grew with the business. Thousands of person-years of
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time, effort, and money flowed into these IT systems. They got complex.
They became elephants.

In the meantime, IT fashions came and went. Over the years, the original
structured programs have been augmented by object-oriented programming,
wrapped by component-based development, and advertised by Service
Oriented Architecture (SOA). Each of these movements has had its own
strategy for dealing with the complexity, but none ever really took it to heart.

Today’s IT systems are so complex that they simply defy everyday compre-
hension, spilling out of our minds as we try to get our heads around them.
Responsibility for maintaining them is split among a variety of skilled
groups and myriad products and programs that coexist to support the func-
tions of the enterprise. To deal with this Hydra, we draw high-level architec-
ture diagrams that comfort us by making things look simple. These diagrams
are an illusion, a trick, a facade. They are, at best, approximations for easy
consumption and high-level communication. At worst, they instill false opti-
mism about our ability to make changes to that complexity.

Such “fluffy cloud” diagrams cannot hide genuine complexity forever. To
achieve your business goals and change those systems, you must understand,
communicate, and harness the real complexity. No one can understand the
whole beast, so vast amounts of well-coordinated teamwork and unambigu-
ous communication are required to complete such tasks. This combination of
high levels of complexity and the need for clear communication of that com-
plexity among hundreds of individuals destroys big projects.

Do I Need to Move from Greenfield to Brownfield?

IT systems are generally not implemented on Greenfields any more. The
accumulated complexity since 1964 means that the environment for most
big IT projects is one of immense challenge, entangled in an almost uncount-
able number of environmental constraints. 

This is the underlying reason for the demise of most large-scale IT proj-
ects. Only 30% of large IT projects succeed.

Big projects are usually executed on “contaminated” sites, where you need
to be careful of where and how you build; a change in one place can ripple
through to other systems in unexpected ways. Such sites are more brown than
green, and the IT industry needs to adopt a Brownfield-oriented approach to
address them successfully.

This book introduces such a Brownfield approach and explains why
current methods are still essentially Greenfield. It is specifically written for
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people who want to change their business and know that they can do it only
by building on what has gone before. If any of the following is true, this book
is for you:

■ You are a CIO, CTO, IT director, project executive, project director, chief
architect, or lead analyst who is contemplating a significant change in
your IT landscape.

■ You cannot afford to replace your whole IT landscape.

■ Your systems talk to a fair number of systems outside your direct control.

■ You would like to reengineer your existing IT environment so that it will
remain flexible for the future.

■ You are deeply unhappy with the current failure rates of large IT projects.

■ You are contemplating sending a significant part of your IT development
and testing work off-shore.

Eating the IT Elephant was written by two full-time Executive IT
Architects from IBM who can and have ticked every single one of those
boxes on a number of occasions. We have been accountable for the technical
direction and day-to-day implementation of some of the largest systems
integration and reengineering projects that IBM has undertaken. We believe
strongly that existing Greenfield development approaches are an increas-
ingly poor means of addressing today’s business problems through IT solu-
tioning. To be blunt, we have a number of years of hard-won experience, and
we have grown tired of the recurring problems of IT delivery. In recent
years, we have deliberately sought a different approach; the following pages
detail the fruits of our labors and that of our colleagues. Heretics we might
be, but pragmatists we are also, and, hand on heart, we can say that the
insight we share here has significantly accelerated and simplified a number
of recent IBM engagements.

We don’t think the high failure rate of major IT projects is doing our
industry any favors and would like to popularize the approach that has served
us well. If we can help mitigate the impact of the unavoidably complex IT
environment and knock down some big project communication barriers, we
believe that success rate will improve.
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A Reader’s Digest

This book is not a technical manual nor a cookbook; it does not contain a
single line of code, and we have tried to minimize the use of technical dia-
grams and jargon. This is a book about changing the way we approach large
and complex business and IT reengineering projects. 

To make the book as accessible to as many people as possible, we have split
it into two parts. 

Part I is for all readers. Initially, it defines what is wrong with large-scale
IT projects and determines the root cause of failure (see Chapters 1, “Eating
Elephants Is Difficult,” and 2, “The Confusion of Tongues”). The heart of the
book (Chapters 3, “Big-Mouthed Superhero Required,” and 4, “The Trunk
Road to the Brain”) concentrate on defining an alternative solution—an
Elephant Eater—and the Brownfield approach that goes with it. In Chapter
5, “The Mythical Metaman,” we look at the new species of businesses that
emerge as a result.

Part II explains the technical and practical aspects of Brownfield for some-
one who might want to implement such an approach. It starts by analyzing
existing Elephant Eating techniques (see Chapter 6, “Abstraction Works
Only in a Perfect World”) and explains why Brownfield is different (see
Chapter 7, “Evolution of the Elephant Eater”). In Chapters 8, “Brownfield
Development,” and 9, “Inside the Elephant Eater,” we look inside the
Elephant Eater and at some of the new technologies that have been used to
implement it. The book concludes by explaining how the Brownfield
approach can be implemented on a project and the benefits it can bring (see
Chapter 10, “Elephant Eater at Work”).

For those who take the key messages on board, a wealth of technical infor-
mation has already been published that will enable any organization to adopt
the core technologies that we have used (or equivalent ones) to implement
Brownfield in their own way (see the “Endnotes” sections of Chapters 8 and
9). We hope that enabling business and IT change via a new project
approach, not technology, is at the heart of this book.

Part I: Introducing Brownfield

Chapter 1, “Eating Elephants Is Difficult,” introduces the metaphor that
performing a large IT project can be compared to eating an elephant. It looks
at why big projects fail and provides best practices on how to overcome some
of the common reasons for failure. 
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Chapter 2, “The Confusion of Tongues,” explains why this accumulated IT
complexity is the root cause of failure, focusing on the human communica-
tion problems it creates. It goes on to specifically examine the “great divide”
between business and IT that compounds the problem.

Chapter 3, “Big-Mouthed Superhero Required,” introduces the core con-
cepts of Brownfield. It looks at how Brownfield can be implemented to create
an efficient Elephant Eater.

Chapter 4, “The Trunk Road to the Brain”: We despair at IT professionals’
inability to communicate as effectively and efficiently as those in other simi-
lar professions (such as real architects). Chapter 4 describes how the
Brownfield approach combined with the VITA architecture opens up new
forms of communication, remote collaboration, and visualization of complex
IT problems.

Chapter 5, “The Mythical Metaman”: The first part of the book concludes
with an examination of the likely impact of Brownfield. It forecasts a new
breed of businesses that are infinitely more customer focused and agile than
today’s and explains how such businesses might come into being.

Part II: The Elephant Eater

Chapter 6, “Abstraction Works Only in a Perfect World”: This more tech-
nical half of the book opens by defining the characteristics of an Elephant
Eater. It considers existing “Elephant Eating” approaches and notes that they
tend to compound project difficulties via their extensive use of decomposi-
tion and abstraction.

Chapter 7, “Evolution of the Elephant Eater,” looks at Brownfield’s tech-
nical and project roots, and explains its key differences from previous ideas. It
ends with some likely scenarios and real-life project examples for which
Brownfield has been or could be especially beneficial.

Chapter 8, “Brownfield Development,” introduces how the Brownfield
development approach can be deployed on a project. It shows how to strike a
new balance between Agile- and Waterfall-based development techniques
and provides some of the best elements of each. It also describes the core
phases of Survey, Engineer, Accept, and Deploy, and states the benefits of the
approach.

Chapter 9, “Inside the Elephant Eater”: If Chapter 8 described what hap-
pens on a Brownfield project, Chapter 9 explains how it happens. This chap-
ter looks inside the workings of an Elephant Eater and explains how it eats
the elephant. The chapter also serves as an easy-to-read introduction to the
new semantic technologies that underpin Web 2.0 and the semantic web.
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Chapter 10, “Elephant Eater at Work”: The book concludes with a look at
the practical applications of the Elephant Eater and how it can help solve
some of today’s most difficult IT problems. This chapter includes a summary
of the key benefits of the Brownfield approach.

Walking the Brownfields

We hope that you will enjoy reading this book as much as we enjoyed
writing it. If you’d like to see more, go to the website www.elephanteaters.
org. Additionally, if you would like to see more of the dynamic nature of
Brownfield, there are two exhibitions in Second Life. One Second Life site is
dedicated to the book [Cypa 30,180,302]. The other Second Life site is dedi-
cated to the use of Brownfield within IBM at [IBM 1 140, 150, 60]. We look
forward to meeting you there.

Endnotes
1 The initial CHAOS report from Standish Group in 1994 reported a 16%

success rate for IT projects. This success rate has generally increased over
the intervening years. In 2006, Standish Group reported 35% of IT
projects being on time and within budget, and meeting user require-
ments. The only blip in that record appeared in 2004, when failure rates
increased. Standish Group explained that in 2004 there were more big
projects—they fail more often because they are often forced to abandon
iterative development techniques.
In 2007, a rival report to CHAOS by Sauer, Gemino, and Horner Reich
looked at 412 projects. It found that more than 65% of IT projects suc-
ceeded, but it found no successful projects greater than 200 person-
years. This book looks specifically at those large projects.

Hayes, F. Chaos Is Back. www.computerworld.com/managementtopics/
management/project/story/0,10801,97283,00.html.

Krigsman, M. Rearranging the Deck Chairs: IT Project Failures. http://
blogs.zdnet.com/projectfailures/?p=513.

Rubinstein, D. Standish Group Report. www.sdtimes.com/article/
story-20070301-01.html.

Sauer, C., A. Gemino, and B. Horner Reigh. “The Impact and Size and
Volatility on IT Project Performance.” Communications of the ACM 50 no.
11 (November 2007): 79–84.
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Abstraction Works Only
in a Perfect World

“There is no abstract art. You must always start with some-
thing. Afterward you can remove all traces of reality.”
—Pablo Picasso

6



In the first part of the book, we saw how IT systems have grown increas-
ingly larger and more complex over time. This growing complexity is chal-
lenging the capability of businesses to innovate as more of the IT budget is
channeled into regulatory compliance, replatforming, and maintenance of
the status quo. As this book has shown, changing these systems is not prima-
rily a technical difficulty, but one of coordinating and disambiguating
human communication. In overcoming such difficulties, we have introduced
the concept of an Elephant Eater and the Brownfield development approach.

This second part of the book explains the technical and practical aspects
of Brownfield for someone who might want to implement such an
approach. This chapter examines the necessary technical context, require-
ments, and characteristics of the Elephant Eater. The chapter then goes on
to analyze existing IT elephant-eating approaches and highlights the prob-
lems these approaches present with their extensive use of decomposition
and abstraction.

Considerations for an Elephant Eater

The following sections outline considerations for the Elephant Eater. The
problems with large scale developments are many, and the first half of the
book illustrated some of the problems that such developments pose. The
high failure rate for such projects is the reason why the creation of an
Elephant Eater was necessary. Like any problem, the starting point for a solu-
tion is the understanding of the requirements, so if an Elephant Eater is
going to be created, it needs to cater to the considerations in this section.

Lack of Transparency

On very large-scale developments, the problem being solved usually is
unclear. At a high level, the design and development task might seem to be
understood—for example, “build a family home,” “design a hospital,” or
“implement a customer relationship management system.” However, such
terms are insufficient to describe what is actually required.

For any complex problem, some degree of analysis and investigation is
essential to properly frame the detailed requirements of the solution and
understand its context. In conventional building architectures, the site sur-
vey is a fundamental part of the requirements-gathering process. 

A thorough analysis of a complex site takes a great deal of time and effort.
Even using traditional Greenfield methods, the analysis effort is often as
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large as the build effort. Despite this effort, however, IT architects and busi-
ness analysts rarely do as thorough a job of surveying a site as building archi-
tects do. As discussed in previous chapters, a thorough analysis that
encompasses functional and nonfunctional requirements and multiple
constraints requires vast documentation. As such, the real requirements in
any situation are always less than transparent.

Unfortunately, in IT, relatively little time is spent on the equivalent of a
site survey. 

Multiple Conflicting Goals

Another problem is conflicting requirements. In any complex situation, a
single optimal solution is rarely a given for such a problem. The problem
itself might even be poorly described.

In the example of the house building discussion in Chapter 1, “Eating
Elephants Is Difficult,” the mother-in-law and the landowner could have very
different perspectives on what is desirable. Will their combined requirements
be entirely coherent and compatible? Whose job will it be to resolve these
conflicts?

We have seen the same problem on multiple $100 million programs. Any
big program owned by more than one powerful stakeholder is likely to fail
because of confusing and conflicted directions. As we saw in Chapter 1, life is
much easier when one powerful person is consistently in charge. Of course,
assigning a single stakeholder is not easy, but failing to identify this stake-
holder at the start of the project only ignores the problem.

Spotting requirements that are clearly expressed but in conflict is reason-
ably easy, and it is usually possible to resolve these through careful negotia-
tion. No one would seriously demand two mutually incompatible set of
requirements, right?

Let’s return to the analogy of home building as an example. When design-
ing a house, increasing the size of the windows will increase the feeling of
light and space within the building and improve the view. But bigger win-
dows will contribute to energy loss. Improved insulation in the walls or ceil-
ings might compensate for this, but this could result in increased building
costs or a reduced living area. Alternatively, the architect could request spe-
cial triple glazing. That would make the windows more thermally efficient
but could make the glass less translucent. As more concerns arise, the inter-
plays between them become more complex. As a result, the final solution
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becomes a trade-off between different aspects or characteristics of the solu-
tion. Possibly, the requirements are actually mutually incompatible—but
this can be known only in the context of a solution.

These conflicting requirements also come up repeatedly when designing
large computer systems. We hear comments similar to these: “We need the
system to be hugely scaleable to cope with any unexpected demand. It must
be available 24 hours a day, 7 days a week—even during upgrades or mainte-
nance—but must be cheaper to build, run, and maintain than the last sys-
tem.” Obviously, such requirements are always in conflict. 

Dynamic Aspects

The difficulty in coping with these requirements is compounded by the
fact that they don’t stand still. As you begin to interfere and interact with the
problem, you change it. For example, talking to a user about what the system
currently does could change that user’s perception about what it needs to do.
Interacting with the system during acceptance testing might overturn those
initial perceptions again. Introducing the supposed solution into the envi-
ronment could cause additional difficulties.

In IT systems, these side effects often result from a lack of understanding
that installing a new IT system changes its surroundings. Subsequent
changes also might need to be made to existing business procedures and best
practices that are not directly part of the solution. These changes might alter
people’s jobs, their interaction with customers, or the skills they require. 

In addition to these impacts, the time involved in such projects usually
means that the business environment in which the solution is to be placed
has evolved. Some of the original requirements might need to change or
might no longer be applicable

Therefore, one of the key requirements for any Elephant Eater is tight and
dynamic linkage between the business and IT.

Systems Integration and Engineering Techniques

But the problem we’re talking about isn’t new, is it? People have been try-
ing to deliver complex systems for more than 40 years. There must already be
some pretty reasonable Elephant Eaters out there.

Now that we have a good understanding of the problem, it’s a good idea to
take a closer look at some of the solutions that are already out there and see
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why, given the meager 30 percent success rate noted in the Preface, we need a
new Elephant Eater.

Generally, these big problems need to be approached via formal tech-
niques. These techniques work from two different directions. They either
work their way down from the top, gaining increasing levels of detail, or they
start from the bottom, examining needs in detail and working their way
upward, building toward a complete solution.

Walk the Easy Path or…
If you’re infinitely lucky, the bottom-up approach might work.

Considering a very simple example, you could select a package that seems
close to what you need. You could then walk through the business processes
you want to execute. As you go, you can write down all the changes you need
to make to the package, and, presto! After you’ve made the changes, you’ve
got a solution! You’ve designed the whole system from the ground up
because the package dictates your choices for how you do pretty much every-
thing else.

If you don’t allow the package to dictate your choices, chances are, you
will find yourself in a very sticky mess: Each major change you make will
require extra development, testing, and long-term maintenance costs. If
you’ve chosen the bottom-up approach, you must stick to it religiously and
accept the changes it will impose on the process and the business.

Ultimately, a package with a good fit, whether imposed or a lucky choice,
is the very best in bottom-up solutions. Start halfway up the hill—the pack-
age already approximates what you want. Then modify the solution itera-
tively with the end user and find a happy endpoint near the top of the hill.

However, chances are, for a really complex project, using the bottom-up
approach with a single package will not work. You must break down the
problem into smaller pieces and then integrate them to create a single solu-
tion. You can divide up the problem in two fundamental ways.

…Break the Boulders and Make Them Smooth
You can decompose the problem into smaller, more easily managed Views

through two methods: splitting and abstraction. Splitting simply divides
complex big chunks into smaller, more manageable pieces. Abstraction
removes detail from each larger chunk to form more manageable and under-
standable pieces. These two techniques, splitting and abstraction, allow
almost any gargantuan problem to be subdivided into smaller, better con-
tained problems. Think of it as slicing the problem into little squares.
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Abstraction gives you horizontal cuts, while View splitting gives you verti-
cal ones. Everything becomes a manageable “chunk.” This is the basis for most
systems integration and engineering methods. Many of these methods are pro-
prietary, but some, such as The Open Group Architecture Framework
(TOGAF) from the Open Foundation, are freely available. Each approach tries
to create a continuum of knowledge, from high-level representations to more
detailed. These paths vary but can be characterized as moving in some way
from logical to physical, general to specific, or taxonomy to specification.

When good methods or tools are used, there is traceability from the high
level to the low level. This helps a reader understand why something has
been designed the way it has. 

Such movement is unsurprisingly characterized as a progression, starting
from the high-level principles and overall vision of what needs to be
achieved, and moving down through the perspectives of business, process,
roles, and models of information. Figure 6.1 highlights the basic stages of the
TOGAF method.
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Some approaches go even further. They segment each level of abstraction
into a number of separate perspectives. Of these “frameworks,” the enterprise
architecture framework produced by John Zachman of IBM in the 1980s is
probably the most famous. Called the Zachman Framework, it considers the
additional dimension of Data, Function, Network, People, Time, and
Motivation. Figure 6.2 illustrates how the Zachman Framework segments
the architecture into these perspectives.
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Figure 6.2 The Zachman Framework of Enterprise Architecture segments the architecture into a
variety of perspectives.

These approaches enable you to decompose the full width and breadth of
the problem (including the existing constraints) into separate Views so that a
suitably skilled guru can independently govern and maintain them.

At the very top of this top-down approach is a simple sheet of paper that
purports to show or describe the scope of the whole problem for that particu-
lar perspective. A single sheet of paper might even purport to summarize the
10,000-foot view for all the perspectives. 



Below that top sheet are many more sheets that describe each element on
the sheet above. This technique is so well recognized that it’s applied to
almost everything in complex problems, whether we’re talking about the
shape of the system, the business processes that it executes, or the description
of the plan that will build it.

In this hierarchy of paper, the top tier is labeled Level 0; the next tier
down, Level 1; and so on. At each layer, the number of sheets of paper
increases, but each of these sheets is a manageable View. The problem has
been successfully decomposed. In the example in Figure 6.3, our single-page
business context that describes the boundaries of the problem we’re solving is
gradually decomposed into 60,000 pages of code, deployment information,
and operational instructions that describe the whole solution. At each step of
the way, the intermediate representations all correspond to a View.

After the problem has been decomposed into single sheets, or Views, rules
must be written and applied to specify how they work together.

Surely that solves our problem. The elephant has been eaten. Complexity
is reduced, so each area becomes manageable. Each person is dealing with
only a bit of the problem.

This is, of course, precisely what the world’s largest systems integrators
do. They define their Views in terms of work products or deliverables. They
come from different perspectives and at different levels of abstraction. The
systems integrators have design and development methods that describe who
should do what to which View (or work product) and in what order.

So if the problem is essentially solved, why does it go wrong so often?
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Figure 6.3 Decomposition of a complex problem space
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Abstraction Is the Heart of Architecture
In all these cases, we move from the general to the specific, with the next

layer of detail expanding upon the previous level of abstraction. This move-
ment from general to specific gives architecture its power to simplify, com-
municate, and make ghastly complexity more aesthetically pleasing.

Abstraction is the heart of architecture. This powerful and persuasive
concept has been at the center of most of the advances in complex systems
architecting for the last 15 years. It underpins the history of software
engineering—objects, components, and even IT services have their roots in
abstraction. Because abstraction is one of our most powerful tools, we should
consider its capabilities and limitations.

As systems have become more complex, additional layers of abstraction
have been inserted into the software to keep everything understandable and
maintainable. Year by year, programmers have gotten further away from the
bits, registers, and native machine code, through the introduction of lan-
guages, layered software architectures, object-oriented languages, visual pro-
gramming, modeling, packages, and even models of models (metamodeling).

Today, programs can be routinely written, tested, and deployed without
manually writing a single line of code or even understanding the basics of
how a computer works. A cornucopia of techniques and technologies can
insulate today’s programmers from the specifics and complexities of their
surrounding environments. Writing a program is so simple that we can even
get a computer to do it. We get used to the idea of being insulated from the
complexity of the real world.

Mirror, Mirror on the Wall, Which Is the Fairest Software of All?

Software engineering approaches the complexity and unpredictability of
the real world by abstracting the detail to something more convenient and
incrementally improving the abstraction over time. 

Working out the levels of abstraction that solve the problem (and will
continue to solve the problem) is the key concern of the software architect.
IBM’s chief scientist Grady Booch and other leaders of the software industry
are convinced that the best software should be capable of dealing with great
complexity but also should be inherently simple and aesthetically pleasing.1

Thus, over time, we should expect that increasing levels of abstraction will
enable our software to deal with more aspects of the real world. This is most
obviously noticeable in games and virtual worlds, where the sophistication of
the representation of the virtual reality has increased as individual elements
of the problem are abstracted. Figure 6.4 shows how games architectures
have matured over the last 20 years.
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Figure 6.4 Games architectures have matured immensely over the last 20 years.



The current sophisticated, shared online games of the early twenty-first
century exhibit greater descriptive power compared to the basic 2D games of
the 1970s. Hiding the complexity of the physics engine from the graphical
rendering system, and hiding both of these from the user server and the sys-
tem that stores the in-world objects, enables increasing levels of sophisticated
behavior. 

Abstraction has its drawbacks, however. Each level of abstraction deliber-
ately hides a certain amount of complexity. That’s fine if you start with a
complete description of the problem and work your way upward, but you
must remember that this isn’t the way today’s systems integration and archi-
tecting methods work.

These methods start from the general and the abstract, and gradually
refine the level of detail from there. Eventually, they drill down to reality.
This sounds good. Superficially, it sounds almost like a scientific technique.
For example, physicists conduct experiments in the real world, which has a
lot of complexity, imperfection, and “noise” complicating their experiments.
However, those experiments are designed to define or confirm useful and
accurate abstractions of reality in the form of mathematical theories that will
enable them to make successful predictions. Of course, the key difference
between software engineering and physics is that the physicists are iteratively
creating abstractions for something that already exists and refining the
abstraction as more facts emerge. The architects, on the other hand, are
abstracting first and then creating the detail to slot in behind the abstraction.
Figure 6.5 should make the comparison clearer.

The IT approach should strike you as fundamentally wrong. If you need
some convincing, instead of focusing on the rather abstract worlds of physics
or IT, let’s first take a look at something more down to earth: plumbing.

Plumbing the Depths

The IT and plumbing industries have much in common. Participants in
both spend a great deal of time sucking their teeth, saying, “Well, I wouldn’t
have done it like that,” or, “That’ll cost a few dollars to put right.” As in
many other professions, they make sure that they shroud themselves in inde-
cipherable private languages, acronyms, and anecdotes.
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Figure 6.5 Who’s right? Physicists or IT architects?

Imagine for a moment a heating engineer who has been asked to install a
radiator in a new extension. He has looked at the plans and knows how he’s
going to get access to the pipes. From the specifications he’s read, he knows
what fixtures he needs. After doing some pretty easy calculations based on
room size, window area, and wall type, he even got hold of the right size radi-
ator to fit on the wall that will deliver the right amount of heat for the room.
It’s an hour’s work, at most. 

The job is done and he leaves a happy man. A few days later, the home-
owner is complaining that the room is still cold. Only when the plumber
arrives back on-site and investigates the boiler does he find out that the
output of the boiler is now insufficient for the needs of the house. He rec-
ommends that the homeowner order a new 33-kilowatt boiler and
arranges to come back in a week.
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A week later, he’s back to begin fitting the new boiler. Right at the start
of the task, it becomes obvious that the old boiler was oil-fired and the new
one is gas. This is slightly inconvenient because the property is not connected
to the gas main, even though it runs past the property.

Another few weeks pass while the homeowner arranges for the house to be
connected to the gas supply. On the plumber’s third visit, everything is
going swimmingly. Then he notices that there are no free breaker slots on the
electricity circuit board to attach the new boiler. A week later, he replaces the
circuit board. The boiler is installed, but another problem arises: Although
the heat output of the boiler is sufficient, a more powerful pump is required
to distribute the heat throughout the house.

And that’s when the problems really start.

Don’t Abstract Until You See the Whole Elephant
Judging from the architect’s top-level view, the solution seemed pretty

obvious. Only when the job was almost done was it obvious that it hadn’t
worked. Those other aspects of the problem—the supply, the pump, and the
circuit board—were invisible from the Level 0 perspective the plumber
received, so he ignored them in doing his analysis.

After all, nothing was fundamentally wrong with the plumber’s solution;
he just didn’t have a good specification of the problem. The process of
abstracting the problem to the single architectural drawing of the new room
meant that he had no visibility of the real problem, which was somewhat big-
ger and more complex. He simply couldn’t see the hidden requirements—the
environmental constraints—from his top-level, incorrectly abstracted view of
the problem.

Unfortunately, abstractions, per se, always lack details of the underlying
complexity. The radiator was a good theoretical solution to the problem, but
it was being treated as a simple abstract component that, when connected to
the central heating system, would issue the right amount of heat. Behind
that simple abstraction lays the real hidden complexity of the boiler, gas
main, and circuit board that leaked through and derailed this abstracted
solution.2 Will such complexity always leak up through the pipe and derail
simple abstract solutions?

Well, imagine for a moment that the abstraction was absolute and that it
was impossible to trace backward from the radiator to the source of the heat.
Consider, for example, that the heat to each radiator was supplied from one of
a huge number of central utilities via shared pipes. If the complexity of that
arrangement was completely hidden, you would not know who to complain to
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if the radiator didn’t work. Of course, on the positive side, the utility company
supplying your heat wouldn’t be able to bill you for adding a new radiator!

Is this such an absurd example? Consider today’s IT infrastructures, with
layers of software, each supposedly easier to maintain by hiding the complex-
ities below. Who do you call when there is a problem? Is it in the applica-
tion? The middleware? Maybe it is a problem with the database?

If you become completely insulated from the underlying complexity—or
if you simply don’t understand it, then it becomes very difficult to know
what is happening when something goes wrong. Such an approach also
encourages naïve rather than robust implementations. Abstractions that fully
hide complexity ultimately cause problems because it is impossible to know
what is going wrong.

Poorly formed abstractions can also create a lack of flexibility in any com-
plex software architecture. If the wrong elements are chosen to be exposed to
the layers above, people will have to find ways around the architecture, com-
promising its integrity. Establishing the right abstractions is more of an art
than a science, but starting from a point of generalization is not a good place
to start—it is possibly the worst.

Successful Abstraction Does Not Come from a Lack
of Knowledge 
In summary, abstraction is probably the single most powerful tool for the

architect. It works well when used with care and when there is a deep under-
standing of the problem.

However, today’s methods work from the general to the specific, so they
essentially encourage and impose a lack of knowledge. Not surprisingly, there-
fore, the initial abstractions and decompositions that are made at the start of a
big systems integration or development project often turn out to be wrong.
Today’s methods tend to ignore complexity while purporting to hide it.

The Ripple Effect

Poor abstractions lead to underestimations and misunderstandings galore.
Everything looks so simple from 10,000 feet. On large projects, a saying goes
that “All expensive mistakes are made on the first day.” From our experience,
it’s an observation that is very, very true. 

Working with a lack of information makes abstraction easy but inaccurate. 
All projects are most optimistic right at the start. These early stages lack

detailed information; as a result, assumptions are made and the big abstrac-
tions are decided. 
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Assumptions are not dangerous in themselves—as long as they are
tracked. Unfortunately, all too often they are made but not tracked, and their
impact is not understood. In some ways, they are treated as “risks that will
never happen.” Assumptions must always be tracked and reviewed, and their
potential impact, if they’re untrue, must be understood. Chances are, some of
them will turn out to be false assumptions—and, chances are, those will be
the ones with expensive consequences. 

We need to move away from this optimistic, pretty-diagram school of
architecture, in which making the right decisions is an art form of second
guessing based on years of accumulated instinct and heuristics.3 We need a
more scientific approach with fewer assumptions and oversimplifications. A
colleague, Bob Lojek, memorably said, “Once you understand the full prob-
lem, there is no problem.”

Fundamentally, we need to put more effort into understanding the prob-
lem than prematurely defining the solution. As senior architects for IBM, we
are often asked to intervene in client projects when things have gone awry.
For example:

An Agile development method was being used to deliver a leading-
edge, web-based, customer self-service solution for a world-leading
credit card processor. The team had all the relevant skills, and the
lead architect was a software engineering guru who knew the mod-
ern technology platform they were using and had delivered many
projects in the past.

Given the new nature of the technology, the team had conformed
strictly to the best-practice patterns for development and had
created a technical prototype to ensure that the technology did
what they wanted it to do. The design they had created was hugely
elegant and was exactly in line with the customer requirement.

A problem arose, though. The project had run like a dream for
6 months, but it stalled in the final 3 months of the development.
The reporting system for the project recorded correctly that
80 percent of the code had been written and was working, but the
progress meter had stopped there and was not moving forward.
IBM was asked to take a look and see what the problem was.
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As usual, the answer was relatively straightforward. The levels of
abstraction, or layering, of the system had been done according to
theoretical best practice, but it was overly sophisticated for the job
that needed to be done. The architecture failed the Occam’s Razor
test: The lead architect had induced unnecessary complexity, and his
key architectural decisions around abstraction (and, to some extent,
decomposition) of the problem had been made in isolation of the
actual customer problem.

Second, and more important, the architect had ignored the inherent
complexity of the solution. Although the user requirements were
relatively straightforward and the Level 0 architecture perspectives
were easy to understand, he had largely ignored the constraints
imposed by the other systems that surrounded the self-service
solution.

Yes, the design successfully performed a beautiful and elegant
abstraction of the core concepts it needed to deal with—it’s just
that it didn’t look anything like the systems to which it needed to
be linked. As a result, the core activity for the previous 3 months
had been a frantic attempt to map the new solution onto the limita-
tions of the transactions and data models of the old. The mind-
bending complexity of trying to pull together two mutually
incompatible views of these new and old systems had paralyzed the
delivery team. They didn’t want to think the unthinkable. They had
defined an elegant and best-practice solution to the wrong problem.
In doing so, they had ignored hundreds of constraints that needed
to be imposed on the new system.

When the project restarted with a core understanding of these con-
straints, it became straightforward to define the right levels of
abstraction and separation of concerns. This provided an elegant and
simple solution with flexibility in all the right places—without
complicating the solution’s relationship with its neighbors.

—R.H.

6: Abstraction Works Only in a Perfect World 125



As a final horror story, consider a major customer case system for an
important government agency:

We were asked to intervene after the project (in the hands of
another systems integrator) had made little progress after 2 years of
investment.

At this point, the customer had chosen a package to provide its
overarching customer care solution. After significant analysis, this
package had been accepted as a superb fit to the business and user
requirements. Pretty much everything that was needed to replace
the hugely complex legacy systems would come out of a box. 

However, it was thought that replacing a complete legacy system
would be too risky. As a result, the decision was made to use half of
the package for the end-user element of the strategic solution; the
legacy systems the package was meant to replace would serve as its
temporary back end (providing some of the complex logic and many
of the interfaces that were necessary for an end-to-end solution).

The decision was to eat half the elephant. On paper, from 10,000
feet, it looked straightforward. The high-level analysis had not
pointed out any glitches, and the layering of the architecture and
the separation of concerns appeared clean and simple.

As the project progressed, however, it became apparent that the
legacy system imposed a very different set of constraints on the
package. Although they were highly similar from an end user and
data perspective, the internal models of the new and old systems
turned out to be hugely different—and these differences numbered
in the thousands instead of the hundreds.

Ultimately, the three-way conflict between the user requirements
(which were based on the promise of a full new system), the new
package, and the legacy system meant that something had to give.
The requirements were deemed to be strategic and the legacy sys-
tem was immovable, so the package had to change. This decision
broke the first rule of bottom-up implementations mentioned
earlier.

Eating the IT Elephant

Moving from Greenfield Development to Brownfield126



Although the system was delivered on time and budget, and
although it works to this day for thousands of users and millions
of customers, the implementation was hugely complicated by the
backflow of constraints from the legacy systems. As a result, it
then proved uneconomic to move the system to subsequent major
versions of the package. The desired strategic solution became a
dead end.

—K.J. and R.H.

In each of these cases, a better and more detailed understanding of the
overall problem was needed than standard top-down approaches could pro-
vide. Such an understanding would have prevented the problems these proj-
ects encountered.

Each of these three problems stems from a basic and incorrect assumption
by stakeholders that they could build a Greenfield implementation. At the
credit card processor, this assumption held firm until they tried to integrate
it with the existing infrastructure. The government department failed to
realize that its original requirements were based on a survey of a completely
different site (the one in which the legacy system was cleared away), resulting
in large-scale customization of the original package that was supposedly a
perfect fit.

Fundamentally, today’s large-scale IT projects need to work around the
constraints of their existing environment. Today’s IT architects should regard
themselves as Brownfield redevelopers first, and exciting and visionary archi-
tects second.

Companies that try to upgrade their hardware or software to the latest
levels experience the same ripple effect of contamination from the existing
environment. Despite the abstraction and layering of modern software and
the imposed rigor of enterprise architectures, making changes to the low lev-
els of systems still has a major impact on today’s enterprises.

As we mentioned before, no abstraction is perfect and, to some extent, it
will leak around the edges. This means there is no such thing as a nondisrup-
tive change to any nontrivial environment. As a supposedly independent
layer in the environment changes—perhaps a database, middleware, or oper-
ating system version—a ripple of change permeates around the environment.
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As only certain combinations of products are supported, the change can cas-
cade like a chain of dominoes. Ultimately, these ripples can hit applications,
resulting in retesting, application changes, or even reintegration.

Thus, to provide good and true architectures, we need to accept that we
need a better understanding of the problem to engineer the right abstrac-
tions. Additionally, we need all the aspects of the problem definition (busi-
ness, application, and infrastructure) to be interlinked so that we can
understand when and where the ripple effect of discovered constraints or
changes will impact the solution we are defining.

Do We Need a Grand Unified Tool?

The problem definition is too big for one tool or person to maintain, so
there appears to be a dilemma. The full complexity of the problem needs to
be embraced, and an understanding is required of everything that’s around,
including the existing IT and business environments. But all that informa-
tion needs to be pulled together so that the Views aren’t discrete or discon-
nected.

Many people have argued for tool unification as a means to achieve this, to
maintain all these connected Views in a single tool and, thus, enable a single
documented version of the truth to be established and maintained. But that
is missing a vital point about Views.

As explained in Chapter 2, “The Confusion of Tongues,” Views need to be
maintained by people in their own way, in their own language. Imposing a
single tool will never work. Simply too many preferred perspectives, roles,
and prejudices exist within our industry to believe that everyone is going to
sit down one day and record and maintain their Views in one specific tool.4 If
such combinations of Views into single multipurpose tools were possible,
desirable, and usable, then it is arguable that Microsoft® Office user inter-
faces Word®, PowerPoint®, and Excel® would have merged long ago.

Moreover, these integrated approaches that have been at the heart of tradi-
tional tooling are usually pretty poor at dealing with ambiguity or differ-
ences of opinion. On large projects with many people working on the same
information, it is not unusual to have formal repositories that enable people
to check out information, make changes to it, and then check it back in. Such
systems prevent two people from updating the same information at the same
time, which would result in confusion and conflicts. The upshot of this
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approach, however, is that the information that is checked into the repository
is the information that everyone else is then forced to use. The implications
of your changes are not always apparent to you—or perhaps immediately to
your colleagues, either. Maintaining a single source of truth when hundreds
of people are changing individual overlapping elements is less than straight-
forward. A change made by one individual can have serious consequences for
many other areas of the project, and no mechanism exists for highlighting or
resolving ambiguity—whoever checks the information into the repository
last wins!

In summary, grand unified tools are to software engineering what grand
unified theories are to modern physics—tricky to understand, multidimen-
sional, and elusive, often involving bits of string. No one has created a single
tool to maintain the full complexity of a complex IT project. Likewise, no
one will do so unless the tool enables people to maintain Views in their own
way, in their own language, and to identify and deal with ambiguity cooper-
atively.

The Connoisseur’s Guide to Eating Elephants

This chapter set out to define the kinds of things the Elephant Eater must
do, the kinds of problems it needs to deal with, and the kinds of environ-
ments with which it must cope. We’ve covered a lot of ground, so it’s worth
recapping the key requirements that we have established—a connoisseur’s
guide to eating elephants.

The Elephant Eater machine must recognize that the environment
imposes many more constraints beyond functional and nonfunctional
requirements. We rarely work on Greenfield sites anymore; the elephant-
eating machine must be at home on the most complex Brownfield sites—the
kind of Brownfield sites that have had a lot of IT complexity built up layer
on layer over many years.

The Elephant Eater must also address the lack of transparency that is
inherent within our most complex projects. This will enable us to x-ray our
elephant to see the heart of the problem. To achieve this transparent under-
standing, the Elephant Eater must acknowledge the fundamental human
limitation of the View and enable us to break down the problem into smaller
chunks.
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However, we suspect that a one-size-fits-all approach to maintaining
Views is doomed to failure. A high-level business process View will always
look very different than a detailed data definition. Therefore, an elephant-
eating machine that relies on a single tool for all users is pretty impractical.

In addition, we now know that, despite the best efforts of architects to
keep them insulated and isolated via abstractions and enterprise architec-
tures, many of these Views are interlinked. Therefore, the only way to under-
stand the problem properly is to make the interconnections between Views
explicit and try to make them unambiguous. We should also note, however,
that establishing a consolidated picture of all these Views needs to be a
process of cooperation and communication—one View cannot overwrite
another one, and ambiguity must be dealt with within its processing. We
also know that the View should cover the entire solution (business, applica-
tion, and infrastructure). 

By using the formal View and VITA approach introduced in Part I,
“Introducing Brownfield,” it should be possible to see how the Elephant
Eater proposed can address these requirements. The following facets are an
intrinsic part of Brownfield development.

Our Brownfield abstractions—and, therefore, architectures—will be a
good fit for the problem: Those decisions will be made based on detailed
information fed in via a site survey instead of vague generalization. This
adopts an engineer’s approach to the solution instead of the artisan’s heuris-
tics and intuition.

We will be able to preempt the ripple effect, often understanding which
requirements are in conflict or at least knowing the horrors hiding behind
the constraints. Therefore, the requirements can be cost-effectively refined
instead of the abstractions of the solution or its code. Resolving these prob-
lems early will have significant economic benefit.

The solution will become easier to create due to a deeper understanding of
the problem. A precise and unambiguous specification will enable the use of
delivery accelerators such as these:

■ Global delivery and centers of excellence

■ Code generation via Model Driven Development and Pattern Driven
Engineering because the precise specification can be used to parameterize
the generation processes

■ Iterative delivery as possible strategies for appropriate business and IT
segmentation of the problem become clearer
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Therefore, the Brownfield approach conceptually solves many of the prob-
lems presented in this chapter and previous chapters, avoiding the early,
unreliable, and imprecise abstractions and decompositions of existing
approaches. In the remaining chapters, we examine how Brownfield evolved
and how it can be deployed on large-scale IT projects.

Endnotes

1 Booch, Grady. “The BCS/IET Manchester Turing Lecture.” Manchester,
2007. http://intranet.cs.man.ac.uk/Events_subweb/special/turing07/.

2 Splolsky, Joel. “Joel on Software.” www.joelonsoftware.com/articles/
LeakyAbstractions.html.

3 Maier, Mark W. and Eberhardt Rechtin. The Art of Systems Architecting.
CRC Press, Boca Raton, Florida, 2000.

4 For example, IBM’s Rational Tool Set.
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