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Introduction

Learning Swift

Apple’s World Wide Developers Conference is an annual landmark event for its developer community. It is a big deal every year, but 2014 was particularly special: Apple introduced an entirely new language called Swift for the development of iOS and OS X applications.

As a new language, Swift represents a fairly dramatic shift for Mac OS X and iOS developers. More experienced iOS developers have something new to learn, and new developers cannot rely on a venerable community for tried and true answers and patterns. Naturally, this shift creates some uncertainty.

But this is also an exciting time to be a Mac OS X and iOS developer. There is a lot to learn in a new language, and this is especially true for Swift. The language has evolved quite a bit since its beta release in the summer of 2014, and it continues to evolve.

We are all at the forefront of this language’s development. As new features are added to Swift, its users can collaboratively determine its best practices. You can directly contribute to this conversation, and your work with this book will start you on your way to becoming a contributing member of the Swift community.

Whither Objective-C?

So, what about Objective-C, Apple’s previous *lingua franca* for its platforms? Do you still need to know that language? For the time being, we think that answer is an unequivocal “Yes.” Apple’s Cocoa library, which you will use extensively, is written in Objective-C, so debugging will be easier if you understand that language. Moreover, most learning materials and existing Mac and iOS apps are written in Objective-C. Indeed, Apple has made it easy, and sometimes preferable, to mix and match Objective-C with Swift in the same project. As an iOS or Mac developer, you are bound to encounter Objective-C, so it makes sense to be familiar with the language.

But do you need to know Objective-C to learn Swift? Not at all. Swift coexists and interoperates with Objective-C, but it is its own language. If you do not know Objective-C, it will not hinder you in learning Swift. (We will only use Objective-C directly in one chapter toward the end of this book, and even then it will not be important for you to understand the language.)

Prerequisites

We have written this book for all types of iOS and Mac OS X developers, from platform experts to first-timers. For readers just starting software development, we will highlight and implement best practices for Swift and programming in general. Our strategy is to teach you the fundamentals of programming while learning Swift. For more experienced developers, we believe this book will serve as a helpful introduction to your platform’s new language. So while having some development experience will be helpful, we do not believe that it is necessary in order to have a good experience with this book.

We have also written this book with numerous examples so that you can refer to it in the future. Instead of focusing on abstract concepts and theory, we have written in favor of the practical. Our approach
favors using concrete examples to unpack the more difficult ideas and also to expose the best practices
that make code more fun to write, more readable, and easier to maintain.

How This Book Is Organized

This book is organized in six parts. Each is designed to accomplish a specific set of goals that build on
each other. By the end of the book, you will have built your knowledge of Swift from that of a beginner
to a more advanced developer.

Getting Started

This part of the book focuses on the tools that you will need
to write Swift code and introduces Swift’s syntax.

The Basics

The Basics introduces the fundamental data types that you
will use every day as a Swift developer. This part of the book
also covers Swift’s control flow features that will help you to
control the order in which your code executes.

Collections and Functions

You will often want to gather related data in your application.
Once you do, you will want to operate on that data. Swift
offers collections and functions to help with these tasks.

Enumerations, Structures, and
Classes

This part of the book covers how you will model your data
in your own development. We cover the differences between
these types and make some recommendations on when to use
each.

Advanced Swift

As a modern language, Swift provides a number of more
advanced features that enable you to write elegant, readable,
and effective code. This part of the book discusses how to use
these elements of Swift to write idiomatic code that will set
you apart from more casual Swift developers.

Event-Driven Applications

This part of the book walks you through writing your first
Mac OS X and iOS applications. For readers working with
older Mac OS X or iOS applications, we conclude this part
of the book by discussing how to interoperate between
Objective-C and Swift.

How to Use This Book

Programming can be tough, and this book is here to make it easier. How can we help you with that?
Follow these steps:

• Read the book. Really! Do not just browse it nightly before going to bed.

• Type out the examples as you read along. Part of learning is muscle memory. If your fingers know
where to go and what to type without too much thought on your part, then you are on your way to
becoming a more effective developer.
• Make mistakes! In our experience, the best way to learn how things work is to first figure out what makes them not work. Break our code examples and then make them work again.

• Experiment as your imagination sees fit. Whether that means tinkering with the code you find in the book or going off in your own direction, the sooner you start solving your own problems with Swift, the faster you will become a better developer.

• Do the challenges we have included in most chapters. As we mentioned, it is important to begin solving problems with Swift as soon as possible. Doing so will help you to start thinking like a developer.

More experienced developers may not need to go through some of the earlier parts of the book. Getting Started and The Basics may be very familiar to some developers.

One caveat: In The Basics, do not skip the chapter on Optionals as they are at the heart of Swift, and in many ways they define what is unique about the language.

Subsequent chapters like Arrays, Dictionaries, Functions, Enumerations, and Structs and Classes may seem like they will not present anything new to the practiced developer, but we feel that Swift’s approach to these topics is unique enough that every reader should at least skim these chapters.

Last, remember that learning new things takes time. Dedicate some time to going through this book when you are able to avoid distractions. You will get more out of the text if you can.

**Challenges**

Many of the chapters conclude with an exercise for you to work through on your own. These are an excellent opportunity for you to challenge yourself. In our experience, truly deep learning is accomplished when you solve problems in your own way.

**For the More Curious**

Relatedly, we include sections entitled “For the More Curious” at the end of many chapters. These sections address questions that may have occurred to the curious reader working through the chapter. Sometimes, we discuss how a given language feature’s underlying mechanics work, or we may explore a programming concept not quite related to the heart of the chapter.

**Typographical Conventions**

You will be writing a lot of code as you work through this book. To make things easier, we use a couple of conventions to identify what text is old, what should be added, and what should be removed. For example, in the function implementation below, you are deleting the text `print("Hello")` and adding `print("Goodbye")`.

```swift
func talkToMe() {
    print("Hello")
    print("Goodbye")
}
```
Necessary Hardware and Software

To build and run the applications in this book, you will need a Mac running OS X Yosemite (10.10) or newer. You will also need to install Xcode, Apple’s integrated development environment (IDE), which is available on the App Store. Xcode includes the Swift compiler as well as other development tools you will use throughout the book.

Swift is still under rapid development. This book is written for Swift 2.0 and Xcode 7.0. Many of the examples will not work as written if you are using an older version of Xcode. If you are using a newer version of Xcode, it is possible there may have been changes in the language that will cause some examples to fail.

As this book is moving into the printing process, Xcode 7.1 Beta is available. The code samples in the book work with the latest beta version we have been able to use. If future versions of Xcode do cause problems, take heart – the vast majority of what you learn will continue to be applicable to future versions of Swift even though there may be changes in syntax or names. You can also check out our forums at http://forums.bignerdranch.com for help.

Before We Begin

We hope to show you how much fun it can be to make applications for the Apple ecosystem. While writing code can be extremely frustrating, it can also be gratifying. There is something magical and exhilarating about solving a problem, not to mention the special joy that comes out of making an app that helps people and brings them happiness.

The best way to improve at anything is with practice. If you want to be a developer, then let’s get started! If you find that you do not think you are very good at it, who cares? Keep at it and we are sure that you will surprise yourself. Your next steps lie ahead. Onward!
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In previous chapters your code led a relatively simple life: you declared some simple constants and variables and then assigned them values. But of course, an application really comes to life – and programming becomes a bit more challenging – when the application makes decisions based on the contents of its variables. For example, a game may let players leap a tall building if they have eaten a power-up. You use conditional statements to help applications make these kind of decisions.

**if/else**

if/else statements execute code based on a specific logical condition. You have a relatively simple either/or situation and depending on the result one branch of code or another (but not both) runs. Consider Knowhere, your small town from the previous chapter, and imagine that you need to buy stamps. Either Knowhere has a post office or it does not. If it has a post office, you will buy stamps there. If it does not have a post office, you will need to drive to the next town to buy stamps. Whether there is a post office is your logical condition. The different behaviors are “get stamps in town” and “get stamps out of town.”

Some situations are more complex than a binary yes/no. You will see a more flexible mechanism called switch in Chapter 5. But for now, let’s keep it simple.

Create a new OS X playground and name it **Conditionals**. Enter the code below, which shows the basic syntax for an if/else statement:

**Listing 3.1 Big or small?**

```swift
import Cocoa

var population: Int = 5422
var message: String

if population < 10000 {
    message = "\(population) is a small town!"
} else {
    message = "\(population) is pretty big!"
}

print(message)
```

You first declare `population` as an instance of the `Int` type and then assign it a value of 5422. Next, you declare a variable called `message` that is of the `String` type. You leave this variable uninitialized at first, meaning that you do not assign it a value.
Next comes the conditional `if/else` statement. This is where `message` is assigned a value based on whether the “if” statement evaluates to true. (Notice that you use *string interpolation* to put the population into the `message` string.)

Figure 3.1 shows what your playground should look like. The console and the results sidebar show that `message` has been set to be equal to the string literal assigned when the conditional evaluates to true. How did this happen?

**Figure 3.1 Conditionally describing a town’s population**

![Screenshot of Swift playground](attachment:image.png)

The condition in the `if/else` statement tests whether your town’s population is less than 10,000 via the `<` comparison operator. If the condition evaluates to true, then `message` is set to be equal to the first string literal (“X is a small town!”). If the condition evaluates to false – if the population is 10,000 or greater – the `message` is set to be equal to the second string literal (“X is pretty big!”). In this case, the town’s population is less than 10,000, so `message` is set to “5422 is a small town!”

Table 3.1 lists Swift’s comparison operators.

**Table 3.1 Comparison operators**

<table>
<thead>
<tr>
<th>Operator</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><code>&lt;</code></td>
<td>Evaluates whether the number on the left is smaller than the number on the right.</td>
</tr>
<tr>
<td><code>&lt;=</code></td>
<td>Evaluates whether the number on the left is smaller than or equal to the number on the right.</td>
</tr>
<tr>
<td><code>&gt;</code></td>
<td>Evaluates whether the number on the left is greater than the number on the right.</td>
</tr>
<tr>
<td><code>&gt;=</code></td>
<td>Evaluates whether the number on the left is greater than or equal to the number on the right.</td>
</tr>
<tr>
<td><code>==</code></td>
<td>Evaluates whether the number on the left is equal to the number on the right.</td>
</tr>
<tr>
<td><code>!=</code></td>
<td>Evaluates whether the number on the left is not equal to the number on the right.</td>
</tr>
<tr>
<td><code>===</code></td>
<td>Evaluates whether the two instances point to the same reference.</td>
</tr>
<tr>
<td><code>!==</code></td>
<td>Evaluates whether the two instances do not point to the same reference.</td>
</tr>
</tbody>
</table>
You do not need to understand all of the operators’ descriptions right now. You will see many of them in action as you move through the book, and they will become clearer as you use them. Refer back to this table as a reference if you have questions.

Sometimes you only care about one aspect of the condition that is under evaluation. That is, you want to execute code if a certain condition is met and do nothing if it is not. Enter the code below. (Notice that new code, shown in bold, appears in two places.)

**Listing 3.2 Is there a post office?**

```swift
import Cocoa

var population: Int = 5422
var message: String
var hasPostOffice: Bool = true

if population < 10000 {
    message = "\(population) is a small town!"
} else {
    message = "\(population) is pretty big!"
}

print(message)

if !hasPostOffice {
    print("Where do we buy stamps?")
}
```

Here, you add a new variable called `hasPostOffice`. This variable has the type `Bool`, short for “Boolean.” Boolean types can take one of two values: true or false. In this case, the Boolean `hasPostOffice` variable keeps track of whether the town has a post office. You set it to true, meaning that it does.

The `!` is called a **logical operator**. This operator is known as “logical not.” It tests whether `hasPostOffice` is false. You can think of `!` as inverting a **Boolean** value: true becomes false, and false becomes true.

The code above first sets `hasPostOffice` to true, then asks whether it is false. If `hasPostOffice` is false, you do not know where to buy stamps, so you ask. If `hasPostOffice` is true, you know where to buy stamps and do not have to ask, so nothing happens.

Because the town **does** have a post office (because `hasPostOffice` was initialized to true), the condition `!hasPostOffice` is false. That is, it is **not** the case that `hasPostOffice` is false. Therefore, the `print()` function never gets called.

Table 3.2 lists Swift’s logical operators.

<table>
<thead>
<tr>
<th>Operator</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><code>&amp;</code></td>
<td>Logical AND: true if and only if both are true (false otherwise)</td>
</tr>
<tr>
<td><code>&amp;&amp;</code></td>
<td>Logical OR: true if either is true (false only if both are false)</td>
</tr>
<tr>
<td><code>!</code></td>
<td>Logical NOT: true becomes false, false becomes true</td>
</tr>
</tbody>
</table>
Ternary Operator

The ternary operator is very similar to an if/else statement, but has more concise syntax. The syntax looks like this: `a ? b : c`. In English, the ternary operator reads something like, “If a is true, then do b. Otherwise, do c.”

Let’s rewrite the town population check that used if/else using the ternary operator instead.

Listing 3.3 Using the ternary operator

```swift
... if population < 10000 {
    message = "\(population) is a small town!"
} else {
    message = "\(population) is pretty big!"
} message = population < 10000 ? "\(population) is a small town!" : "\(population) is pretty big!"
...
```

The ternary operator can be a source of controversy: some programmers love it; some programmers loathe it. We come down somewhere in the middle. This particular usage is not very elegant. Your assignment to `message` requires more than a simple `a ? b : c`. The ternary operator is great for concise statements, but if your statement starts wrapping to the next line, we think you should use if/else instead.

Hit Command-Z to undo, removing the ternary operator and restoring your if/else statement.

Listing 3.4 Restoring if/else

```swift
... message = population < 10000 ? "\(population) is a small town!" : "\(population) is pretty big!"
if population < 10000 {
    message = "\(population) is a small town!"
} else {
    message = "\(population) is pretty big!"
}
...
Nested ifs

You can nest if statements for scenarios with more than two possibilities. You do this by writing an if/else statement inside the curly braces of another if/else statement. To see this, nest an if/else statement within the else block of your existing if/else statement.

Listing 3.5 Nesting conditionals

```swift
import Cocoa
var population: Int = 5422
var message: String
var hasPostOffice: Bool = true
if population < 10000 {
    message = "\(population) is a small town!"
} else {
    if population >= 10000 && population < 50000 {
        message = "\(population) is a medium town!"
    } else {
        message = "\(population) is pretty big!"
    }
}
print(message)
if !hasPostOffice {
    print("Where do we buy stamps?")
}
```

Your nested if clause makes use of the `>=` comparator (comparison operator) and the `&&` logical operator to check whether population is within the range of 10,000 to 50,000. Because your town’s population does not fall within that range, your message is set to “5422 is a small town!” as before.

Try bumping up the population to exercise the other branches.

Nested if/else statements are common in programming. You will find them out in the wild, and you will be writing them as well. There is no limit to how deeply you can nest these statements. However, the danger of nesting them too deeply is that it makes the code harder to read. One or two levels are fine, but beyond that your code becomes less readable and maintainable.

There are ways to avoid nested statements. Next, you are going to refactor the code that you have just written to make it a little easier to follow. Refactoring means changing code so that it does the same work but in a different way. It may be more efficient, or may just look prettier or be easier to understand.
else if

The else if conditional lets you chain multiple conditional statements together. else if allows you to check against multiple cases and conditionally executes code depending on which clause evaluates to true. You can have as many else if clauses as you want. Only one condition will match.

To make your code a little easier to read, extract the nested if/else statement to be a standalone clause that evaluates whether your town is of medium size.

Listing 3.6 Using else if

```swift
import Cocoa

var population: Int = 5422
var message: String
var hasPostOffice: Bool = true

if population < 10000 {
    message = "\(population) is a small town!"
} else if population >= 10000 && population < 50000 {
    message = "\(population) is a medium town!"
} else {
    if population >= 10000 && population < 50000 {
        message = "\(population) is a medium town!"
    } else {
        message = "\(population) is pretty big!"
    }
    message = "\(population) is pretty big!"
}

print(message)

if !hasPostOffice {
    print("Where do we buy stamps?")
}
```

You are using one else if clause, but you could have chained many more. This block of code is an improvement over the nested if/else above. If you find yourself with lots of if/else statements, you may want to use another mechanism, such as switch described in Chapter 5. Stay tuned.

Bronze Challenge

Add an additional else if statement to the town-sizing code to see if your town’s population is very large. Choose your own population thresholds. Set the message variable accordingly.
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