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system definition domain, 323–327
tools for, 333–334
traceability matrix, 324
upstream versus downstream, 321
use cases to realizations, 328–329
use cases to test cases, 330–332
user needs to features, 324–325
traceability relationships, 320–322
Tracy, HOLIS team role, 38, 408
traditional approach, 23–27
transition phase, 28
translating business models to systems
  models, 64–65

U

UML activity diagrams, 284–285
UML (Unified Modeling Language), 61–64
underpromise and overdeliver, 225
understanding the problem. See problem
  analysis; requirements; users and
  stakeholders, needs assessment.
“Undiscovered Ruins” syndrome, 91, 137–138
Unified Modeling Language (UML), 61–64
updating. See refining.
usability, requirements for, 259–260
use-case-driven design, 299–300
use cases. See also business modeling;
  problem analysis; storyboarding.
actors
  case study, 161–163, 245
  definition, 150
  identifying and describing, 153
  use-case relationships, 155
basic and alternate paths. See flow of events.
benefits of, 148
building, 152–156
case study, 158–163, 418
collaborations, 299–302
definition, 149
deriving test cases from, 306–307, 309–316
in the design model, 299–302
elements of, 149–152
extending, 251–254
flow of events
  basic and alternate paths, 155–156
case study, 247–249, 428
definition, 151
specification template, 450–451
including in other use cases, 254–255
linking to supplemental specifications, 266–267
modeling software systems, 62–63, 295–296
naming
  case study, 246–247
  importance of, 154
pre- and post-conditions
  case study, 428
definition, 151–152
refining, 249–250
refining use cases, 156
specification template, 451
realizations
  collaborations, 299–302
  role in testing, 317
  tracing, 328–329
refining
  case study, 245–251
description, 156
evolutionary process, 243–244
nonfunctional software requirements, 251
pre- and post-conditions, 156, 249–250
scope definition, 244
special requirements, 250–251
as requirements, 294–295
versus requirements, 233–234
role in architecture, 298–299
role of product manager, 192–193
scenarios, 309–312
specification template, 449–452
storyboarding, 156–158
tracing to test cases, 330–332
user interface design, 156–158
"User and Developer" syndrome, 92
user experience
  defining, 193–194, 197
  end user materials, 193–194, 197
  user interface design, 156–158
users and stakeholders. See also features, product or system; interviewing.
developer communication gap, 92
identifying
  case study, 80–81
description, 50–52
needs
  definition, 96
  requirements management, 20
  tracing to features, 324–325
needs assessment. See also problem analysis; requirements, eliciting.
case study, 78, 412, 414–418
defining the user experience, 193–194, 197
description, 51–52
developing end user materials, 193–194, 197
level of abstraction, 96–99
quality checklist, 363
RUP (Rational Unified Process), 464–465
system features, 96–99
requirements workshop participation, 111
stakeholder definition, 50
User’s Bill of Rights, 260
V
verifying the design, 302–303. See also building the right system; testing. version control. See change management.
vision documents
case study, 419–424
components, 174
Delta Vision versions, 177–181
importance of, 173
in legacy systems, 180–181
in product lifecycle, 177–181
template, 175–176, 437–447
tracking product evolution, 177–181

W
waterfall model, 24–25
white box testing versus black box, 317–318

X
XP (Extreme Programming), 388–392

Y
“Yes, But” syndrome, 90–91, 137–138
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