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3.12 Increment and Decrement Operators
C also provides the unary increment operator, ++, and the unary decrement operator, --,
which are summarized in Fig. 3.12. If a variable c is incremented by 1, the increment op-
erator ++ can be used rather than the expressions c = c + 1 or c += 1. If increment or dec-
rement operators are placed before a variable, they are referred to as the preincrement or
predecrement operators, respectively. If increment or decrement operators are placed after
a variable, they are referred to as the postincrement or postdecrement operators, re-
spectively. Preincrementing (predecrementing) a variable causes the variable to be incre-
mented (decremented) by 1, then the new value of the variable is used in the expression in
which it appears. Postincrementing (postdecrementing) the variable causes the current val-
ue of the variable to be used in the expression in which it appears, then the variable value
is incremented (decremented) by 1. 

Figure 3.13 demonstrates the difference between the preincrementing and the postin-
crementing versions of the ++ operator. Postincrementing the variable c causes it to be
incremented after it is used in the printf statement. Preincrementing the variable c
causes it to be incremented before it is used in the printf statement..

Operator Sample expression Explanation

++ ++a Increment a by 1 then use the new value of a in 
the expression in which a resides.

++ a++ Use the current value of a in the expression in 
which a resides, then increment a by 1.

-- --b Decrement b by 1 then use the new value of b in 
the expression in which b resides.

-- b-- Use the current value of b in the expression in 
which b resides, then decrement b by 1.

Fig. 3.12Fig. 3.12Fig. 3.12Fig. 3.12 The increment and decrement operators

1 /* Fig. 3.13: fig03_13.c
2    Preincrementing and postincrementing */
3 #include <stdio.h>
4
5 int main()
6 {
7    int c = 5;
8    
9    printf( "%d\n", c );

10    printf( "%d\n", c++ );    /* postincrement */
11    printf( "%d\n\n", c );
12    
13    c = 5;
14    printf( "%d\n", c );

Fig. 3.13Fig. 3.13Fig. 3.13Fig. 3.13 Showing the difference between preincrementing and postincrementing. 
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The program displays the value of c before and after the ++ operator is used. The dec-
rement operator (--) works similarly. 

Good Programming Practice 3.10
Unary operators should be placed directly next to their operands with no intervening spaces. 3.10

The three assignment statements in Fig. 3.10

passes = passes + 1;
failures = failures + 1;
student = student + 1;

can be written more concisely with assignment operators as

passes += 1;
failures += 1;
student += 1;

with preincrement operators as

++passes;
++failures;
++student;

or with postincrement operators as

passes++;
failures++;
student++;

It is important to note here that when incrementing or decrementing a variable in a
statement by itself, the preincrement and postincrement forms have the same effect. It is
only when a variable appears in the context of a larger expression that preincrementing and
postincrementing have different effects (and similarly for predecrementing and post-
decrementing).

Only a simple variable name may be used as the operand of an increment or decrement
operator.

15    printf( "%d\n", ++c );    /* preincrement */
16    printf( "%d\n", c );
17
18    return 0;   /* successful termination */
19 }
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Common Programming Error 3.10
Attempting to use the increment or decrement operator on an expression other than a simple
variable name, e.g., writing ++(x + 1) is a syntax error.  3.10

Good Programming Practice 3.11
The ANSI standard generally does not specify the order in which an operator’s operands will
be evaluated (although we will see exceptions to this for a few operators in Chapter 4). There-
fore the programmer should avoid using statements with increment or decrement operators in
which a particular variable being incremented or decremented appears more than once.  3.11


