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Welcome

*The most unsuccessful three years in the education of cost estimators appears to be fifth-grade arithmetic.*

—Norman R. Augustine

Software estimation is not hard. Experts have been researching and writing about software estimation for four decades, and they have developed numerous techniques that support accurate software estimates. Creating accurate estimates is straightforward—once you understand how to create them. But not all estimation practices are intuitively obvious, and even smart people won’t discover all the good practices on their own. The fact that someone is an expert developer doesn’t make that person an expert estimator.

Numerous aspects of estimation are not what they seem. Many so-called estimation problems arise from misunderstanding what an “estimate” is or blurring other similar-but-not-identical concepts with estimation. Some estimation practices that seem intuitively useful don’t produce accurate results. Complex formulas sometimes do more harm than good, and some deceptively simple practices produce surprisingly accurate results.

This book distills four decades of research and even more decades of hands-on experience to help developers, leads, testers, and managers become effective estimators. Learning about software estimation turns out to be generally useful because the influences that affect software estimates are the influences that affect software development itself.

**Art vs. Science of Software Estimation**

Software estimation research is currently focused on improving estimation techniques so that sophisticated organizations can achieve project results within ±5% of estimated results instead of within ±10%. These techniques are mathematically intensive. Understanding them requires a strong math background and concentrated study. Using them requires number crunching well beyond what you can do on your hand calculator. These techniques work best when embodied in commercial software estimation tools. I refer to this set of practices as the *science of estimation*.

Meanwhile, the typical software organization is not struggling to improve its estimates from ±10% to ±5% accuracy. The typical software organization is struggling to avoid estimates that are incorrect by 100% or more. (The reasons for this are manifold and will be discussed in detail in Chapters 3 and 4.)
Our natural tendency is to believe that complex formulas like this:

$$\text{Effort} = 2.94 \times (\text{KSLOC})^{0.91} + 0.01 \times \sum_{j=1}^{5} SF_j \times \prod_{i=1}^{17} \text{EM}_i$$

will always produce more accurate results than simple formulas like this:

$$\text{Effort} = \text{NumberOfRequirements} \times \text{AverageEffortPerRequirement}$$

But complex formulas aren’t necessarily better. Software projects are influenced by numerous factors that undermine many of the assumptions contained in the complex formulas of the science of estimation. Those dynamics will be explained later in this book. Moreover, most software practitioners have neither the time nor the inclination to learn the intensive math required to understand the science of estimation.

Consequently, this book emphasizes rules of thumb, procedures, and simple formulas that are highly effective and understandable to practicing software professionals. These techniques will not produce estimates that are accurate to within ±5%, but they will reduce estimation error to about 25% or less, which turns out to be about as useful as most projects need, anyway. I call this set of techniques the *art of estimation*.

This book draws from both the art and science of software estimation, but its focus is on software estimation as an art.

**Why This Book Was Written and Who It Is For**

The literature on software estimation is widely scattered. Researchers have published hundreds of articles, and many of them are useful. But the typical practitioner doesn’t have time to track down dozens of papers from obscure technical journals. A few previous books have described the science of estimation. Those books are 800–1000 pages long, require a good math background, and are targeted mainly at professional estimators—consultants or specialists who estimate large projects and do so frequently.

I wrote this book for developers, leads, testers, and managers who need to create estimates occasionally as one of their many job responsibilities. I believe that most practitioners want to improve the accuracy of their estimates but don’t have the time to obtain a Ph.D. in software estimation. These practitioners struggle with practical issues like how to deal with the politics that surround the estimate, how to present an estimate so that it will actually be accepted, and how to avoid having someone change your estimate arbitrarily. If you are in this category, this book was written for you.

The techniques in this book apply to Internet and intranet development, embedded software, shrink-wrapped software, business systems, new development, legacy systems, large projects, small projects—essentially, to estimates for all kinds of software.
Key Benefits Of This Book

By focusing on the art of estimation, this book provides numerous important estimation insights:

- What an “estimate” is. (You might think you already know what an estimate is, but common usages of the term are inaccurate in ways that undermine effective estimation.)
- The specific factors that have made your past estimates less accurate than they could have been.
- Ways to distinguish a good estimate from a poor one.
- Numerous techniques that will allow you personally to create good estimates.
- Several techniques you can use to help other people on your team create good estimates.
- Ways that your organization can create good estimates. (There are important differences between personal techniques, group techniques, and organizational techniques.)
- Estimation approaches that work on agile projects, and approaches that work on traditional, sequential (plan-driven) projects.
- Estimation approaches that work on small projects and approaches that work on large projects.
- How to navigate the shark-infested political waters that often surround software estimation.

In addition to gaining a better understanding of estimation concepts, the practices in this book will help you estimate numerous specific attributes of software projects, including:

- New development work, including schedule, effort, and cost
- Schedule, effort, and cost of legacy systems work
- How many features you can deliver within a specific development iteration
- The amount of functionality you can deliver for a whole project when schedule and team size are fixed
- Proportions of different software development activities needed, including how much management work, requirements, construction, testing, and defect correction will be needed
- Planning parameters, such as tradeoffs between cost and schedule, best team size, amount of contingency buffer, ratio of developers to testers, and so on
Welcome

- Quality parameters, including time needed for defect correction work, defects that will remain in your software at release time, and other factors
- Practically anything else you want to estimate

In many cases, you’ll be able to put this book’s practices to use right away.

Most practitioners will not need to go any further than the concepts described in this book. But understanding the concepts in this book will lay enough groundwork that you’ll be able to graduate to more mathematically intensive approaches later on, if you want to.

What This Book Is Not About

This book is not about how to estimate the very largest projects—more than 1 million lines of code, or more than 100 staff years. Very large projects should be estimated by professional estimators who have read the dozens of obscure journal articles, who have studied the 800–1000-page books, who are familiar with commercial estimation software, and who are as skilled in both the art and science of estimation.

Where to Start

Where you start will depend on what you want to get out of the book.

If you bought this book because you need to create an estimate right now... Begin with Chapter 1 (“What Is an “Estimate”?”), and then move to Chapter 7 (“Count, Compute, Judge”) and Chapter 8 (“Calibration and Historical Data”). After that, skim the tips in Chapters 10–20 to find the techniques that will be the most immediately useful to you. By the way, this book’s tips are highlighted in the text and numbered, and all of the tips—118 total—are also collected in Appendix C, “Software Estimation Tips.”

If you want to improve your personal estimation skills, if you want to improve your organization’s estimation track record, or if you’re looking for a better understanding of software estimation in general... You can read the whole book. If you like to understand general principles before you dive into the details, read the book in order. If you like to see the details first and then draw general conclusions from the details, you can start with Chapter 1, read Chapters 7 through 23, and then go back and read the earlier chapters that you skipped.
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Chapter 1

What Is an “Estimate”? 

It is very difficult to make a vigorous, plausible, and job-risking defense of an estimate that is derived by no quantitative method, supported by little data, and certified chiefly by the hunches of the managers.

—Fred Brooks

You might think you already know what an estimate is. My goal by the end of this chapter is to convince you that an estimate is different from what most people think. A good estimate is even more different.

Here is a dictionary definition of estimate: 1. A tentative evaluation or rough calculation. 2. A preliminary calculation of the cost of a project. 3. A judgment based upon one’s impressions; opinion. (Source: The American Heritage Dictionary, Second College Edition, 1985.)

Does this sound like what you are asked for when you’re asked for an estimate? Are you asked for a tentative or preliminary calculation—that is, do you expect that you can change your mind later?

Probably not. When executives ask for an “estimate,” they’re often asking for a commitment or for a plan to meet a target. The distinctions between estimates, targets, and commitments are critical to understanding what an estimate is, what an estimate is not, and how to make your estimates better.

1.1 Estimates, Targets, and Commitments

Strictly speaking, the dictionary definition of estimate is correct: an estimate is a prediction of how long a project will take or how much it will cost. But estimation on software projects interplays with business targets, commitments, and control.

A target is a statement of a desirable business objective. Examples include the following:

- “We need to have Version 2.1 ready to demonstrate at a trade show in May.”
- “We need to have this release stabilized in time for the holiday sales cycle.”
- “These functions need to be completed by July 1 so that we’ll be in compliance with government regulations.”
- “We must limit the cost of the next release to $2 million, because that’s the maximum budget we have for that release.”
Businesses have important reasons to establish targets independent of software estimates. But the fact that a target is desirable or even mandatory does not necessarily mean that it is achievable.

While a target is a description of a desirable business objective, a commitment is a promise to deliver defined functionality at a specific level of quality by a certain date. A commitment can be the same as the estimate, or it can be more aggressive or more conservative than the estimate. In other words, do not assume that the commitment has to be the same as the estimate; it doesn’t.

Tip #1 Distinguish between estimates, targets, and commitments.

### 1.2 Relationship Between Estimates and Plans

Estimation and planning are related topics, but estimation is not planning, and planning is not estimation. Estimation should be treated as an unbiased, analytical process; planning should be treated as a biased, goal-seeking process. With estimation, it’s hazardous to want the estimate to come out to any particular answer. The goal is accuracy; the goal is not to seek a particular result. But the goal of planning is to seek a particular result. We deliberately (and appropriately) bias our plans to achieve specific outcomes. We plan specific means to reach a specific end.

Estimates form the foundation for the plans, but the plans don’t have to be the same as the estimates. If the estimates are dramatically different from the targets, the project plans will need to recognize that gap and account for a high level of risk. If the estimates are close to the targets, then the plans can assume less risk.

Both estimation and planning are important, but the fundamental differences between the two activities mean that combining the two tends to lead to poor estimates and poor plans. The presence of a strong planning target can lead to substitution of the target for an analytically derived estimate; project members might even refer to the target as an “estimate,” giving it a halo of objectivity that it doesn’t deserve.

Here are examples of planning considerations that depend in part on accurate estimates:

- Creating a detailed schedule
- Identifying a project’s critical path
- Creating a complete work breakdown structure
- Prioritizing functionality for delivery
- Breaking a project into iterations

Accurate estimates support better work in each of these areas (and Chapter 21, “Estimating Planning Parameters,” goes into more detail on these topics).
1.3 Communicating about Estimates, Targets, and Commitments

One implication of the close and sometimes confusing relationship between estimation and planning is that project stakeholders sometimes miscommunicate about these activities. Here’s an example of a typical miscommunication:

**EXECUTIVE:** How long do you think this project will take? We need to have this software ready in 3 months for a trade show. I can’t give you any more team members, so you’ll have to do the work with your current staff. Here’s a list of the features we’ll need.

**PROJECT LEAD:** OK, let me crunch some numbers, and get back to you.

Later...

**PROJECT LEAD:** We’ve estimated the project will take 5 months.

**EXECUTIVE:** Five months!? Didn’t you hear me? I said we needed to have this software ready in 3 months for a trade show!

In this interaction, the project lead will probably walk away thinking that the executive is irrational, because he is asking for the team to deliver 5 months’ worth of functionality in 3 months. The executive will walk away thinking that the project lead doesn’t “get” the business reality, because he doesn’t understand how important it is to be ready for the trade show in 3 months.

Note in this example that the executive was not really asking for an estimate; he was asking the project lead to come up with a plan to hit a target. Most executives don’t have the technical background that would allow them to make fine distinctions between estimates, targets, commitments, and plans. So it becomes the technical leader’s responsibility to translate the executive’s request into more specific technical terms.

Here’s a more productive way that the interaction could go:

**EXECUTIVE:** How long do you think this project will take? We need to have this software ready in 3 months for a trade show. I can’t give you any more team members, so you’ll have to do the work with your current staff. Here’s a list of the features we’ll need.

**PROJECT LEAD:** Let me make sure I understand what you’re asking for. Is it more important for us to deliver 100% of these features, or is it more important to have something ready for the trade show?
EXECUTIVE: We have to have something ready for the trade show. We’d like to have 100% of those features if possible.

PROJECT LEAD: I want to be sure I follow through on your priorities as best I can. If it turns out that we can’t deliver 100% of the features by the trade show, should we be ready to ship what we’ve got at trade show time, or should we plan to slip the ship date beyond the trade show?

EXECUTIVE: We have to have something for the trade show, so if push comes to shove, we have to ship something, even if it isn’t 100% of what we want.

PROJECT LEAD: OK, I’ll come up with a plan for delivering as many features as we can in the next 3 months.

Tip #2
When you’re asked to provide an estimate, determine whether you’re supposed to be estimating or figuring out how to hit a target.

1.4 Estimates as Probability Statements

If three-quarters of software projects overrun their estimates, the odds of any given software project completing on time and within budget are not 100%. Once we recognize that the odds of on-time completion are not 100%, an obvious question arises: “If the odds aren’t 100%, what are they?” This is one of the central questions of software estimation.

Software estimates are routinely presented as single-point numbers, such as “This project will take 14 weeks.” Such simplistic single-point estimates are meaningless because they don’t include any indication of the probability associated with the single point. They imply a probability as shown in Figure 1-1—the only possible outcome is the single point given.

Figure 1-1 Single-point estimates assume 100% probability of the actual outcome equaling the planned outcome. This isn’t realistic.
A single-point estimate is usually a target masquerading as an estimate. Occasionally, it is the sign of a more sophisticated estimate that has been stripped of meaningful probability information somewhere along the way.

**Tip #3**

When you see a single-point “estimate,” ask whether the number is an estimate or whether it’s really a target.

Accurate software estimates acknowledge that software projects are assailed by uncertainty from all quarters. Collectively, these various sources of uncertainty mean that project outcomes follow a probability distribution—some outcomes are more likely, some outcomes are less likely, and a cluster of outcomes in the middle of the distribution are most likely. You might expect that the distribution of project outcomes would look like a common bell curve, as shown in Figure 1-2.

![Figure 1-2](image)

*A common assumption is that software project outcomes follow a bell curve. This assumption is incorrect because there are limits to how efficiently a project team can complete any given amount of work.*

Each point on the curve represents the chance of the project finishing exactly on that date (or costing exactly that much). The area under the curve adds up to 100%. This sort of probability distribution acknowledges the possibility of a broad range of outcomes. But the assumption that the outcomes are symmetrically distributed about the mean (average) is not valid. There is a limit to how well a project can be conducted, which means that the tail on the left side of the distribution is truncated rather than extending as far to the left as it does in the bell curve. And while there is a limit to how well a project can go, there is no limit to how poorly a project can go, and so the probability distribution does have a very long tail on the right.

Figure 1-3 provides an accurate representation of the probability distribution of a software project’s outcomes.
Figure 1-3  An accurate depiction of possible software project outcomes. There is a limit to how well a project can go but no limit to how many problems can occur.

The vertical dashed line shows the “nominal” outcome, which is also the “50/50” outcome—there’s a 50% chance that the project will finish better and a 50% chance that it will finish worse. Statistically, this is known as the “median” outcome.

Figure 1-4 shows another way of expressing this probability distribution. While Figure 1-3 showed the probabilities of delivering on specific dates, Figure 1-5 shows the probabilities of delivering on each specific date or earlier.

Figure 1-4  The probability of a software project delivering on or before a particular date (or less than or equal to a specific cost or level of effort).

Figure 1-5 presents the idea of probabilistic project outcomes in another way. As you can see from the figure, a naked estimate like “18 weeks” leaves out the interesting information that 18 weeks is only 10% likely. An estimate like “18 to 24 weeks” is more informative and conveys useful information about the likely range of project outcomes.
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Figure 1-5  All single-point estimates are associated with a probability, explicitly or implicitly.

Tip #4  When you see a single-point estimate, that number’s probability is not 100%. Ask what the probability of that number is.

You can express probabilities associated with estimates in numerous ways. You could use a “percent confident” attached to a single-point number: “We’re 90% confident in the 24-week schedule.” You could describe estimates as best case and worst case, which implies a probability: “We estimate a best case of 18 weeks and a worst case of 24 weeks.” Or you could simply state the estimated outcome as a range rather than a single-point number: “We’re estimating 18 to 24 weeks.” The key point is that all estimates include a probability, whether the probability is stated or implied. An explicitly stated probability is one sign of a good estimate.

You can make a commitment to the optimistic end or the pessimistic end of an estimation range—or anywhere in the middle. The important thing is for you to know where in the range your commitment falls so that you can plan accordingly.

1.5 Common Definitions of a “Good” Estimate

The answer to the question of what an “estimate” is still leaves us with the question of what a good estimate is. Estimation experts have proposed various definitions of a good estimate. Capers Jones has stated that accuracy with ±10% is possible, but only on well-controlled projects (Jones 1998). Chaotic projects have too much variability to achieve that level of accuracy.
In 1986, Professors S.D. Conte, H.E. Dunsmore, and V.Y. Shen proposed that a good estimation approach should provide estimates that are within 25% of the actual results 75% of the time (Conte, Dunsmore, and Shen 1986). This evaluation standard is the most common standard used to evaluate estimation accuracy (Stutzke 2005).

Numerous companies have reported estimation results that are close to the accuracy Conte, Dunsmore, and Shen and Jones have suggested. Figure 1-6 shows actual results compared to estimates from a set of U.S. Air Force projects.

Figure 1-6   Improvement in estimation of a set of U.S. Air Force projects. The predictability of the projects improved dramatically as the organizations moved toward higher CMM levels.¹

Figure 1-7 shows results of a similar improvement program at the Boeing Company.

Figure 1-7   Improvement in estimation at the Boeing Company. As with the U.S. Air Force projects, the predictability of the projects improved dramatically at higher CMM levels.

¹ The CMM (Capability Maturity Model) is a system defined by the Software Engineering Institute to assess the effectiveness of software organizations.
A final, similar example, shown in Figure 1-8, comes from improved estimation results at Schlumberger.

One of my client companies delivers 97% of its projects on time and within budget. Telcordia reported that it delivers 98% of its projects on time and within budget (Pitterman 2000). Numerous other companies have published similar results (Putnam and Myers 2003). Organizations are creating good estimates by both Jones’s definition and Conte, Dunsmore, and Shen’s definition. However, an important concept is missing from both of these definitions—namely, that accurate estimation results cannot be accomplished through estimation practices alone. They must also be supported by effective project control.

### 1.6 Estimates and Project Control

Sometimes when people discuss software estimation they treat estimation as a purely predictive activity. They act as though the estimate is made by an impartial estimator, sitting somewhere in outer space, disconnected from project planning and prioritization activities.

In reality, there is little that is pure about software estimation. If you ever wanted an example of Heisenberg’s Uncertainty Principle applied to software, estimation would be it. (Heisenberg’s Uncertainty Principle is the idea that the mere act of observing a thing changes it, so you can never be sure how that thing would behave if you weren’t observing it.) Once we make an estimate and, on the basis of that estimate, make a
commitment to deliver functionality and quality by a particular date, then we control the project to meet the target. Typical project control activities include removing non-critical requirements, redefining requirements, replacing less-experienced staff with more-experienced staff, and so on. Figure 1-9 illustrates these dynamics.

![Diagram showing project changes](image)

**Figure 1-9** Projects change significantly from inception to delivery. Changes are usually significant enough that the project delivered is not the same as the project that was estimated. Nonetheless, if the outcome is similar to the estimate, we say the project met its estimate.

In addition to project control activities, projects are often affected by unforeseen external events. The project team might need to create an interim release to support a key customer. Staff might be diverted to support an old project, and so on.

Events that happen during the project nearly always invalidate the assumptions that were used to estimate the project in the first place. Functionality assumptions change, staffing assumptions change, and priorities change. It becomes impossible to make a clean analytical assessment of whether the project was estimated accurately—because the software project that was ultimately delivered is not the project that was originally estimated.

In practice, if we deliver a project with about the level of functionality intended, using about the level of resources planned, in about the time frame targeted, then we typically say that the project “met its estimates,” despite all the analytical impurities implicit in that statement.

Thus, the criteria for a “good” estimate cannot be based on its predictive capability, which is impossible to assess, but on the estimate’s ability to support project success, which brings us to the next topic: the Proper Role of Estimation.
1.7 Estimation’s Real Purpose

Suppose you’re preparing for a trip and deciding which suitcase to take. You have a small suitcase that you like because it’s easy to carry and will fit into an airplane’s overhead storage bin. You also have a large suitcase, which you don’t like because you’ll have to check it in and then wait for it at baggage claim, lengthening your trip. You lay your clothes beside the small suitcase, and it appears that they will almost fit. What do you do? You might try packing them very carefully, not wasting any space, and hoping they all fit. If that approach doesn’t work, you might try stuffing them into the suitcase with brute force, sitting on the top and trying to squeeze the latches closed. If that still doesn’t work, you’re faced with a choice: leave a few clothes at home or take the larger suitcase.

Software projects face a similar dilemma. Project planners often find a gap between a project’s business targets and its estimated schedule and cost. If the gap is small, the planner might be able to control the project to a successful conclusion by preparing extra carefully or by squeezing the project’s schedule, budget, or feature set. If the gap is large, the project’s targets must be reconsidered.

The primary purpose of software estimation is not to predict a project’s outcome; it is to determine whether a project’s targets are realistic enough to allow the project to be controlled to meet them. Will the clothes you want to take on your trip fit into the small suitcase or will you be forced to take the large suitcase? Can you take the small suitcase if you make minor adjustments? Executives want the same kinds of answers. They often don’t want an accurate estimate that tells them that the desired clothes won’t fit into the suitcase; they want a plan for making as many of the clothes fit as possible.

Problems arise when the gap between the business targets and the schedule and effort needed to achieve those targets becomes too large. I have found that if the initial target and initial estimate are within about 20% of each other, the project manager will have enough maneuvering room to control the feature set, schedule, team size, and other parameters to meet the project’s business goals; other experts concur (Boehm 1981, Stutzke 2005). If the gap between the target and what is actually needed is too large, the manager will not be able to control the project to a successful conclusion by making minor adjustments to project parameters. No amount of careful packing or sitting on the suitcase will squeeze all your clothes into the smaller suitcase, and you’ll have to take the larger one, even if it isn’t your first choice, or you’ll have to leave some clothes behind. The project targets will need to be brought into better alignment with reality before the manager can control the project to meet its targets.

Estimates don’t need to be perfectly accurate as much as they need to be useful. When we have the combination of accurate estimates, good target setting, and good planning and control, we can end up with project results that are close to the
“estimates.” (As you’ve guessed, the word “estimate” is in quotation marks because the project that was estimated is not the same project that was ultimately delivered.)

These dynamics of changing project assumptions are a major reason that this book focuses more on the art of estimation than on the science. Accuracy of ±5% won’t do you much good if the project’s underlying assumptions change by 100%.

1.8 A Working Definition of a “Good Estimate”

With the background provided in the past few sections, we’re now ready to answer the question of what qualifies as a good estimate.

A good estimate is an estimate that provides a clear enough view of the project reality to allow the project leadership to make good decisions about how to control the project to hit its targets.

This definition is the foundation of the estimation discussion throughout the rest of this book.
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defect production estimates, 241
granularity of, 106, 116
overall best/worst case, creating, 120–126
overlooked in estimates, 44–46, 110
total effort breakdown, 235
promise to deliver. See commitments
proxy-based techniques, 135–147
fuzzy logic, 136–138, 205
standard components approach, 138–141
story points, 142–144, 205
t-shirt sizing, 145–146
public estimation review, 111, 149–150. See also
structured expert judgment
with estimation software, 162
of project size, 205
sanity checking, 162, 271
with standardized estimation, 192
Q
quality of estimation. See accuracy of estimates
quality of software
accuracy estimates and, 27
defect production and removal, 241–245
quantifying risk, 251–252
quarterly schedules, 261
quiz for estimation skills, 15–19, 273
R
ranges of estimation, 107–108
communicating, 256–257
confidence intervals, 252–254
estimate refinement and, 177
probabilistic project outcomes, 6–9
width of, 18
ratio-based estimation approach, 60
Rational Unified Process (RUP), 79
RE (risk exposure), 246
recalibrating after missed milestones, 175–179
recomposition. See decomposition
reducing bias. See bias and subjectivity
reestimating. See flow of estimates
refining estimates. See calibration
rejection of estimates, 262
relative error, 110
remembering old estimates, 51
removing defects from software, 242–245
reporting estimates, 249–257
assumption communication, 249–251
expressing uncertainty, 251–255
ranges, 256–257
Requirements Complete phase, 35, 39. See also
Cone of Uncertainty
iterative development, 40–41
unstable project requirements, 42, 247
requirements omitted from estimates, 44–46, 110
software to account for, 160
requirements, project
creating, effort for, 234, 239
unstable (creeping), 42, 247
requirements omitted from estimates, 44–46, 110
software to account for, 160
responsibilities, project-related
allocating effort to, 233–238
checklists, 110
defect production estimates, 241
granularity of, 106, 116
overall best/worst case, creating, 120–126
overlooked in estimates, 44–46, 110
reviews of estimates, 111, 149–150. See also
structured expert judgment
comparing estimates to actuals, 110–112
with estimation software, 162
of project size, 205
sanity checking, 162, 271
with standardized estimation, 192
risk and contingency buffers, 245–247, 251–252
risk information, obtaining early, 28
risk quantification, 251–252
RUP (Rational Unified Process), 79

S
sanity checking, 271
with estimation software, 162
scale, diseconomies of, 70
scaling factors, Cocomo II, 70
schedules (calendar)
allocating to various activities, 238–239
budget-driven, 261
buffers for risk contingency, 245–247
quantifying risk, 251–252
comparing to past projects, 223–224
data on calendar time measures, 95
estimating, 221–232
basic equation for, 221–223
comparing estimates, 231–232
Jones’s first-order estimation, 224–225
reestimation, 177–178
with software, 225
ownership of, 268
predictability of, 29
presenting
coarse dates and time periods, 255
confidence factors, 252–254
plus-or-minus qualifiers, 251
recalibrating after missed milestones, 175–179
shortest possible schedules, 226–228
staffing constraints and, 230
tradeoffs with effort, 227, 228–230
science of estimation. See estimation software
Scrum development style, 79
SDLC (software development life cycles). See
stage-gate processes
SEER tool, 163
sequential development, 78, 79
stages of development, 80
standardized estimation procedure for, 185–187
shortest possible schedules, 226–228
similar projects, comparing. See analogy,
estimation by
simple standard deviation formula, 121–122
Simple Standard Deviation Formula (Equation #4), 121
simplified function-point techniques, 203–205
simulating project outcomes, 157
single-point estimates, 6, 107–108, 176–177
size, project, 25, 55–61
choosing as estimation technique, 78
collecting historical data on, 95
comparing similar projects, 129
counting and, 85
error density and, 242
estimating, 197–206
by function points, 200–205
with fuzzy logic, 136–138, 205
by LOC. See lines of code (LOC)
measures for, 197
standard components, 138–141
summary of techniques for, 205–206
estimating effort from, 209–210
estimation flow and (reestimating), 174
estimation software and, 162
schedule breakdown, 238
total effort and, 235
size, team. See project effort
skills at estimation, testing, 15–19, 273
SLIM-Estimate tool, 163
small projects, 78. See also project size
estimation flow (reestimating), 175
schedule estimates, 223
software development style, 78–79
software estimates. See entries at estimate
software for estimation, 157–164
calibrating, 162
computing effort with, 210
computing schedule with, 225
estimating project size with, 205
list of, 163–164
software functionality. See functionality, program
software industry track record, 24, 27
software negotiations, 263–270
attributes of executives and, 259–260
estimates vs. commitments, 261
software product. See products
software quality
accuracy estimates and, 27
defect production and removal, 241–245
sources of estimation error, 33–53. See also
accuracy of estimates; accuracy of estimation method
chaotic development processes, 41
Cone of Uncertainty, 35–41
reestimating throughout project, 173–175
schedule estimates and, 222
miscellaneous other sources, 52
off-the-cuff estimates, 49–51
omitted activities, 44–46
politics, 259–270
attributes of executives, 259–260
avoiding with historical data, 93–95
influences on estimates, 260–263
negotiation and problem solving, 259–260, 261, 263–270
subjectivity and bias, 47–49
unfounded optimism, 46
unstable project requirements, 42, 247
requirements omitted from estimates, 44–46, 110
software to account for, 160
unwarranted precision, 51–52
staffing constraints and schedule estimates, 230.
See also project effort
stage-gate processes, 182–185
staged delivery, 79
stages of development, 80
counting, 85
stage-gate processes, 182–185
standard components approach, 145–146
estimating project size with, 205
with percentiles, 140–141
standard deviation, 121–126, 256
complex formula for best/worst cases, 122–124
simple formula for best/worst cases, 121–122
squared (variance), 122
standardized estimation procedures, 173, 181–193, 269. See also well-estimated projects
documenting assumptions, 249–251
elements of, 181
example from advanced organization, 190
how to improve, 192
for iterative projects, 188–189
for sequential projects, 185–187
stage-gate processes, 182–185
Standish Group’s Chaos Report, 24
status visibility, 27
story points, 142–144, 205
structured expert judgment, 106–110, 149–155.
See also expert judgment
estimating project size with, 205
Wideband Delphi technique, 150–155
Student Syndrome, 22, 23
style of software development, 78–79
subjectivity and bias, 47–49
avoiding with historical data, 93
with estimation software, 162
expert judgment, 89
organizational influences, 92
politics. See also politics
support needs, effort for, 247
support, programming, 65

T
t-shirt sizing, 145–146
talking about estimates. See communication; principled negotiation
targets, 3, 173, 269
communicating about, 4–6
determining if realistic, 13
tasks and responsibilities (project-related)
allocation effort to, 233–238
checklists, 110
defect production estimates, 241
granularity of, 106, 116
overall best/worst case, creating, 120–126
overlooked in estimates, 44–46, 110
team credibility, 28. See also communication
team estimates. See structured expert judgment
team size. See project effort
technical foundation, underestimation and, 22
techniques for estimation, 77–81
  by analogy, 127–133
    basic approach, 127–132
    effort estimates, 209–210
    estimating project size, 205
    estimating schedule, 223–224
    obtaining detailed information, 128
    size comparisons, 129
    uncertainty with, 128
applicability tables, explained, 81
computation, 83–84
  converting counts to estimates, 86–88
  stage-gate processes, 187
counting, 84–86
  computing estimates with, 86–88
  function points, 200
  stage-gate processes, 187
Delphi technique, 150–155
how to choose, 77–80
judgment. See expert judgment; off-the-cuff estimates
multiple approaches, using, 165–169
  for effort, 218
  for project size, 206
  ranges, presenting, 256
  for schedules, 231–232
  stage-gate processes, 187
proxy-based, 135–147
  fuzzy logic, 136–138, 205
  standard components approach, 138–141
  story points, 142–144, 205
  t-shirt sizing, 145–146
software. See estimation software
test for estimation skills, 15–19, 273
tester-to-developer ratios, 237
tightening estimates. See flow of estimates
time measures, data on, 95, 97. See also schedules
time periods, expressing, 255
tool support, effect of, 65
tools, estimation. See estimation software
total activity, estimating, 235
tracking accuracy of estimates, 111
tracking progress
  requirements changes and, 42
  visibility of completion status, 27

U
uncertainty, expressing, 251–255. See also
  accuracy of estimates; accuracy of estimation method
underestimation, advantages of, 21–24
unfamiliar environment, 247
unforeseen events, 12
unfounded optimism, 46, 107–108
  avoiding with historical data, 93
units of time estimates, 255
unstable project requirements, 42, 247
  requirements omitted from estimates, 44–46, 110
  software to account for, 160
unwarranted precision, 51–52
urgency, instilling sense of, 22
usefulness of estimates, need for, 13
User Interface Design Complete phase, 35, 39. See
  also Cone of Uncertainty
  iterative development, 40–41

V
value of accurate estimates, 21–31
  benefits, 27–29
  other project attributes vs., 29–30
overestimation vs. underestimation, 21–24
problems with common techniques, 30
variability. See accuracy of estimates; accuracy of estimation method; Cone of Uncertainty
  variance, 122
velocity (story points), 142
visibility of completion status, 27
vision estimates, 184

W
WBS (work breakdown structure), 117–132
Web pages, counting (example), 88
well-estimated projects, 172–173, 179–180
what-if analysis, 160
Wideband Delphi technique, 150–155
width of estimation ranges, 18–19. See also ranges of estimation
worst-case scenarios, 9, 40, 107–108. See also
  ranges of estimation
  adding to best case, 118–120
diseconomies of scale, 58–59
  for multiple tasks, creating, 120–126
  presenting, 254
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Code Complete, Second Edition
For more than a decade, Steve McConnell, one of the premier authors and voices in the software community, has helped change the way developers write code—and produce better software. Now his classic book, Code Complete, has been fully updated and revised with best practices in the art and science of constructing software. Topics include design, applying good techniques to construction, eliminating errors, planning, managing construction activities, and relating personal character to superior software. This new edition features fully updated information on programming techniques, including the emergence of Web-style programming, and integrated coverage of object-oriented design. You’ll also find new code examples—both good and bad—in C++, Microsoft® Visual Basic®, C#, and Java, although the focus is squarely on techniques and practices.

Software Estimation: Demystifying the Black Art
Steve McConnell • ISBN 0-7356-0535-1
Often referred to as the “black art” because of its complexity and uncertainty, software estimation is not as hard or mysterious as people think. However, the art of how to create effective cost and schedule estimates has not been very well publicized. Software Estimation provides a proven set of procedures and heuristics that software developers, technical leads, and project managers can apply to their projects. Instead of arcane treatises and rigid modeling techniques, award-winning author Steve McConnell gives practical guidance to help organizations achieve basic estimation proficiency and lay the groundwork to continue improving project cost estimates. This book does not avoid the more complex mathematical estimation approaches, but the non-mathematical reader will find plenty of useful guidelines without getting bogged down in complex formulas.

More About Software Requirements: Thorny Issues and Practical Advice
Karl E. Wiegers • ISBN 0-7356-2267-1
Have you ever delivered software that satisfied all of the project specifications, but failed to meet any of the customers expectations? Without formal, verifiable requirements—and a system for managing them—the result is often a gap between what developers think they’re supposed to build and what customers think they’re going to get. Too often, lessons about software requirements engineering processes are formal or academic, and not of value to real-world, professional development teams. In this follow-up guide to Software Requirements, Second Edition, you will discover even more practical techniques for gathering and managing software requirements that help you deliver software that meets project and customer specifications. Succinct and immediately useful, this book is a must-have for developers and architects.

Debugging, Tuning, and Testing Microsoft .NET 2.0 Applications
John Robbins • ISBN 0-7356-2202-7
Making an application the best it can be has been long a time-consuming task best accomplished with specialized and costly tools. With Microsoft Visual Studio® 2005, developers have available a new range of built-in functionality that enables them to debug their code quickly and efficiently, tune it to optimum performance, and test applications to ensure compatibility and trouble-free operation. In this accessible and hands-on book, debugging expert John Robbins shows developers how to use the tools and functions in Visual Studio to their full advantage to ensure high-quality applications.

The Security Development Lifecycle
Michael Howard and Steve Lipner • ISBN 0-7356-2214-0
Adapted from Microsoft’s standard development process, the Security Development Lifecycle (SDL) is a methodology that helps reduce the number of security defects in code at every stage of the development process, from design to release. This book details each stage of the SDL methodology and discusses its implementation across a range of Microsoft software, including Microsoft Windows Server™ 2003, Microsoft SQL Server™ 2000 Service Pack 3, and Microsoft Exchange Server 2003 Service Pack 1, to help measurably improve security features. You get direct access to insights from Microsoft’s security team and lessons that are applicable to software development processes worldwide, whether on a small-scale or a large-scale. This book includes a CD featuring videos of developer training classes.

Software Requirements, Second Edition
Karl E. Wiegers • ISBN 0-7356-1879-8
Writing Secure Code, Second Edition
Michael Howard and David LeBlanc • ISBN 0-7356-1722-8
CLR via C#, Second Edition
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Jim Buyens  ISBN 0-7356-2212-4
With this lively, eye-opening, and hands-on book, all you need is a computer and the desire to learn how to create Web pages now using Visual Web Developer Express Edition! Featuring a full working edition of the software, this fun and highly visual guide walks you through a complete Web page project from set-up to launch. You’ll get an introduction to the Microsoft Visual Studio® environment and learn how to put the lightweight, easy-to-use tools in Visual Web Developer Express to work right away—building your first, dynamic Web pages with Microsoft ASP.NET 2.0. You’ll get expert tips, coaching, and visual examples at each step of the way, along with pointers to additional learning resources.

Microsoft ASP.NET 2.0 Programming
Step by Step
George Shepherd  ISBN 0-7356-2201-9
With dramatic improvements in performance, productivity, and security features, Visual Studio 2005 and ASP.NET 2.0 deliver a simplified, high-performance, and powerful Web development experience. ASP.NET 2.0 features a new set of controls and infrastructure that simplify Web-based data access and include functionality that facilitates code reuse, visual consistency, and aesthetic appeal. Now you can teach yourself the essentials of working with ASP.NET 2.0 in the Visual Studio environment—one step at a time. With Step by Step, you work at your own pace through hands-on, learn-by-doing exercises. Whether you’re a beginning programmer or new to this version of the technology, you’ll understand the core capabilities and fundamental techniques for ASP.NET 2.0. Each chapter puts you to work, showing you how, when, and why to use specific features of the ASP.NET 2.0 rapid application development environment and guiding you as you create actual components and working applications for the Web, including advanced features such as personalization.

Programming Microsoft ASP.NET 2.0
Core Reference
Dino Esposito  ISBN 0-7356-2176-4
Delve into the core topics for ASP.NET 2.0 programming, mastering the essential skills and capabilities needed to build high-performance Web applications successfully. Well-known ASP.NET author Dino Esposito deftly builds your expertise with Web forms, Visual Studio, core controls, master pages, data access, data binding, state management, security services, and other must-know topics—combining definitive reference with practical, hands-on programming instruction. Packed with expert guidance and pragmatic examples, this Core Reference delivers the key resources that you need to develop professional-level Web programming skills.

Programming Microsoft ASP.NET 2.0
Applications: Advanced Topics
Master advanced topics in ASP.NET 2.0 programming—gaining the essential insights and in-depth understanding that you need to build sophisticated, highly functional Web applications successfully. Topics include Web forms, Visual Studio 2005, core controls, master pages, data access, data binding, state management, and security considerations. Developers often discover that the more they use ASP.NET, the more they need to know. With expert guidance from ASP.NET authority Dino Esposito, you get the in-depth, comprehensive information that leads to full mastery of the technology.

Programming Microsoft Windows® Forms
Programming Microsoft Web Forms
CLR via C++
Jeffrey Richter with Stanley B. Lippman

Debugging, Tuning, and Testing Microsoft .NET 2.0
Applications
CLR via C#, Second Edition
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Microsoft® Visual C#® 2005 Express Edition: Build a Program Now!
Patrice Pelland • ISBN 0-7356-2229-9
In this lively, eye-opening, and hands-on book, all you need is a computer and the desire to learn how to program with Visual C# 2005 Express Edition. Featuring a full working edition of the software, this fun and highly visual guide walks you through a complete programming project—a desktop weather-reporting application—from start to finish. You’ll get an unintimidating introduction to the Microsoft Visual Studio® development environment and learn how to put the lightweight, easy-to-use tools in Visual C# Express to work right away—creating, compiling, testing, and delivering your first, ready-to-use program. You’ll get expert tips, coaching, and visual examples at each step of the way, along with pointers to additional learning resources.

Microsoft Visual C# 2005 Step by Step
Visual C#, a feature of Visual Studio 2005, is a modern programming language designed to deliver a productive environment for creating business frameworks and reusable object-oriented components. Now you can teach yourself essential techniques with Visual C#—and start building components and Microsoft Windows®-based applications—one step at a time. With Step by Step, you work at your own pace through hands-on, learn-by-doing exercises. Whether you’re a beginning programmer or new to this particular language, you’ll learn how, when, and why to use specific features of Visual C# 2005. Each chapter puts you to work, building your knowledge of core capabilities and guiding you as you create your first C#-based applications for Windows, data management, and the Web.

Programming Microsoft Visual C# 2005 Framework Reference
Francesco Balena • ISBN 0-7356-2182-9
Complementing Programming Microsoft Visual C# 2005 Core Reference, this book covers a wide range of additional topics and information critical to Visual C# developers, including Windows Forms, working with Microsoft ADO.NET 2.0 and Microsoft ASP.NET 2.0, Web services, security, remoting, and much more. Packed with sample code and real-world examples, this book will help developers move from understanding to mastery.

Programmimg Microsoft Visual C# 2005 Core Reference
Donis Marshall • ISBN 0-7356-2181-0
Get the in-depth reference and pragmatic, real-world insights you need to exploit the enhanced language features and core capabilities in Visual C# 2005. Programming expert Donis Marshall deftly builds your proficiency with classes, structs, and other fundamentals, and advances your expertise with more advanced topics such as debugging, threading, and memory management. Combining incisive reference with hands-on coding examples and best practices, this Core Reference focuses on mastering the C# skills you need to build innovative solutions for smart clients and the Web.

CLR via C#, Second Edition
In this new edition of Jeffrey Richter’s popular book, you get focused, pragmatic guidance on how to exploit the common language runtime (CLR) functionality in Microsoft .NET Framework 2.0 for applications of all types—from Web Forms, Windows Forms, and Web services to solutions for Microsoft SQL Server™, Microsoft code names “Avalon” and “Indigo,” consoles, Microsoft Windows NT® Service, and more. Targeted to advanced developers and software designers, this book takes you under the covers of .NET for an in-depth understanding of its structure, functions, and operational components, demonstrating the most practical ways to apply this knowledge to your own development efforts. You’ll master fundamental design tenets for .NET and get hands-on insights for creating high-performance applications more easily and efficiently. The book features extensive code examples in Visual C# 2005.

Programming Microsoft Windows Forms
CLR via C++
Jeffrey Richter with Stanley B. Lippman

Programming Microsoft Web Forms
Debugging, Tuning, and Testing Microsoft .NET 2.0 Applications
John Robbins • ISBN 0-7356-2202-7
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Microsoft® SQL Server™ 2005 Express Edition
Step by Step
Teach yourself how to get database projects up and running quickly with SQL Server Express Edition—a free, easy-to-use database product that is based on SQL Server 2005 technology. It’s designed for building simple, dynamic applications, with all the rich functionality of the SQL Server database engine and using the same data access APIs, such as Microsoft ADO.NET, SQL Native Client, and T-SQL. Whether you’re new to database programming or new to SQL Server, you’ll learn how, when, and why to use specific features of this simple but powerful database development environment. Each chapter puts you to work, building your knowledge of core capabilities and guiding you as you create actual components and working applications.

Microsoft SQL Server 2005 Programming
Step by Step
Fernando Guerrero • ISBN 0-7356-2207-8
SQL Server 2005 is Microsoft’s next-generation data management and analysis solution that delivers enhanced scalability, availability, and security features to enterprise data and analytical applications while making them easier to create, deploy, and manage. Now you can teach yourself how to design, build, test, deploy, and maintain SQL Server databases—one step at a time. Instead of merely focusing on describing new features, this book shows new database programmers and administrators how to use specific features within typical business scenarios. Each chapter provides a highly practical learning experience that demonstrates how to build database solutions to solve common business problems.

Microsoft SQL Server 2005 Analysis Services
Step by Step
Hitachi Consulting Services • ISBN 0-7356-2199-3
One of the key features of SQL Server 2005 is SQL Server Analysis Services—Microsoft’s customizable analysis solution for business data modeling and interpretation. Just compare SQL Server Analysis Services to its competition to understand the great value of its enhanced features. One of the keys to harnessing the full functionality of SQL Server will be leveraging Analysis Services for the powerful tool that it is—including creating a cube, and deploying, customizing, and extending the basic calculations. This step-by-step tutorial discusses how to get started, how to build scalable analytical applications, and how to use and administer advanced features. Interactivity (enhanced in SQL Server 2005), data translation, and security are also covered in detail.

Microsoft SQL Server 2005 Reporting Services
Step by Step
Hitachi Consulting Services • ISBN 0-7356-2250-7
SQL Server Reporting Services (SRS) is Microsoft’s customizable reporting solution for business data analysis. It is one of the key value features of SQL Server 2005: functionality more advanced and much less expensive than its competition. SRS is powerful, so an understanding of how to architect a report, as well as how to install and program SRS, is key to harnessing the full functionality of SQL Server. This procedural tutorial shows how to use the Report Project Wizard, how to think about and access data, and how to build queries. It also walks through the creation of charts and visual layouts for maximum visual understanding of data analysis. Interactivity (enhanced in SQL Server 2005) and security are also covered in detail.

Programming Microsoft SQL Server 2005
Andrew J. Brust, Stephen Forte, and William H. Zack
This thorough, hands-on reference for developers and database administrators teaches the basics of programming custom applications with SQL Server 2005. You will learn the fundamentals of creating database applications—including coverage of T-SQL, Microsoft .NET Framework, and Microsoft ADO.NET. In addition to practical guidance on database architecture and design, application development, and reporting and data analysis, this essential reference guide covers performance, tuning, and availability of SQL Server 2005.

Inside Microsoft SQL Server 2005:
The Storage Engine
Inside Microsoft SQL Server 2005:
T-SQL Programming
Itzik Ben-Gan • ISBN 0-7356-2197-7
Inside Microsoft SQL Server 2005:
Query Processing and Optimization
Kalen Delaney • ISBN 0-7356-2196-9
Programming Microsoft ADO.NET 2.0 Core Reference
David Sceppa • ISBN 0-7356-2206-X
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Microsoft® Visual Basic® 2005 Express Edition: Build a Program Now!
Featuring a full working edition of the software, this fun and highly visual guide walks you through a complete programming project—a desktop weather-reporting application—from start to finish. You’ll get an introduction to the Microsoft Visual Studio® development environment and learn how to put the lightweight, easy-to-use tools in Visual Basic Express to work right away—creating, compiling, testing, and delivering your first ready-to-use program. You’ll get expert tips, coaching, and visual examples each step of the way, along with pointers to additional learning resources.

Microsoft Visual Basic 2005 Step by Step
Michael Halvorson ● ISBN 0-7356-2131-4
With enhancements across its visual designers, code editor, language, and debugger that help accelerate the development and deployment of robust, elegant applications across the Web, a business group, or an enterprise, Visual Basic 2005 focuses on enabling developers to rapidly build applications. Now you can teach yourself the essentials of working with Visual Studio 2005 and the new features of the Visual Basic language—one step at a time. Each chapter puts you to work, showing you how, when, and why to use specific features of Visual Basic and guiding as you create actual components and working applications for Microsoft Windows®. You’ll also explore data management and Web-based development topics.

Programming Microsoft Visual Basic 2005 Core Reference
Francesco Balena ● ISBN 0-7356-2183-7
Get the expert insights, indispensable reference, and practical instruction needed to exploit the core language features and capabilities in Visual Basic 2005. Well-known Visual Basic programming author Francesco Balena expertly guides you through the fundamentals, including modules, keywords, and inheritance, and builds your mastery of more advanced topics such as delegates, assemblies, and My Namespace. Combining in-depth reference with extensive, hands-on code examples and best-practices advice, this Core Reference delivers the key resources that you need to develop professional-level programming skills for smart clients and the Web.

Programming Microsoft Visual Basic 2005 Framework Reference
Francesco Balena ● ISBN 0-7356-2175-6
Complementing Programming Microsoft Visual Basic 2005 Core Reference, this book covers a wide range of additional topics and information critical to Visual Basic developers, including Windows Forms, working with Microsoft ADO.NET 2.0 and ASP.NET 2.0, Web services, security, remoting, and much more. Packed with sample code and real-world examples, this book will help developers move from understanding to mastery.

Microsoft ASP.NET 2.0 Step by Step
George Shepherd ● ISBN 0-7356-2217-0
Microsoft ADO.NET 2.0 Step by Step
Rebecca Riordan ● ISBN 0-7356-2164-0
Programming Microsoft ASP.NET 2.0 Core Reference
Dino Esposito ● ISBN 0-7356-2176-4
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Microsoft® SQL Server™ 2005 Reporting Services Step by Step
Hitachi Consulting Services • ISBN 0-7356-2250-7
SQL Server Reporting Services (SRS) is Microsoft’s customizable reporting solution for business data analysis. It is one of the key value features of SQL Server 2005: functionality more advanced and much less expensive than its competition. SRS is powerful, so an understanding of how to architect a report, as well as how to install and program SRS, is key to harnessing the full functionality of SQL Server. This procedural tutorial shows how to use the Report Project Wizard, how to think about and access data, and how to build queries. It also walks the reader through the creation of charts and visual layouts to enable maximum visual understanding of the data analysis. Interactivity (enhanced in SQL Server 2005) and security are also covered in detail.

Microsoft SQL Server 2005 Administrator’s Pocket Consultant
William R. Stanek • ISBN 0-7356-2107-1
Here’s the utterly practical, pocket-sized reference for IT professionals who need to administer, optimize, and maintain SQL Server 2005 in their organizations. This unique guide provides essential details for using SQL Server 2005 to help protect and manage your company’s data—whether automating tasks; creating indexes and views; performing backups and recovery; replicating transactions; tuning performance; managing server activity; importing and exporting data; or performing other key tasks. Featuring quick-reference tables, lists, and step-by-step instructions, this handy, one-stop guide provides fast, accurate answers on the spot, whether you’re at your desk or in the field!

Microsoft SQL Server 2005 Analysis Services Step by Step
Hitachi Consulting Services • ISBN 0-7356-2196-9
One of the key features of SQL Server 2005 is SQL Server Analysis Services—Microsoft’s customizable analysis solution for business data modeling and interpretation. Just compare SQL Server Analysis Services to its competition to understand/grasp the great value of its enhanced features. One of the keys to harnessing the full functionality of SQL Server will be leveraging Analysis Services for the powerful tool that it is—including creating a cube, and deploying, customizing, and extending the basic calculations. This step-by-step tutorial discusses how to get started, how to build scalable analytical applications, and how to use and administer advanced features. Interactivity (which is enhanced in SQL Server 2005), data translation, and security are also covered in detail.

Microsoft SQL Server 2005 Express Edition Step by Step
Inside Microsoft SQL Server 2005: The Storage Engine
Inside Microsoft SQL Server 2005: T-SQL Programming
Itzik Ben-Gan • ISBN 0-7356-2197-7
Inside Microsoft SQL Server 2005: Query Processing and Optimization
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Additional Windows (R2) Resources for Administrators
Published and Forthcoming Titles from Microsoft Press

Microsoft® Windows Server™ 2003 Administrator’s Pocket Consultant, Second Edition
William R. Stanek • ISBN 0-7356-2245-0
Here’s the practical, pocket-sized reference for IT professionals supporting Microsoft Windows Server 2003—fully updated for Service Pack 1 and Release 2. Designed for quick referencing, this portable guide covers all the essentials for performing everyday system administration tasks. Topics include managing workstations and servers, using Active Directory® directory service, creating and administering user and group accounts, managing files and directories, performing data security and auditing tasks, handling data back-up and recovery, and administering networks using TCP/IP, WINS, and DNS, and more.

MCSE Self-Paced Training Kit (Exams 70-290, 70-291, 70-293, 70-294): Microsoft Windows Server 2003 Core Requirements, Second Edition
Holme, Thomas, Mackin, McLean, Zacker, Spealman, Hudson, and Craft • ISBN 0-7356-2290-6
The Microsoft Certified Systems Engineer (MCSE) credential is the premier certification for professionals who analyze the business requirements and design and implement the infrastructure for business solutions based on the Microsoft Windows Server 2003 platform and Microsoft Windows Server System—now updated for Windows Server 2003 Service Pack 1 and R2. This all-in-one set provides in-depth preparation for the four required networking system exams. Work at your own pace through the lessons, hands-on exercises, troubleshooting labs, and review questions. You get expert exam tips plus a full review section covering all objectives and sub-objectives in each study guide. Then use the Microsoft Practice Tests on the CD to challenge yourself with more than 1500 questions for self-assessment and practice!

Microsoft Windows® Small Business Server 2003 R2 Administrator’s Companion
Get your small-business network, messaging, and collaboration systems up and running quickly with the essential guide to administering Windows Small Business Server 2003 R2. This reference details the features, capabilities, and technologies for both the standard and premium editions—including Microsoft Windows Server 2003 R2, Exchange Server 2003 with Service Pack 1, Windows SharePoint® Services, SQL Server™ 2005 Workgroup Edition, and Internet Information Services. Discover how to install, upgrade, or migrate to Windows Small Business Server 2003 R2; plan and implement your network, Internet access, and security services; customize Microsoft Exchange Server for your e-mail needs; and administer user rights, shares, permissions, and Group Policy.


J.C. Mackin and Ian McLean • ISBN 0-7356-2288-4

MCSE Self-Paced Training Kit (Exam 70-293): Planning and Maintaining a Microsoft Windows Server 2003 Network Infrastructure, Second Edition
Craig Zacker • ISBN 0-7356-2287-6

Jill Spealman, Kurt Hudson, and Melissa Craft • ISBN 0-7356-2286-8
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Prepare for Certification with Self-Paced Training Kits

Official Exam Prep Guides—
Plus Practice Tests

Ace your preparation for the skills measured by the MCP exams—and on the job. With official Self-Paced Training Kits from Microsoft, you’ll work at your own pace through a system of lessons, hands-on exercises, troubleshooting labs, and review questions. Then test yourself with the Readiness Review Suite on CD, which provides hundreds of challenging questions for in-depth self-assessment and practice.

- **MCSE Self-Paced Training Kit (Exams 70-290, 70-291, 70-293, 70-294): Microsoft® Windows Server™ 2003 Core Requirements.** 4-Volume Boxed Set. ISBN: 0-7356-1953-0. (Individual volumes are available separately.)
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For more information about learning tools such as online assessments, e-learning, and certification, visit: [www.microsoft.com/mspress](http://www.microsoft.com/mspress) and [www.microsoft.com/learning](http://www.microsoft.com/learning)
The definitive resource

for Windows Server 2003!

Get the in-depth technical information and tools you need to manage and optimize Microsoft® Windows Server™ 2003—with expert guidance and best practices from Microsoft MVPs, leading industry consultants, and the Microsoft Windows Server team. This official Resource Kit delivers seven comprehensive volumes, including:

- Microsoft Windows Administrator’s Automation Toolkit
- Microsoft Windows Group Policy Guide
- Microsoft Windows Server 2003 Performance Guide
- Microsoft Windows Server 2003 Troubleshooting Guide
- Microsoft Windows Internals, Fourth Edition

You’ll find 300+ timesaving tools and scripts, an eBook of the entire Resource Kit, plus five bonus eBooks. It’s everything you need to help maximize system performance and reliability—and help reduce ownership and support costs.

Microsoft Windows Server 2003 Resource Kit
Microsoft MVPs and Partners with the Microsoft Windows Server Team
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Additional Resources for Business and Home Users
Published and Forthcoming Titles from Microsoft Press

Beyond Bullet Points: Using Microsoft® PowerPoint® to Create Presentations That Inform, Motivate, and Inspire
Cliff Atkinson and Bonnie Biafore
ISBN 0-7356-2256-6

Design to Sell: Using Microsoft Publisher to Inform, Motivate, and Persuade
Roger C. Parker
ISBN 0-7356-2260-4

Microsoft Windows® XP Networking and Security Inside Out: Also Covers Windows 2000
Ed Bott and Carl Siechert
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