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Introduction

Congratulations! You’re about to embark on an epic journey in front-end web development! Since its original release in 2009, AngularJS has become the most widely adopted JavaScript framework for building dynamic web applications. Angular empowers developers to organize, reuse, and test JavaScript code in ways few other JS frameworks have. The creators of Angular say that it is what HTML would have been, had it been designed for applications. You’ll find out exactly what that means, and what the best ways are to use Angular to organize, reuse, and test JavaScript code.

Throughout this book, you will use your .NET background as a baseline to understanding new Angular concepts. There are a lot of parallels between Angular and .NET, and drawing on those comparisons should expedite your understanding of the framework. From models to modules and factories to filters, there are all sorts of new terms in the Angular world; this book will help you understand it all.

Audience and Organization

The title of this book says it’s specifically for .NET developers. That’s not entirely a lie, and if you’ve gotten past the title and are reading this, you’re probably at least a little familiar with .NET. If you promise to tell all your non-.NET friends, here’s a secret: You don’t have to know .NET to get a lot out of this book. The goal of this book is to leverage a .NET developer’s existing knowledge to more easily explain AngularJS concepts. If you don’t have any existing .NET knowledge, however, just ignore the .NET parts. Other than Hours 20 through 23, which cover specific .NET topics, you’ll be just fine.

It’d be great if you had some basic JavaScript knowledge. Hour 2, “Presenting JavaScript Patterns,” is a refresher on some topics, but if you’re completely new to JavaScript, you might want to check out a beginner’s tutorial on it and then come back and try again.

How This Book Is Organized

This book is organized in a way that facilitates the gradual introduction of topics. AngularJS is known for having a steep learning curve, but the way this book builds on itself helps flatten that
Introduction

curve. Once in a while, you might come across a concept that isn’t fully explained until a later hour. In these cases, a callout (more on conventions in the next section) will point you to the hour where that topic is discussed in depth. Due to the gradual introduction of topics, you should absolutely read this book front to back, and do the exercises at the end of every hour. By the time you’ve finished with this book, you’ll have a fully working application and a solid grasp on AngularJS. Enjoy the experience!

Conventions Used in This Book

This book uses several design elements and conventions to help you prioritize and reference the information it contains:

- **By the Way** boxes provide useful sidebar information that you can read immediately or circle back to without losing the flow of the topic at hand.
- **Did You Know?** boxes highlight information that can make your programming more effective.
- **Watch Out!** boxes focus your attention on problems or side effects that can occur in specific situations.
- **Go To** boxes call out other places in the book where we refer to the topic you’re currently learning about.
- New terms appear in an italic typeface for emphasis.
- In addition, this book uses various typefaces to help you distinguish code from regular English. Code is presented in a monospace font.

Exercises

Each hour in this book ends with an exercise that tests your mastery of the skills learned in the hour. Most of these hours build upon one another toward developing a full front-end application. If you complete all these exercises by the end of the book, you will have built a reading list management application that enables users to save books to a reading list, remove books from their reading list, mark books as read, leave personal notes on books, and view book reviews for books on their reading list. Books saved to the application have these properties: author, title, description, genre, publication date, publisher, number of pages, average rating, price, and ISBN. To check your work from hour to hour, we have published the source code for the application at each point during development. Please see the book website to download this source code.
Onward and Upward!

Whether or not you’re a .NET developer, you’re going to have a lot of fun working through this book. By the time you complete it, you’ll be able to develop, debug, and deploy Angular apps. You will have gained foundational knowledge on the motivations for “thick-client” front-end web development, and you will have learned countless Angular best practices. We love using Angular on our consulting projects, products, and side projects, and we hope you will as well.
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Tinkering with Tools for Modern Front-End Development

What You’ll Learn in This Hour:
- The current tool landscape
- Node
- NPM
- Bower
- Grunt
- JSHint
- Yeoman and Angular scaffolding

Why tools? Well, in short, tools are awesome! They simplify our lives and make the overall development experience easier, quicker, and less prone to errors. The tools discussed this hour represent a set of great tools that on their own provide a huge amount of value, but when combined create a robust development experience to rival any other.

If you’re coming from the .NET world, many of these tools will seem familiar, and if you’re not, don’t worry. All of these tools are fairly simple to use, and once you get the hang of them, you won’t imagine web development without them.

The Tool Landscape

Before we dive into the tools, let’s briefly discuss the current tool landscape. The front-end community is thriving and growing, which has brought about tremendous evolution in the past few years: but this has created a bit of an issue. Because the community is innovating so quickly, keeping up with the latest tools is becoming difficult. Also, these tools and libraries seem to burst on to the scene with tremendous force, bringing with them new and exciting ideas that quickly catch on, only to have a new tool innovate on top of the innovation. You might hear talk of the package manager wars, or the task manager wars. These “wars” are a result of the rapid innovation that the community is currently undergoing. Don’t let this scare you, though; the results of these innovations are well worth the constant change.
Node

Node is a huge topic that can, and has, filled books in its own right. So, it's not covered much here, but it's important to know about. From the Node team: “As an asynchronous event-driven framework, Node.js is designed to build scalable network applications.” Well, that sounds all fine and dandy, but what are you going to use Node for? The answer to this is, you won't really.

To clarify, almost all the tools covered this hour are built on top of Node or require Node in some way or another. Node is a highly flexible module-based platform built on top of the Google Chrome V8 engine and ECMAScript, which means that almost all of JavaScript's native functions, objects, and methods are supported. This has enabled developers to quickly build amazing tools using the language they are already comfortable with.

It is important to note that Node.js is a “server-side” framework that you can use for all sorts of applications, and the use of it in this book is to enable front-end development tools. For the uses covered in this book, install Node on your development machine and not on your web server.

To install Node, visit the Node website at https://nodejs.org.

Package Management

For those who have a .NET background, package management should already be familiar. If you are comfortable with the concept of package management, feel free to skip the next paragraph, although you might learn a thing or two even if you are already comfortable.

There is a saying that if you don’t manage your packages, your packages will manage you. (In my experience, this is certainly true.) In the extremely innovative front-end community, libraries are constantly being updated, and many of these libraries rely on other libraries, which in turn rely on other libraries. This can cause a mess of dependencies that either forces you to spend hours resolving these dependencies or ultimately forces you to give up. This is where package managers come in. They maintain a list of libraries and their dependencies, and will help you automatically resolve these dependencies.

The first package manager discussed here is NPM.

NPM

The first thing you should know about NPM (Node Package Manager) is that's automatically installed when you install Node. So, take the next 10 seconds to celebrate not having to install anything for this topic.

NPM is by far one of the most common tools for web developers. Where Node allows developers to build great development tools, NPM allows the developers to share their libraries, while simultaneously making it easy for people to install and update. NPM is by far the largest
package manager for JavaScript libraries, boasting more than 125,000 packages at the time of this writing, with over a billion installs (that's right, a billion, with a B) per month.

NPM can be accessed via command line. So, if you are on a Windows PC, open the command prompt. If you're running OS X or Linux, open Terminal and type `npm`.

If you are experiencing errors, see the information about Node earlier (what it is and how to install it).

Now that you have NPM up and running, let's install a package.

If you closed the command prompt or Terminal, open it again and run the following command:

```
npm install -g bower
```

Let's break this command down so that you better understand what it's doing. By typing `npm install`, you are invoking NPM and telling it to install a package called Bower. The `-g` flag is telling Node to install this package globally. The reason you install Bower globally is that it is not project dependent.

If you receive an error message when trying to install Bower, you may need to run the command with elevated privileges. On a Windows computer, try running the command prompt as an administrator. If you are on OS X or Linux, try running the command with the `sudo` modifier:

```
sudo npm install -g bower
```

That should prompt you for your password, and even though it doesn't look like you are typing anything, you are.

Follow these tips if you run into any problems installing packages throughout the remainder of this hour.

**Bower**

Bower is a package manager. Wait, didn’t you just learn that was what NPM is? That’s right! At this point, you might be thinking that the web development community just likes to complicate things (or that somebody is pulling your leg), and you would be partially right.

Bower is indeed another package manager, but one that focuses on installing front-end frameworks, libraries, and assets. While NPM can indeed install all of these things, it does so in a much different way. The following sidebar covers the differences between NPM and Bower.

**BY THE WAY**

**Bower Versus NPM**

As mentioned earlier, NPM and Bower are both package managers, so what’s the point in having two? Doesn’t that just get confusing? It certainly has caused and will continue to cause confusion
and arguments. This discussion does not take sides, and instead explains why there are two and what each one brings to the table.

The biggest difference between the two is the way they manage dependencies. NPM uses a nested dependency tree structure, which allows the developer of the package you are installing to request specific versions of libraries. This ensures that the package you are installing will work no matter what other versions of its dependencies you already have installed. This is really great for those writing server-side applications because size and download speed are not really issues. However, if you are developing front-end applications, making your end user download three separate versions of jQuery is simply unacceptable.

This is where Bower comes in. Bower uses a flat dependency structure, ensuring that your end user is downloading only one version of each library. This greatly reduces the number of files your users have to download, which in turn decreases the load time of your application. However, Bower can’t ensure that when you install a new package that relies on one you already have it will work. This puts the burden of resolving dependencies on you, the developer.

Don’t feel that you need to pick only one of these. In fact, you should use both. NPM for development dependencies like Bower, Grunt, Gulp, and so on, and use Bower for application dependencies such as jQuery and Underscore.

To get started with Bower, create a new folder somewhere easily accessible, and navigate to it using your operating system’s terminal. Bower works just like NPM, where all you have to do is type `bower install`, but it can also grab files from other places. Here are some examples of ways to install libraries, assets, or even git repositories.

```
#### registered package
$ bower install jquery

#### GitHub shorthand
$ bower install desandro/masonry

#### Git endpoint
$ bower install git://github.com/user/package.git

#### URL
$ bower install http://example.com/script.js
```

Bower packages are installed in a subfolder called `bower_components` inside whatever folder you are currently in when you run the command.

**Grunt**

Grunt, at its core, is a task runner. Add a few of the hundreds of community-made plug-ins and you can automate your entire build process with just a few lines of code. Grunt uses Node’s `require()` system, along with adding some things to the `package.json` file. So, make sure to install Grunt as follows:

```
sudo npm install -g grunt-cli
```

This installs the Grunt command-line interface (CLI) globally so that it’s available to use in any of your projects. After you have it installed, you can start using it in your projects. To set it up,
first make sure that you have a package.json file in your project directory. If you don’t, you can easily create one by answering a few questions after running the following command:

```sh
npm init
```

After answering questions from Node, you need to generate a Gruntfile, which is where you can set up tasks. To do that, run the following command:

```sh
npm install grunt --save-dev
```

The `--save-dev` flag tells the Grunt CLI that you want to make Grunt a development dependency.

**WATCH OUT!**

**Installation Trouble!**

If for some reason this command fails to generate a Gruntfile, visit [http://gruntjs.com/getting-started](http://gruntjs.com/getting-started) to view the latest example Gruntfile.

This allows your fellow teammates, with just a single command, to make sure that they have all the necessary Node packages installed:

```sh
npm install
```

To add other premade Grunt tasks to your project, simply install them the same way you did Grunt. Here is the command to install JSHint, which is a code-validation task that ensures you write both valid and good JavaScript code:

```sh
npm install grunt-contrib-jshint --save-dev
```

Now that you have JSHint installed, let’s take a look at your Gruntfile. It should look something like this:

```javascript
module.exports = function(grunt) {

  grunt.initConfig({
  
  });

};
```

To configure JSHint and set up a task to run it, modify your Gruntfile like so:

```javascript
module.exports = function(grunt) {

  grunt.initConfig({
    jshint: { 
      files: ['Gruntfile.js', 'src/**/*', 'test/**/*'],
      
    },

};
```
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```javascript
options: {
    globals: {
        jQuery: true
    }
};
```

This sets some options for JSHint, like what files it should examine and what globals you will have defined. Grunt then needs to make sure it loads the tasks, and finally, you register a task called default that will run JSHint. To actually run JSHint, just run the following:

```bash
grunt
```

This executes the default task that you just set up to run JSHint! While your IDE of choice may come with some built-in tools for front-end development, thousands of plug-ins can be used in any combination, providing you with the flexibility to automate your entire build. Grunt is an amazingly powerful task runner that can save you loads of time with your build and deployment process.

**Yeoman**

After reading through this hour, you might be thinking that it takes a lot of work to get all these tools set up for every new project you work on, and you wouldn’t be wrong. This is where Yeoman comes in. Yeoman is a scaffolding tool that allows anyone to write plug-ins for it. It’s simple to use and infinitely extensible. If you find yourself creating the same config files, installing the same packages, and scaffolding out the same folder structure every time you start a new project, you’re going to love Yeoman. If this is your first foray into JavaScript programming, you could probably use a little jumpstart. Let’s use Yeoman to scaffold out a brand new Angular application. To do so, let’s first install Yeoman, as follows:

```bash
npm install -g yo
```

Just like when you use `-g` in the Grunt `install` command, this ensures that Yeoman is installed globally so that you can use it wherever you are.

Let’s also run the following command to install the Yeoman Angular generator globally:

```bash
npm install -g generator-angular
```
At this point, make a new project folder and \cd into it from your command prompt. Then run the following command:

```
yo angular MySweetAppName
```

Yeoman is going to ask you a few questions to make sure that it installs all the features you want. Once you complete all the prompts, Yeoman installs all the dependencies it needs and scaffolds a simple Angular application for you. To view what’s created, run the following Grunt command:

```
grunt serve
```

This command starts the Angular application within a locally running Node server where you can play with the app and debug it.

## Summary

In this hour, you learned about the ever-shifting landscape of JavaScript and the open source community, dug into Node and its super-useful NPM (which was then compared to its rising alternative, Bower). You also set up Grunt to help you run a code-hinting tool called JSHint, and installed Yeoman to help scaffold out an entire Angular application.

## Q&A

**Q.** NPM and Bower do similar things; is there a competing tool to Grunt?

**A.** Yes! It’s called Gulp, and is very similar to Grunt, but has different syntax and some extra features. It’s really up to you which you choose to use, as the installation processes and setup are almost identical.

## Workshop

### Quiz

1. What command creates a new package.json file?

2. How do you save a dependency when using Bower?

3. What’s the command for running the default Grunt task?
Answers
1. npm init
2. bower install --save-dev
3. grunt

Exercise
For the book management system mentioned in the Introduction, set up your project by running npm init, bower init, bower install angular, and bower install bootstrap.
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