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Congratulations! By reading this sentence, you are already 20 seconds closer to learning C++, one of the most important programming languages in the world.

If you continue for another 23 hours, 59 minutes, and 40 seconds, you will master the fundamentals of the C++ programming language. Twenty-four 1-hour lessons cover the fundamentals, such as managing I/O, creating loops and arrays, using object-oriented programming with templates, and creating C++ programs.

All of this has been organized into well-structured, easy-to-follow lessons. There are working projects that you create—complete with output and an analysis of the code—to illustrate the topics of the hour. Syntax examples are clearly marked for handy reference.

To help you become more proficient, each hour ends with a set of common questions and answers.

Who Should Read This Book?

You don’t need any previous experience in programming to learn C++ with this book. This book starts with the basics and teaches you both the language and the concepts involved with programming C++. Whether you are just beginning or already have some experience programming, you will find that this book makes learning C++ fast and easy.

Should I Learn C First?

No, you don’t need to learn C first. C++ is a much more powerful and versatile language that was created by Bjarne Stroustrup as a successor to C. Learning C first can lead you into some programming habits that are more error-prone than what you’ll do in C++. This book does not assume that readers are familiar with C.
Why Should I Learn C++?

You could be learning a lot of other languages, but C++ is valuable to learn because it has stood the test of time and continues to be a popular choice for modern programming.

In spite of being created in 1979, C++ is still being used for professional software today because of the power and flexibility of the language. There’s even a new version of the language coming up, which has the working title C++0x and makes the language even more useful.

Because other languages such as Java were inspired by C++, learning the language can provide insight into them, as well. Mastering C++ gives you portable skills that you can use on just about any platform on the market today, from personal computers to Linux and UNIX servers to mainframes to mobile devices.

What If I Don’t Want This Book?

I’m sorry you feel that way, but these things happen sometimes. Please reshelve this book with the front cover facing outward on an endcap with access to a lot of the store’s foot traffic.

Conventions Used in This Book

This book contains special elements as described here.

- **By the Way**
  These boxes provide additional information to the material you just read.

- **Watch Out!**
  These boxes focus your attention on problems or side effects that can occur in specific situations.

- **Did you Know?**
  These boxes give you tips and highlight information that can make your C++ programming more efficient and effective.
When you see this symbol, you know that what you see next will show the output from a code listing/example.

This book uses various typefaces:

- To help you distinguish C++ code from regular English, actual C++ code is typeset in a special monospace font.
- Placeholders—words or characters temporarily used to represent the real words or characters you would type in code—are typeset in italic monospace.
- New or important terms are typeset in italic.
- In the listings in this book, each real code line is numbered. If you see an unnumbered line in a listing, you’ll know that the unnumbered line is really a continuation of the preceding numbered code line (some code lines are too long for the width of the book). In this case, you should type the two lines as one; do not divide them.
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HOUR 3

Creating Variables and Constants

What You’ll Learn in This Hour:

- How to create variables and constants
- How to assign values to variables and change those values
- How to display the value of variables
- How to find out how much memory a variable requires

What Is a Variable?

A variable is a location in computer memory where you can store and retrieve a value. Your computer’s memory can be thought of as a series of cubbyholes lined up in a long row. Each cubbyhole is numbered sequentially. The number of each cubbyhole is its memory address.

Variables have addresses and are given names that describe their purpose. In a game program, you could create a variable named score to hold the player’s score and a variable named zombies for the number of zombies the player has defeated. A variable is a label on a cubbyhole so that it can be accessed without knowing the actual memory address.

Figure 3.1 shows seven cubbyholes with addresses ranging from 101 to 107. In address 104, the zombies variable holds the value 17. The other cubbyholes are empty.
Storing Variables in Memory

When you create a variable in C++, you must tell the compiler the variable's name and what kind of information it will hold, such as an integer, character, or floating-point number. This is the variable's type (sometimes called data type). The type tells the compiler how much room to set aside in memory to hold the variable's value.

Each cubbyhole in memory can hold 1 byte. If a variable's type is 2 bytes in size, it needs 2 bytes of memory. Because computers use bytes to represent values, it is important that you familiarize yourself with this concept.

A short integer, represented by short in C++, is usually 2 bytes. A long integer (long) is 4 bytes, an integer (int) can be 2 or 4 bytes, and a long long integer is 8 bytes.

Characters of text are represented by the char type in C++, which usually is 1 byte in size. In Figure 3.1 shown earlier, each cubbyhole holds 1 byte. A single short integer could be stored in addresses 106 and 107.

True-false values are stored as the bool type. The values true and false are the only values it can hold.

The size of a short always is smaller than or the same as an int. The size of an int is always the same or smaller than a long. Floating-point numeric types are different and are discussed later this hour.

The usual type sizes thus far described do not hold true on all systems. You can check the size a type holds in C++ using sizeof(), an element of the language called a function. The parentheses that follow sizeof should be filled with the name of a type, as in this statement:

```
std::cout << sizeof(int) << "\n";
```
What Is a Variable?

This statement displays the number of bytes required to store an integer variable. The `sizeof()` function is provided by the compiler and does not require an include directive. The Sizer program in Listing 3.1 relies on the `sizeof()` function to report the sizes of common C++ types on your computer.

**LISTING 3.1  The Full Text of Sizer.cpp**

```cpp
#include <iostream>

int main()
{
    std::cout << "The size of an integer: \t\t";
    std::cout << sizeof(int) << " bytes\n";
    std::cout << "The size of a short integer: \t";
    std::cout << sizeof(short) << " bytes\n";
    std::cout << "The size of a long integer: \t";
    std::cout << sizeof(long) << " bytes\n";
    std::cout << "The size of a character: \t";
    std::cout << sizeof(char) << " bytes\n";
    std::cout << "The size of a boolean: \t\t";
    std::cout << sizeof(bool) << " bytes\n";
    std::cout << "The size of a float: \t\t";
    std::cout << sizeof(float) << " bytes\n";
    std::cout << "The size of a double float: \t";
    std::cout << sizeof(double) << " bytes\n";
    std::cout << "The size of a long long int: \t";
    std::cout << sizeof(long long int) << " bytes\n";
    return 0;
}
```

This program makes use of a new feature of C++0x, the next version of the language. The `long long int` data type holds extremely large integers. If your compiler fails with an error, it may not support this feature yet. Delete lines 19–20 and try again to see if that's the problem.

After being compiled, this program produces the following output when run on a Linux Ubuntu 9.10 system:

The size of an integer: 4 bytes
The size of a short integer: 2 bytes
The size of a long integer: 4 bytes
The size of a character: 1 byte
The size of a boolean: 1 byte
The size of a float: 4 bytes
The size of a double float: 8 bytes
The size of a long long int: 8 bytes

Compare this output to how it runs on your computer. The `sizeof()` function reveals the size of an object specified as its argument. For example, on line 16 the keyword `float` is passed to `sizeof()`. As you can see from the output, on the Ubuntu computer an `int` is equivalent in size to a `long`. 
Signed and Unsigned Variables

All the integer types come in two varieties specified using a keyword. They are declared with unsigned when they only hold positive values and signed when they hold positive or negative values. Here’s a statement that creates a short int variable called zombies that does not hold negative numbers:

```c
unsigned short zombies = 0;
```

The variable is assigned the initial value 0. Both signed and unsigned integers can equal 0.

Integers that do not specify either signed or unsigned are assumed to be signed.

Signed and unsigned integers are stored using the same number of bytes. For this reason, the largest number that can be stored in an unsigned integer is twice as big as the largest positive number that a signed integer can hold. An unsigned short can handle numbers from 0 to 65,535. Half the numbers represented by a signed short are negative, so a signed short represents numbers from –32,768 to 32,767. In both cases, the total number of possible values is 65,535.

Variable Types

In addition to integer variables, C++ types cover floating-point values and characters of text.

Floating-point variables have values that can be expressed as decimal values. Character variables hold a single byte representing 1 of the 256 characters and symbols in the standard ASCII character set.

Variable types supported by C++ programs are shown in Table 3.1, which lists the variable type, the most common memory size, and the possible values that it can hold. Compare this table to the output of the Sizer program when run on your computer, looking for size differences.

<table>
<thead>
<tr>
<th>Type</th>
<th>Size</th>
<th>Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>unsigned short</td>
<td>2 bytes</td>
<td>0 to 65,535</td>
</tr>
<tr>
<td>short</td>
<td>2 bytes</td>
<td>–32,768 to 32,767</td>
</tr>
<tr>
<td>unsigned long</td>
<td>4 bytes</td>
<td>0 to 4,294,967,295</td>
</tr>
<tr>
<td>long</td>
<td>4 bytes</td>
<td>–2,147,483,648 to 2,147,483,647</td>
</tr>
<tr>
<td>int</td>
<td>4 bytes</td>
<td>–2,147,483,648 to 2,147,483,647</td>
</tr>
</tbody>
</table>
TABLE 3.1

<table>
<thead>
<tr>
<th>Type</th>
<th>Size</th>
<th>Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>unsigned int</td>
<td>4 bytes</td>
<td>0 to 4,294,967,295</td>
</tr>
<tr>
<td>long long int</td>
<td>8 bytes</td>
<td>-9.2 quintillion to 9.2 quintillion</td>
</tr>
<tr>
<td>char</td>
<td>1 byte</td>
<td>256 character values</td>
</tr>
<tr>
<td>bool</td>
<td>1 byte</td>
<td>true or false</td>
</tr>
<tr>
<td>float</td>
<td>4 bytes</td>
<td>1.2e–38 to 3.4e38</td>
</tr>
<tr>
<td>double</td>
<td>8 bytes</td>
<td>2.2e–308 to 1.8e308</td>
</tr>
</tbody>
</table>

The short and long variables also are called short int and long int in C++. Both forms are acceptable in your programs.

As shown in Table 3.1, unsigned short integers can hold a value only up to 65,535, while signed short integers can hold half that at maximum. Although unsigned long long int integers can hold more than 18.4 quintillion, that's still finite. If you need a larger number, you must use float or double at the cost of some numeric precision. Floats and doubles can hold extremely large numbers, but only the first 7 or 19 digits are significant on most computers. Additional digits are rounded off.

Although it’s considered poor programming practice, a char variable can be used as a very small integer. Each character has a numeric value equal to its ASCII code in that character set. For example, the exclamation point character (!) has the value 33.

**Defining a Variable**

A variable is defined in C++ by stating its type, the variable name, and a colon to end the statement, as in this example:

```cpp
int highScore;
```
More than one variable can be defined in the same statement as long as they share the same type. The names of the variables should be separated by commas, as in these examples:

```c++
unsigned int highScore, playerScore;
long area, width, length;
```

The `highScore` and `playerScore` variables are both unsigned integers. The second statement creates three `long` integers: `area`, `width`, and `length`. Because these integers share the same type, they can be created in one statement.

A variable name can be any combination of uppercase and lowercase letters, numbers and underscore characters `_` without any spaces. Legal variable names include `x`, `driver8`, and `playerScore`. C++ is case sensitive, so the `highScore` variable differs from ones named `highscore` or `HIGHSCORE`.

Using descriptive variable names makes it easier to understand a program for the humans reading it. (The compiler doesn’t care one way or the other.) Take a look at the following two code examples to see which one is easier to figure out.

**Example 1**

```c++
main()
{
    unsigned short x;
    unsigned short y;
    unsigned int z;
    z = x * y;
}
```

**Example 2**

```c++
main ()
{
    unsigned short width;
    unsigned short length;
    unsigned short area;
    area = width * length;
}
```

Programmers differ in the conventions they adopt for variable names. Some prefer all lowercase letters for variable names with underscores separating words, such as `high_score` and `player_score`. Others prefer lowercase letters except for the first letter of new words, such as `highScore` and `playerScore`. (In a bit of programming lore, the latter convention has been dubbed CamelCase because the middle-of-word capitalization looks like a camel’s hump.)

Programmers who learned in a UNIX environment tend to use the first convention, whereas those in the Microsoft world use CamelCase. The compiler does not care.

The code in this book uses CamelCase.
With well-chosen variable names and plenty of comments, your C++ code will be much easier to figure out when you come back to it months or years later.

Some compilers allow you to turn case sensitivity of variable names off. Do not do this. If you do, your programs won’t work with other compilers, and other C++ programmers will make fun of you.

Some words are reserved by C++ and may not be used as variable names because they are keywords used by the language. Reserved keywords include `if`, `while`, `for`, and `main`. Generally, any reasonable name for a variable is almost certainly not a keyword.

Variables may contain a keyword as part of a name but not the entire name, so variables `mainFlag` and `forward` are permitted but `main` and `for` are reserved.

### Assigning Values to Variables

A variable is assigned a value using the `=` operator, which is called the *assignment operator*. The following statements show it in action to create an integer named `highScore` with the value 13,000:

```cpp
unsigned int highScore;
highScore = 13000;
```

A variable can be assigned an initial value when it is created:

```cpp
unsigned int highScore = 13000;
```

This is called *initializing the variable*. Initialization looks like assignment, but when you work later with constants, you’ll see that some variables must be initialized because they cannot be assigned a value.

The Rectangle program in Listing 3.2 uses variables and assignments to compute the area of a rectangle and display the result.

### LISTING 3.2  The Full Text of `Rectangle.cpp`

```cpp
#include <iostream>

int main()
{
    // set up width and length
    unsigned short width = 5, length;
    length = 10;

    // create an unsigned short initialized with the
    // result of multiplying width by length
    unsigned short area = width * length;

    std::cout << "Width: " << width << "
";
    std::cout << "Length: " << length << "\n";
```
This program produces the following output when run:

Width: 5
Length: 10
Area: 50

Like the other programs you’ve written so far, Rectangle uses the `#include` directive to bring the standard `iostream` library into the program. This makes it possible to use `std::cout` to display information.

Within the program’s `main()` block, on line 6 the variables `width` and `length` are created and `width` is given the initial value of 5. On line 7, the `length` variable is given the value 10 using the `=` assignment operator.

On line 11, an integer named `area` is defined. This variable is initialized with the value of the variable `width` multiplied by the value of `length`. The multiplication operator `*` multiplies one number by another.

On lines 13–15, the values of all three variables are displayed.

### Using Type Definitions

When a C++ program contains a lot of variables, it can be repetitious and error-prone to keep writing `unsigned short int` for each one. A shortcut for an existing type can be created with the keyword `typedef`, which stands for type definition.

A `typedef` requires `typedef` followed by the existing type and its new name. Here’s an example:

```cpp
typedef unsigned short USHORT
```

This statement creates a type definition named `USHORT` that can be used anywhere in a program in place of `unsigned short`. The `NewRectangle` program in Listing 3.3 is a rewrite of Rectangle that uses this type definition.

### LISTING 3.3  The Full Text of NewRectangle.cpp

```cpp
#include <iostream>

int main()
{
    // create a type definition
    typedef unsigned short USHORT;

    // set up width and length
    USHORT width = 5;
```
This program has the same output as Rectangle: the values of width (5), length (10), and area (50).

On line 6, the USHort typedef is created as a shortcut for unsigned short. A type definition substitutes the underlying definition unsigned short wherever the shortcut USHort is used.

During Hour 8, “Creating Basic Classes,” you learn how to create new types in C++. This is different from creating type definitions.

Some compilers will warn that in the Rectangle2 program a “conversion may lose significant digits.” This occurs because the product of the two USHORTS on line 14 might be larger than an unsigned short integer can hold. For this program, you can safely ignore the warning.

### Constants

A constant, like a variable, is a memory location where a value can be stored. Unlike variables, constants never change in value. You must initialize a constant when it is created. C++ has two types of constants: literal and symbolic.

A literal constant is a value typed directly into your program wherever it is needed. For example, consider the following statement:

```cpp
long width = 5;
```

This statement assigns the integer variable width the value 5. The 5 in the statement is a literal constant. You can’t assign a value to 5, and its value can’t be changed.

The values true and false, which are stored in bool variables, also are literal constants.

A symbolic constant is a constant represented by a name, just like a variable. The const keyword precedes the type, name, and initialization. Here’s a statement that sets the point reward for killing a zombie:

```cpp
const int KILL_BONUS = 5000;
```
Whenever a zombie is dispatched, the player's score is increased by the reward:

```cpp
playerScore = playerScore + KILL_BONUS;
```

If you decide later to increase the reward to 10,000 points, you can change the constant `KILL_BONUS`, and it will be reflected throughout the program. If you were to use the literal constant `5000` instead, it would be more difficult to find all the places it is used and change the value. This reduces the potential for error.

Well-named symbolic constants also make a program more understandable. Constants often are fully capitalized by programmers to make them distinct from variables. This is not required by C++, but the capitalization of a constant must be consistent because the language is case sensitive.

**Defining Constants**

There's another way to define constants that dates back to early versions of the C language, the precursor of C++. The preprocessor directive `#define` can create a constant by specifying its name and value, separated by spaces:

```cpp
#define KILLBONUS 5000
```

The constant does not have a type such as `int` or `char`. The `#define` directive enables a simple text substitution that replaces every instance of `KILLBONUS` in the code with `5000`. The compiler sees only the end result.

Because these constants lack a type, the compiler cannot ensure that the constant has a proper value.

**Enumerated Constants**

Enumerated constants create a set of constants with a single statement. They are defined with the keyword `enum` followed by a series of comma-separated names surrounded by braces:

```cpp
enum COLOR { RED, BLUE, GREEN, WHITE, BLACK };
```

This statement creates a set of enumerated constants named `COLOR` with five values named `RED`, `BLUE`, `GREEN`, `WHITE` and `BLACK`.

The values of enumerated constants begin with 0 for the first in the set and count upwards by 1. So `RED` equals 0, `BLUE` equals 1, `GREEN` equals 2, `WHITE` equals 3, and `BLACK` equals 4. All the values are integers.
Constants also can specify their value using an = assignment operator:

```cpp
eenum Color { RED=100, BLUE, GREEN=500, WHITE, BLACK=700 };
```

This statement sets RED to 100, GREEN to 500, and BLACK to 700. The members of the set without assigned values will be 1 higher than the previous member, so BLUE equals 101 and WHITE equals 501.

The advantage of this technique is that you get to use a symbolic name such as BLACK or WHITE rather than a possibly meaningless number such as 1 or 700.

**Summary**

This hour covered how to work with simple kinds of information in C++ such as integers, floating-point values, and characters. Variables are used to store values that can change as a program runs. Constants store values that stay the same—in other words, they are not variable.

The biggest challenge when using variables is choosing the proper type. If you’re working with signed integers that might go higher than 65,000, you should store them in a `long` rather than a `short`. If they might go higher than 2.1 billion, they’re too big for a `long`. If a numeric value contains decimal values, it must be either `float` or `double`, the two floating-point types in the C++ language.

Another thing to keep in mind when working with variables is the number of bytes they occupy, which can vary on different systems. The `sizeof()` function provided by the compiler returns the number of bytes any variable type requires.

**Q&A**

Q. *If a short int can run out of room, why not always use long integers?*

A. Both `short` integers and `long` integers will run out of room, but a `long` integer will do so with a much larger number. On most computers, a `long` integer takes up twice as much memory, which has become less of a concern because of the memory available on modern PCs.

Q. *What happens if I assign a number with a decimal to an integer rather than a float or double? Consider the following line of code:*

```cpp
int rating = 5.4;
```

A. Some compilers issue a warning, but the assignment of a decimal value to an integer type is permitted in C++. The number is truncated into an integer, so
the statement assigns the rating integer the value 5. The more precise information is lost in the assignment, so if you tried to assign rating to a float variable, it would still equal 5.

Q. Why should I bother using symbolic constants?

A. When a constant is used in several places in a program, a symbolic constant enables all the values to change simply by changing the constant’s initialization. Symbolic constants also serve an explanatory purpose like comments. If a statement multiplies a number by 360, it’s less easily understood than multiplying it by a constant named degreesInACircle that equals 360.

Q. Why did Jack Klugman have a 40-year feud with Norman Fell?

A. Klugman, the star of the TV shows Quincy M.E. and The Odd Couple, had a well-publicized long-running spat with Fell, the star of Three’s Company and the landlord on The Graduate. No one seems to know the cause, but it did not end until Fell’s death in 1998.

The movie reference site IMDb quotes Fell as saying, “I could have killed as Oscar. I would have been great as Quincy. I wouldn’t have been so hammy. Klugman overacted every scene. You want the show to be good, pick me. You want a chain-smoking jackass who ruins any credibility for your project, I’ll give you Klugman’s number.”

IMDb quotes Klugman as saying after Fell’s funeral, “Best funeral I’ve ever been to. I’ve never laughed so hard in years. I had the time of my life.”

The two actors, born in Philadelphia two years apart, bear some resemblance to each other and could have competed for the same roles over the decades they were acting in films and television. In reality, however, they were not enemies. As the blogger Tom Nawrocki found out in 2008, their feud was a shared joke they played on the media.

Workshop

Now that you’ve learned about variables and constants, you can answer a few questions and do a couple of exercises to firm up your knowledge about them.
Quiz

1. Why would you use unsigned over signed integers?
   A. They hold more numbers.
   B. They hold more positive numbers.
   C. There’s no reason to prefer one over the other.

2. Are the variables ROSE, rose, and Rose the same?
   A. Yes
   B. No
   C. None of your business

3. What is the difference between a #define constant and const?
   A. Only one is handled by the preprocessor.
   B. Only one has a type.
   C. Both a and b

Answers

1. B. Unsigned integers hold more positive values and cannot be used to hold negative values. They hold the same number of values.

2. B. Because C++ is case sensitive, a ROSE is not a rose is not a Rose. Each reference is treated as a different variable by the compiler.

3. C. The preprocessor directive #define substitutes the specified value into your code every place it appears in code. It does not have a data type and is invisible to the compiler. A constant, created with the keyword const, has a data type and is handled by the compiler.
Activities

1. Create a program that uses constants for a touchdown (6 points), field goal (3 points), extra point (1 point), and safety (2 point) and then adds them in the same order they were scored by the teams in the last Super Bowl. Display the final score. (For extra credit, make the Indianapolis Colts win.)

2. Expand the Rectangle program so that it determines the area of a three-dimensional rectangle that has width, length, and height. To determine the area, use the multiplication operator * to multiply all three values.

To see solutions to these activities, visit this book’s website at http://cplusplus.cadenhead.org.
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object-oriented programming, 19
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overloading, 219-220
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80/80 rule, 358-359
APIs, 359-361
design considerations, 361-362
designing interfaces, 356-358
PostMasterMessage class, 359
dividing projects up, 352-353
driver programs, 362-368
initial class design, 353-354
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programming in large groups, 361
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rooted hierarchies versus non-rooted, 354-356
PostMaster Professional, 351
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access, 405
braces, 401-402
class definitions, 406
comments, 404-405
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programming styles, 16-18
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public access versus private access, 115-116
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  references to objects, 193-194
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switch-case conditional, 93
symbolic constants, 40
T
tail nodes, 289
Temperature.cpp, 66
template items, 381-386
TemplateList.cpp, 381-386
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Tricycle.cpp, 116-117, 128
Tricycle.hpp, 127
try blocks, 392, 395
  catching exceptions, 395-396
  by reference and polymorphism, 397-400
  throwing, 391
type definitions, 36-37
typedef, 36-37
  pointers to functions, 322
types, 111
  creating new, 112
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UML (Unified Modeling Language), 345
unsigned short integers, 33
unsigned variables, 32
use cases, 345
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v-pointers, 258
ValuePasser.cpp, 175
values
   assigning to variables, 35-36
default values, 203-204
expressions, 58
returning by reference, 181-182
returning from functions, 70-72
returning multiple values, references, 179-181
variable types, 32-33
variables, 29, 143
   adding to C++, 49
   assigning values to, 35-36
   auto-typed variables, 335-337
classes, 113
defining, 33-35
global, 76
   functions, 68-69
local variables, functions, 66-68
signed, 32
storing in memory, 30-31
unsigned, 32
variable types, 32-33
virtual copy constructors, virtual member functions, 261-264
virtual destructors, virtual member functions, 261
virtual functions, 276-277
   implementing, 277-280
virtual member functions, 258
   cost of, 264
   how they work, 257-258
   slicing, 259-261
virtual copy constructors, 261-264
   virtual destructors, 261
virtual methods, implementing polymorphism, 253-257
virtual table pointers, 258
vptr (virtual table pointers), 258
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writing
   class constructors, 211
   increment methods, operator overloading, 217-218
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     include files, 406
     long lines, 402
     program text, 403
     spelling and capitalization, 404
     switch statements, 402

Y-Z

Years.cpp, 48
“You Oughta Know,” 229