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Java is now about twenty years old, and the classic book, Core Java™, covers, in meticulous detail, not just the language but all core libraries and a multitude of changes between versions, spanning two volumes and well over 2,000 pages. But Java 8 changes everything. Many of the old Java idioms are no longer required, and there is a much faster, easier pathway for learning Java. In this book, I show you the “good parts” of modern Java so you can put them to work quickly.

As with my previous “Impatient” books, I quickly cut to the chase, showing you what you need to know for solving a programming problem without lecturing about the superiority of one paradigm over another. I also present the information in small chunks, organized so that you can quickly retrieve it when needed.

Assuming you are proficient in some other programming language, such as C++, JavaScript, Objective C, PHP, or Ruby, with this book you will learn how to become a competent Java programmer. I cover all aspects of Java that a developer needs to know, including the powerful lambda expressions and streams that were introduced in Java 8. I tell you where to find out more about old-fashioned concepts that you might still see in legacy code, but I don’t dwell on them.

A key reason to use Java is to tackle concurrent programming. With parallel algorithms and threadsafe data structures readily available in the Java library, the way application programmers should handle concurrent programming has completely changed. I provide fresh coverage, showing you how to use the powerful library features instead of error-prone, low-level constructs.
Traditional books on Java are focused on user interface programming—but nowadays, few developers produce user interfaces on desktop computers. If you intend to use Java for server-side programming or Android programming, you will be able to use this book effectively without being distracted by desktop GUI code.
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Java was designed as an object-oriented programming language in the 1990s when object-oriented programming was the principal paradigm for software development. Interfaces are a key feature of object-oriented programming: They let you specify what should be done, without having to provide an implementation.

Long before there was object-oriented programming, there were functional programming languages, such as Lisp, in which functions and not objects are the primary structuring mechanism. Recently, functional programming has risen in importance because it is well suited for concurrent and event-driven (or “reactive”) programming. Java supports function expressions that provide a convenient bridge between object-oriented and functional programming. In this chapter, you will learn about interfaces and lambda expressions.

The key points of this chapter are:

• An interface specifies a set of methods that an implementing class must provide.

• An interface is a supertype of any class that implements it. Therefore, one can assign instances of the class to variables of the interface type.

• An interface can contain static methods. All variables of an interface are automatically static and final.

• An interface can contain default methods that an implementing class can inherit or override.
• The Comparable and Comparator interfaces are used for comparing objects.
• A lambda expression denotes a block of code that can be executed at a later point in time.
• Lambda expressions are converted to functional interfaces.
• Method and constructor references refer to methods or constructors without invoking them.
• Lambda expressions and local inner classes can access effectively final variables from the enclosing scope.

3.1 Interfaces

An interface is a mechanism for spelling out a contract between two parties: the supplier of a service and the classes that want their objects to be usable with the service. In the following sections, you will see how to define and use interfaces in Java.

3.1.1 Declaring an Interface

Consider a service that works on sequences of integers, reporting the average of the first n values:

```java
public static double average(IntSequence seq, int n)
```

Such sequences can take many forms. Here are some examples:

• A sequence of integers supplied by a user
• A sequence of random integers
• The sequence of prime numbers
• The sequence of elements in an integer array
• The sequence of code points in a string
• The sequence of digits in a number

We want to implement a single mechanism for deal with all these kinds of sequences.

First, let us spell out what is common between integer sequences. At a minimum, one needs two methods for working with a sequence:

• Test whether there is a next element
• Get the next element

To declare an interface, you provide the method headers, like this:
public interface IntSequence {
    boolean hasNext();
    int next();
}

You need not implement these methods, but you can provide default implementations if you like—see Section 3.2.2, “Default Methods,” on p. 100. If no implementation is provided, we say that the method is abstract.

NOTE: All methods of an interface are automatically public. Therefore, it is not necessary to declare hasNext and next as public. Some programmers do it anyway for greater clarity.

The methods in the interface suffice to implement the average method:

public static double average(IntSequence seq, int n) {
    int count = 0;
    double sum = 0;
    while (seq.hasNext() && count < n) {
        count++;
        sum += seq.next();
    }
    return count == 0 ? 0 : sum / count;
}

3.1.2 Implementing an Interface

Now let’s look at the other side of the coin: the classes that want to be usable with the average method. They need to implement the IntSequence interface. Here is such a class:

public class SquareSequence implements IntSequence {
    private int i;

    public boolean hasNext() {
        return true;
    }

    public int next() {
        i++;
        return i * i;
    }
}
There are infinitely many squares, and an object of this class delivers them all, one at a time.

The `implements` keyword indicates that the `SquareSequence` class intends to conform to the `IntSequence` interface.

**CAUTION:** The implementing class must declare the methods of the interface as `public`. Otherwise, they would default to package access. Since the interface requires public access, the compiler would report an error.

This code gets the average of the first 100 squares:

```java
SquareSequence squares = new SquareSequence();
double avg = average(squares, 100);
```

There are many classes that can implement the `IntSequence` interface. For example, this class yields a finite sequence, namely the digits of a positive integer starting with the least significant one:

```java
public class DigitSequence implements IntSequence {
    private int number;

    public DigitSequence(int n) {
        number = n;
    }

    public boolean hasNext() {
        return number != 0;
    }

    public int next() {
        int result = number % 10;
        number /= 10;
        return result;
    }

    public int rest() {
        return number;
    }
}
```

An object `new DigitSequence(1729)` delivers the digits 9 2 7 1 before `hasNext` returns `false`.
NOTE: The SquareSequence and DigitSequence classes implement all methods of the IntSequence interface. If a class only implements some of the methods, then it must be declared with the abstract modifier. See Chapter 4 for more information on abstract classes.

3.1.3 Converting to an Interface Type

This code fragment computes the average of the digit sequence values:

```java
IntSequence digits = new DigitSequence(1729);
double avg = average(digits, 100);
// Will only look at the first four sequence values
```

Look at the `digits` variable. Its type is `IntSequence`, not `DigitSequence`. A variable of type `IntSequence` refers to an object of some class that implements the `IntSequence` interface. You can always assign an object to a variable whose type is an implemented interface, or pass it to a method expecting such an interface.

Here is a bit of useful terminology. A type $S$ is a supertype of the type $T$ (the subtype) when any value of the subtype can be assigned to a variable of the supertype without a conversion. For example, the `IntSequence` interface is a supertype of the `DigitSequence` class.

NOTE: Even though it is possible to declare variables of an interface type, you can never have an object whose type is an interface. All objects are instances of classes.

3.1.4 Casts and the `instanceof` Operator

Occasionally, you need the opposite conversion—from a supertype to a subtype. Then you use a cast. For example, if you happen to know that the object stored in an `IntSequence` is actually a `DigitSequence`, you can convert the type like this:

```java
IntSequence sequence = ...;
DigitSequence digits = (DigitSequence) sequence;
System.out.println(digits.rest());
```

In this scenario, the cast was necessary because `rest` is a method of `DigitSequence` but not `IntSequence`.

See Exercise 2 for a more compelling example.
You can only cast an object to its actual class or one of its supertypes. If you are wrong, a compile-time error or class cast exception will occur:

```java
String digitString = (String) sequence;
// Cannot possibly work—IntSequence is not a supertype of String
RandomSequence randoms = (RandomSequence) sequence;
// Could work, throws a class cast exception if not
```

To avoid the exception, you can first test whether the object is of the desired type, using the `instanceof` operator. The expression

```java
object instanceof Type
```

returns true if `object` is an instance of a class that has `Type` as a supertype. It is a good idea to make this check before using a cast.

```java
if (sequence instanceof DigitSequence) {
    DigitSequence digits = (DigitSequence) sequence;
    ...
}
```

### 3.1.5 Extending Interfaces

An interface can extend another, providing additional methods on top of the original ones. For example, `Closeable` is an interface with a single method:

```java
public interface Closeable {
    void close();
}
```

As you will see in Chapter 5, this is an important interface for closing resources when an exception occurs.

The `Channel` interface extends this interface:

```java
public interface Channel extends Closeable {
    boolean isOpen();
}
```

A class that implements the `Channel` interface must provide both methods, and its objects can be converted to both interface types.

### 3.1.6 Implementing Multiple Interfaces

A class can implement any number of interfaces. For example, a `FileSequence` class that reads integers from a file can implement the `Closeable` interface in addition to `IntSequence`:
public class FileSequence implements IntSequence, Closeable {
    ...
}

Then the FileSequence class has both IntSequence and Closeable as supertypes.

3.1.7 Constants

Any variable defined in an interface is automatically public static final.

For example, the SwingConstants interface defines constants for compass directions:

```java
public interface SwingConstants {
    int NORTH = 1;
    int NORTH_EAST = 2;
    int EAST = 3;
    ...
}
```

You can refer to them by their qualified name, SwingConstants.NORTH. If your class chooses to implement the SwingConstants interface, you can drop the SwingConstants qualifier and simply write NORTH. However, this is not a common idiom. It is far better to use enumerations for a set of constants; see Chapter 4.

NOTE: You cannot have instance variables in an interface. An interface specifies behavior, not object state.

3.2 Static and Default Methods

In earlier versions of Java, all methods of an interface had to be abstract—that is, without a body. Nowadays you can add two kinds of methods with a concrete implementation: static and default methods. The following sections describe these methods.

3.2.1 Static Methods

There was never a technical reason why an interface could not have static methods, but they did not fit into the view of interfaces as abstract specifications. That thinking has now evolved. In particular, factory methods make a lot of sense in interfaces. For example, the IntSequence interface can have a static method digitsOf that generates a sequence of digits of a given integer:

```java
IntSequence digits = IntSequence.digitsOf(1729);
```
The method yields an instance of some class implementing the `IntSequence` interface, but the caller need not care which one it is.

```java
public interface IntSequence {
    ...
    public static IntSequence digitsOf(int n) {
        return new DigitSequence(n);
    }
}
```

**NOTE:** In the past, it had been common to place static methods in a companion class. You find pairs of interfaces and utility classes, such as `Collection/Collections` or `Path/Paths`, in the standard library. This split is no longer necessary.

### 3.2.2 Default Methods

You can supply a default implementation for any interface method. You must tag such a method with the `default` modifier.

```java
public interface IntSequence {
    default boolean hasNext() { return true; }
    // By default, sequences are infinite
    int next();
}
```

A class implementing this interface can choose to override the `hasNext` method or to inherit the default implementation.

**NOTE:** Default methods put an end to the classic pattern of providing an interface and a companion class that implements most or all of its methods, such as `Collection/AbstractCollection` or `WindowListener/WindowAdapter` in the Java API. Nowadays you should just implement the methods in the interface.

An important use for default methods is interface evolution. Consider for example the `Collection` interface that has been a part of Java for many years. Suppose that way back when, you provided a class

```java
public class Bag implements Collection
```

Later, in Java 8, a `stream` method was added to the interface. Suppose the `stream` method was not a default method. Then the `Bag` class no longer compiles since it doesn’t implement the new method. Adding a nondefault method to an interface is not source-compatible.
But suppose you don’t recompile the class and simply use an old JAR file containing it. The class will still load, even with the missing method. Programs can still construct Bag instances, and nothing bad will happen. (Adding a method to an interface is binary-compatible.) However, if a program calls the stream method on a Bag instance, an AbstractMethodError occurs.

Making the method a default method solves both problems. The Bag class will again compile. And if the class is loaded without being recompiled and the stream method is invoked on a Bag instance, the Collection.stream method is called.

### 3.2.3 Resolving Default Method Conflicts

If a class implements two interfaces, one of which has a default method and the other a method (default or not) with the same name and parameter types, then you must resolve the conflict. This doesn’t happen very often, and it is usually easy to deal with the situation.

Let’s look at an example. Suppose we have an interface Person with a getId method:

```java
public interface Person {
    String getName();
    default int getId() { return 0; }
}
```

And suppose there is an interface Identified, also with such a method.

```java
public interface Identified {
    default int getId() { return Math.abs(hashCode()); }
}
```

You will see what the hashCode method does in Chapter 4. For now, all that matters is that it returns some integer that is derived from the object.

What happens if you form a class that implements both of them?

```java
public class Employee implements Person, Identified {
    ...
}
```

The class inherits two getId methods provided by the Person and Identified interfaces. There is no way for the Java compiler to choose one over the other. The compiler reports an error and leaves it up to you to resolve the ambiguity. Provide a getId method in the Employee class and either implement your own ID scheme, or delegate to one of the conflicting methods, like this:

```java
public class Employee implements Person, Identified {
    public int getId() { return Identified.super.getId(); }
    ...
}
```
NOTE: The `super` keyword lets you call a supertype method. In this case, we need to specify which supertype we want. The syntax may seem a bit odd, but it is consistent with the syntax for invoking a superclass method that you will see in Chapter 4.

Now assume that the `Identified` interface does not provide a default implementation for `getId`:

```java
interface Identified {
    int getId();
}
```

Can the `Employee` class inherit the default method from the `Person` interface? At first glance, this might seem reasonable. But how does the compiler know whether the `Person.getId` method actually does what `Identified.getId` is expected to do? After all, it might return the level of the person’s Freudian id, not an ID number.

The Java designers decided in favor of safety and uniformity. It doesn’t matter how two interfaces conflict; if at least one interface provides an implementation, the compiler reports an error, and it is up to the programmer to resolve the ambiguity.

NOTE: If neither interface provides a default for a shared method, then there is no conflict. An implementing class has two choices: implement the method, or leave it unimplemented and declare the class as abstract.

NOTE: If a class extends a superclass (see Chapter 4) and implements an interface, inheriting the same method from both, the rules are easier. In that case, only the superclass method matters, and any default method from the interface is simply ignored. This is actually a more common case than conflicting interfaces. See Chapter 4 for the details.

### 3.3 Examples of Interfaces

At first glance, interfaces don’t seem to do very much. An interface is just a set of methods that a class promises to implement. To make the importance of interfaces more tangible, the following sections show you four examples of commonly used interfaces from the standard Java library.
3.3.1 The Comparable Interface

Suppose you want to sort an array of objects. A sorting algorithm repeatedly compares elements and rearranges them if they are out of order. Of course, the rules for doing the comparison are different for each class, and the sorting algorithm should just call a method supplied by the class. As long as all classes can agree on what that method is called, the sorting algorithm can do its job. That is where interfaces come in.

If a class wants to enable sorting for its objects, it should implement the Comparable interface. There is a technical point about this interface. We want to compare strings against strings, employees against employees, and so on. For that reason, the Comparable interface has a type parameter.

```
public interface Comparable<T> {
    int compareTo(T other);
}
```

For example, the String class implements Comparable<String> so that its compareTo method has the signature

```
int compareTo(String other)
```

NOTE: A type with a type parameter such as Comparable or ArrayList is a generic type. You will learn all about generic types in Chapter 6.

When calling `x.compareTo(y)`, the `compareTo` method returns an integer value to indicate whether `x` or `y` should come first. A positive return value (not necessarily 1) indicates that `x` should come after `y`. A negative integer (not necessarily -1) is returned when `x` should come before `y`. If `x` and `y` are considered equal, the returned value is 0.

Note that the return value can be any integer. That flexibility is useful because it allows you to return a difference of non-negative integers.

```
public class Employee implements Comparable<Employee> {
...
    public int compareTo(Employee other) {
        return getId() - other.getId(); // Ok if IDs always ≥ 0
    }
}
```
CAUTION: Returning a difference of integers does not work if the integers can be negative. Then the difference can overflow for large operands of opposite sign. In that case, use the Integer.compare method that works correctly for all integers.

When comparing floating-point values, you cannot just return the difference. Instead, use the static Double.compare method. It does the right thing, even for ±∞ and NaN.

Here is how the Employee class can implement the Comparable interface, ordering employees by salary:

```java
public class Employee implements Comparable<Employee> {
    ...
    public int compareTo(Employee other) {
        return Double.compare(salary, other.salary);
    }
}
```

NOTE: It is perfectly legal for the compare method to access other.salary. In Java, a method can access private features of any object of its class.

The String class, as well as over a hundred other classes in the Java library, implements the Comparable interface. You can use the Arrays.sort method to sort an array of Comparable objects:

```java
String[] friends = { "Peter", "Paul", "Mary" };
Arrays.sort(friends); // friends is now ["Mary", "Paul", "Peter"]
```

NOTE: Strangely, the Arrays.sort method does not check at compile time whether the argument is an array of Comparable objects. Instead, it throws an exception if it encounters an element of a class that doesn't implement the Comparable interface.

3.3.2 The Comparator Interface

Now suppose we want to sort strings by increasing length, not in dictionary order. We can’t have the String class implement the compareTo method in two ways—and at any rate, the String class isn’t ours to modify.

To deal with this situation, there is a second version of the Arrays.sort method whose parameters are an array and a comparator—an instance of a class that implements the Comparator interface.
public interface Comparator<T> {
    int compare(T first, T second);
}

To compare strings by length, define a class that implements Comparator<String>:

```java
class LengthComparator implements Comparator<String> {
    public int compare(String first, String second) {
        return first.length() - second.length();
    }
}
```

To actually do the comparison, you need to make an instance:

```java
Comparator<String> comp = new LengthComparator();
if (comp.compare(words[i], words[j]) > 0) ...
```

Contrast this call with `words[i].compareTo(words[j])`. The compare method is called on
the comparator object, not the string itself.

---

NOTE: Even though the LengthComparator object has no state, you still need
to make an instance of it. You need the instance to call the compare method—it
is not a static method.

---

To sort an array, pass a LengthComparator object to the `Arrays.sort` method:

```java
String[] friends = { "Peter", "Paul", "Mary" };
Arrays.sort(friends, new LengthComparator());
```

Now the array is either ["Paul", "Mary", "Peter"] or ["Mary", "Paul", "Peter"].

You will see in Section 3.4.2, “Functional Interfaces,” on p. 109 how to use a
Comparator much more easily, using a lambda expression.

### 3.3.3 The Runnable Interface

At a time when just about every processor has multiple cores, you want to keep
those cores busy. You may want to run certain tasks in a separate thread, or give
them to a thread pool for execution. To define the task, you implement the Runnable
interface. This interface has just one method.

```java
class HelloTask implements Runnable {
    public void run() {
        for (int i = 0; i < 1000; i++) {
            System.out.println("Hello, World!");
        }
    }
}
```
If you want to execute this task in a new thread, create the thread from the Runnable and start it:

```java
Runnable task = new HelloTask();
Thread thread = new Thread(task);
thread.start();
```

Now the run method executes in a separate thread, and the current thread can proceed with other work.

**NOTE:** In Chapter 10, you will see other ways of executing a Runnable.

**NOTE:** There is also a `Callable<T>` interface for tasks that return a result of type `T`.

### 3.3.4 User Interface Callbacks

In a graphical user interface, you have to specify actions to be carried out when the user clicks a button, selects a menu option, drags a slider, and so on. These actions are often called **callbacks** because some code gets called back when a user action occurs.

In Java-based GUI libraries, interfaces are used for callbacks. For example, in JavaFX, the following interface is used for reporting events:

```java
public interface EventHandler<T> {
    void handle(T event);
}
```

This too is a generic interface where `T` is the type of event that is being reported, such as an `ActionEvent` for a button click.

To specify the action, implement the interface:

```java
class CancelAction implements EventHandler<ActionEvent> {
    public void handle(ActionEvent event) {
        System.out.println("Oh noes!");
    }
}
```

Then, make an object of that class and add it to the button:

```java
Button cancelButton = new Button("Cancel");
cancelButton.setOnAction(new CancelAction());
```
NOTE: Since Oracle positions JavaFX as the successor to the Swing GUI toolkit, I use JavaFX in these examples. (Don’t worry—you need not know any more about JavaFX than the couple of statements you just saw.) The details don’t matter; in every user interface toolkit, be it Swing, JavaFX, or Android, you give a button some code that you want to run when the button is clicked.

Of course, this way of defining a button action is rather tedious. In other languages, you just give the button a function to execute, without going through the detour of making a class and instantiating it. The next section shows how you can do the same in Java.

3.4 Lambda Expressions

A “lambda expression” is a block of code that you can pass around so it can be executed later, once or multiple times. In the preceding sections, you have seen many situations where it is useful to specify such a block of code:

- To pass a comparison method to Arrays.sort
- To run a task in a separate thread
- To specify an action that should happen when a button is clicked

However, Java is an object-oriented language where (just about) everything is an object. There are no function types in Java. Instead, functions are expressed as objects, instances of classes that implement a particular interface. Lambda expressions give you a convenient syntax for creating such instances.

3.4.1 The Syntax of Lambda Expressions

Consider again the sorting example from Section 3.3.2, “The Comparator Interface,” on p. 104. We pass code that checks whether one string is shorter than another. We compute

\[ \text{first.length()} - \text{second.length()} \]

What are first and second? They are both strings. Java is a strongly typed language, and we must specify that as well:

\[(\text{String first, String second}) \rightarrow \text{first.length()} - \text{second.length()}\]

You have just seen your first lambda expression. Such an expression is simply a block of code, together with the specification of any variables that must be passed to the code.
Why the name? Many years ago, before there were any computers, the logician Alonzo Church wanted to formalize what it means for a mathematical function to be effectively computable. (Curiously, there are functions that are known to exist, but nobody knows how to compute their values.) He used the Greek letter lambda (\( \lambda \)) to mark parameters, somewhat like
\[
\lambda \text{first.} \; \lambda \text{second}. \; \text{first.length()} - \text{second.length()}
\]

NOTE: Why the letter \( \lambda \)? Did Church run out of letters of the alphabet? Actually, the venerable *Principia Mathematica* (see http://plato.stanford.edu/entries/principia-mathematica) used the ^ accent to denote function parameters, which inspired Church to use an uppercase lambda \( \Lambda \). But in the end, he switched to the lowercase version. Ever since, an expression with parameter variables has been called a lambda expression.

If the body of a lambda expression carries out a computation that doesn’t fit in a single expression, write it exactly like you would have written a method: enclosed in {} and with explicit return statements. For example,

```java
(String first, String second) -> {
    int difference = first.length() < second.length();
    if (difference < 0) return -1;
    else if (difference > 0) return 1;
    else return 0;
}
```

If a lambda expression has no parameters, supply empty parentheses, just as with a parameterless method:

```java
Runnable task = () -> { for (int i = 0; i < 1000; i++) doWork(); }
```

If the parameter types of a lambda expression can be inferred, you can omit them. For example,

```java
Comparator<String> comp = (first, second) -> first.length() - second.length();
// Same as (String first, String second)
```

Here, the compiler can deduce that first and second must be strings because the lambda expression is assigned to a string comparator. (We will have a closer look at this assignment in the next section.)

If a method has a single parameter with inferred type, you can even omit the parentheses:

```java
EventHandler<ActionEvent> listener = event ->
    System.out.println("Oh noes!");
    // Instead of (event) -> or (ActionEvent event) ->
```
You never specify the result type of a lambda expression. However, the compiler infers it from the body and checks that it matches the expected type. For example, the expression

\[(\text{String first, String second}) \rightarrow \text{first.length()} - \text{second.length()}\]

can be used in a context where a result of type `int` is expected (or a compatible type such as `Integer`, `long`, or `double`).

### 3.4.2 Functional Interfaces

As you already saw, there are many interfaces in Java that express actions, such as `Runnable` or `Comparator`. Lambda expressions are compatible with these interfaces. You can supply a lambda expression whenever an object of an interface with a single abstract method is expected. Such an interface is called a functional interface.

To demonstrate the conversion to a functional interface, consider the `Arrays.sort` method. Its second parameter requires an instance of `Comparator`, an interface with a single method. Simply supply a lambda:

```java
Arrays.sort(words,
            (first, second) -> first.length() - second.length());
```

Behind the scenes, the second parameter variable of the `Arrays.sort` method receives an object of some class that implements `Comparator<String>`. Invoking the `compare` method on that object executes the body of the lambda expression. The management of these objects and classes is completely implementation-dependent and highly optimized.

In most programming languages that support function literals, you can declare function types such as `(String, String) -> int`, declare variables of those types, put functions into those variables, and invoke them. In Java, there is only one thing you can do with a lambda expression: put it in a variable whose type is a functional interface, so that it is converted to an instance of that interface.

---

**NOTE:** You cannot assign a lambda expression to a variable of type `Object`, the common supertype of all classes in Java (see Chapter 4). `Object` is a class, not a functional interface.

---

The standard library provides a large number of functional interfaces (see Section 3.6.2, “Choosing a Functional Interface,” on p. 113). One of them is

```java
public interface Predicate<T> {
    boolean test(T t);
    // Additional default and static methods
}
```
The `ArrayList` class has a `removeIf` method whose parameter is a `Predicate`. It is specifically designed to pass a lambda expression. For example, the following statement removes all `null` values from an array list:

```java
list.removeIf(e -> e == null);
```

### 3.5 Method and Constructor References

Sometimes, there is already a method that carries out exactly the action that you’d like to pass on to some other code. There is special syntax for a method reference that is even shorter than a lambda expression calling the method. A similar shortcut exists for constructors. You will see both in the following sections.

#### 3.5.1 Method References

Suppose you want to sort strings regardless of letter case. You could call

```java
Arrays.sort(strings, (x, y) -> x.compareToIgnoreCase(y));
```

Instead, you can pass this method expression:

```java
Arrays.sort(strings, String::compareToIgnoreCase);
```

The expression `String::compareToIgnoreCase` is a **method reference** that is equivalent to the lambda expression `(x, y) -> x.compareToIgnoreCase(y)`.

Here is another example. The `Objects` class defines a method `isNull`. The call `Objects.isNull(x)` simply returns the value of `x == null`. It seems hardly worth having a method for this case, but it was designed to be passed as a method expression. The call

```java
list.removeIf(Objects::isNull);
```
removes all `null` values from a list.

As another example, suppose you want to print all elements of a list. The `ArrayList` class has a method `forEach` that applies a function to each element. You could call

```java
list.forEach(x -> System.out.println(x));
```

It would be nicer, however, if you could just pass the `println` method to the `forEach` method. Here is how to do that:

```java
list.forEach(System.out::println);
```

As you can see from these examples, the `::` operator separates the method name from the name of a class or object. There are three variations:
1. `Class::instanceMethod`

2. `Class::staticMethod`

3. `object::instanceMethod`

   In the first case, the first parameter becomes the receiver of the method, and any other parameters are passed to the method. For example, `String::compareToIgnoreCase` is the same as `(x, y) -> x.compareToIgnoreCase(y)`.

   In the second case, all parameters are passed to the static method. The method expression `Objects::isNull` is equivalent to `x -> Objects.isNull(x)`.

   In the third case, the method is invoked on the given object, and the parameters are passed to the instance method. Therefore, `System.out::println` is equivalent to `x -> System.out.println(x)`.

   **NOTE:** When there are multiple overloaded methods with the same name, the compiler will try to find from the context which one you mean. For example, there are multiple versions of the `println` method. When passed to the `forEach` method of an `ArrayList<String>`, the `println(String)` method is picked.

   You can capture the `this` parameter in a method reference. For example, `this::equals` is the same as `x -> this.equals(x)`.

   **NOTE:** In an inner class, you can capture the `this` reference of an enclosing class as `EnclosingClass.this::method`. You can also capture `super`—see Chapter 4.

### 3.5.2 Constructor References

Constructor references are just like method references, except that the name of the method is `new`. For example, `Employee::new` is a reference to an `Employee` constructor. If the class has more than one constructor, then it depends on the context which constructor is chosen.

   Here is an example for using such a constructor reference. Suppose you have a list of strings

   ```java
   List<String> names = ...;
   ```

   You want a list of employees, one for each name. As you will see in Chapter 8, you can use streams to do this without a loop: Turn the list into a stream, and then call the `map` method. It applies a function and collects all results.
Stream<Employee> stream = names.stream().map(Employee::new);

Since names.stream() contains String objects, the compiler knows that Employee::new refers to the constructor Employee(String).

You can form constructor references with array types. For example, int[]::new is a constructor reference with one parameter: the length of the array. It is equivalent to the lambda expression n -> new int[n].

Array constructor references are useful to overcome a limitation of Java: It is not possible to construct an array of a generic type. (See Chapter 6 for details.) For that reason, methods such Stream.toArray return an Object array, not an array of the element type:

Object[] employees = stream.toArray();

But that is unsatisfactory. The user wants an array of employees, not objects. To solve this problem, another version of toArray accepts a constructor reference:

Employee[] buttons = stream.toArray(Employee[].::new);

The toArray method invokes this constructor to obtain an array of the correct type. Then it fills and returns the array.

### 3.6 Processing Lambda Expressions

Up to now, you have seen how to produce lambda expressions and pass them to a method that expects a functional interface. In the following sections, you will see how to write your own methods that can consume lambda expressions.

#### 3.6.1 Implementing Deferred Execution

The point of using lambdas is deferred execution. After all, if you wanted to execute some code right now, you’d do that, without wrapping it inside a lambda. There are many reasons for executing code later, such as:

- Running the code in a separate thread
- Running the code multiple times
- Running the code at the right point in an algorithm (for example, the comparison operation in sorting)
- Running the code when something happens (a button was clicked, data has arrived, and so on)
- Running the code only when necessary
Let’s look at a simple example. Suppose you want to repeat an action \( n \) times. The action and the count are passed to a \texttt{repeat} method:

\[
\texttt{repeat}(10, () \to \texttt{System.out.println}("Hello, World!");)
\]

To accept the lambda, we need to pick (or, in rare cases, provide) a functional interface. In this case, we can just use \texttt{Runnable}:

\[
\texttt{public static void repeat(int n, \texttt{Runnable} action) \{} \\
\texttt{for (int i = 0; i < n; i++) action.run();} \\
\texttt{\}}
\]

Note that the body of the lambda expression is executed when \texttt{action.run()} is called.

Now let’s make this example a bit more sophisticated. We want to tell the action in which iteration it occurs. For that, we need to pick a functional interface that has a method with an \texttt{int} parameter and a \texttt{void} return. Instead of rolling your own, I strongly recommend that you use one of the standard ones described in the next section. The standard interface for processing \texttt{int} values is

\[
\texttt{public interface \texttt{IntConsumer} \{} \\
\texttt{\quad void accept(int value);} \\
\texttt{\}}
\]

Here is the improved version of the \texttt{repeat} method:

\[
\texttt{public static void repeat(int n, \texttt{IntConsumer} action) \{} \\
\texttt{for (int i = 0; i < n; i++) action.accept(i);} \\
\texttt{\}}
\]

And here is how you call it:

\[
\texttt{repeat}(10, i \to \texttt{System.out.println}("Countdown: " + (9 - i)));)
\]

### 3.6.2 Choosing a Functional Interface

In most functional programming languages, function types are structural. To specify a function that maps two strings to an integer, you use a type that looks something like \texttt{Function2\langle String, String, Integer\rangle} or \texttt{(String, String) -> int}. In Java, you instead declare the intent of the function using a functional interface such as \texttt{Comparator\langle String\rangle}. In the theory of programming languages this is called nominal typing.

Of course, there are many situations where you want to accept “any function” without particular semantics. There are a number of generic function types for that purpose (see Table 3–1), and it’s a very good idea to use one of them when you can.
### Table 3-1 Common Functional Interfaces

<table>
<thead>
<tr>
<th>Functional Interface</th>
<th>Parameter types</th>
<th>Return type</th>
<th>Abstract method name</th>
<th>Description</th>
<th>Other methods</th>
</tr>
</thead>
<tbody>
<tr>
<td>Runnable</td>
<td>none</td>
<td>void</td>
<td>run</td>
<td>Runs an action without arguments or return value</td>
<td></td>
</tr>
<tr>
<td>Supplier&lt;T&gt;</td>
<td>none</td>
<td>T</td>
<td>get</td>
<td>Supplies a value of type T</td>
<td></td>
</tr>
<tr>
<td>Consumer&lt;T&gt;</td>
<td>T</td>
<td>void</td>
<td>accept</td>
<td>Consumes a value of type T</td>
<td>andThen</td>
</tr>
<tr>
<td>BiConsumer&lt;T, U&gt;</td>
<td>T, U</td>
<td>void</td>
<td>accept</td>
<td>Consumes values of types T and U</td>
<td>andThen</td>
</tr>
<tr>
<td>Function&lt;T, R&gt;</td>
<td>T</td>
<td>R</td>
<td>apply</td>
<td>A function with argument of type T</td>
<td>compose, andThen, identity</td>
</tr>
<tr>
<td>BiFunction&lt;T, U, R&gt;</td>
<td>T, U</td>
<td>R</td>
<td>apply</td>
<td>A function with arguments of types T and U</td>
<td>andThen</td>
</tr>
<tr>
<td>UnaryOperator&lt;T&gt;</td>
<td>T</td>
<td>T</td>
<td>apply</td>
<td>A unary operator on the type T</td>
<td>compose, andThen, identity</td>
</tr>
<tr>
<td>BinaryOperator&lt;T&gt;</td>
<td>T, T</td>
<td>T</td>
<td>apply</td>
<td>A binary operator on the type T</td>
<td>andThen, maxBy, minBy</td>
</tr>
<tr>
<td>Predicate&lt;T&gt;</td>
<td>T</td>
<td>boolean</td>
<td>test</td>
<td>A boolean-valued function</td>
<td>and, or, negate, isEqual</td>
</tr>
<tr>
<td>BiPredicate&lt;T, U&gt;</td>
<td>T, U</td>
<td>boolean</td>
<td>test</td>
<td>A boolean-valued function with two arguments</td>
<td>and, or, negate</td>
</tr>
</tbody>
</table>

For example, suppose you write a method to process files that match a certain criterion. Should you use the descriptive java.io.FileFilter class or a Predicate<File>? I strongly recommend that you use the standard Predicate<File>. The only reason not to do so would be if you already have many useful methods producing FileFilter instances.
NOTE: Most of the standard functional interfaces have nonabstract methods for producing or combining functions. For example, `Predicate.isEqual(a)` is the same as `a.equals`, but it also works if `a` is null. There are default methods and, or, negate for combining predicates. For example, `Predicate.isEqual(a).or(Predicate.isEqual(b))` is the same as `x -> a.equals(x) || b.equals(x).

Table 3–2 lists the 34 available specializations for primitive types `int`, `long`, and `double`. It is a good idea to use these specializations to reduce autoboxing. For that reason, I used an `IntConsumer` instead of a `Consumer<Integer>` in the example of the preceding section.

### Table 3–2 Functional Interfaces for Primitive Types

<table>
<thead>
<tr>
<th>Functional Interface</th>
<th>Parameter types</th>
<th>Return type</th>
<th>Abstract method name</th>
</tr>
</thead>
<tbody>
<tr>
<td>BooleanSupplier</td>
<td>none</td>
<td>boolean</td>
<td>getAsBoolean</td>
</tr>
<tr>
<td>PSupplier</td>
<td>none</td>
<td>p</td>
<td>getAsP</td>
</tr>
<tr>
<td>PConsumer</td>
<td>p</td>
<td>void</td>
<td>accept</td>
</tr>
<tr>
<td>ObjPConsumer&lt;T&gt;</td>
<td>T, p</td>
<td>void</td>
<td>accept</td>
</tr>
<tr>
<td>PFunction&lt;T&gt;</td>
<td>p</td>
<td>T</td>
<td>apply</td>
</tr>
<tr>
<td>PToQFunction</td>
<td>p</td>
<td>q</td>
<td>applyAsQ</td>
</tr>
<tr>
<td>ToPFunction&lt;T&gt;</td>
<td>T</td>
<td>p</td>
<td>applyAsP</td>
</tr>
<tr>
<td>ToPBiFunction&lt;T, U&gt;</td>
<td>T, U</td>
<td>p</td>
<td>applyAsP</td>
</tr>
<tr>
<td>PUnaryOperator</td>
<td>p</td>
<td>p</td>
<td>applyAsP</td>
</tr>
<tr>
<td>PBinaryOperator</td>
<td>p, p</td>
<td>p</td>
<td>applyAsP</td>
</tr>
<tr>
<td>PPredicate</td>
<td>p</td>
<td>boolean</td>
<td>test</td>
</tr>
</tbody>
</table>

### 3.6.3 Implementing Your Own Functional Interfaces

Ever so often, you will be in a situation where none of the standard functional interfaces work for you. Then you need to roll your own.

Suppose you want to fill an image with color patterns, where the user supplies a function yielding the color for each pixel. There is no standard type for a mapping `(int, int) -> Color`. You could use `BiFunction<Integer, Integer, Color>`, but that involves autoboxing.
In this case, it makes sense to define a new interface

```java
@FunctionalInterface
public interface PixelFunction {
    Color apply(int x, int y);
}
```

NOTE: You should tag functional interfaces with the `@FunctionalInterface` annotation. This has two advantages. First, the compiler checks that the annotated entity is an interface with a single abstract method. Second, the javadoc page includes a statement that your interface is a functional interface.

Now you are ready to implement a method:

```java
BufferedImage createImage(int width, int height, PixelFunction f) {
    BufferedImage image = new BufferedImage(width, height, BufferedImage.TYPE_INT_RGB);
    for (int x = 0; x < width; x++)
        for (int y = 0; y < height; y++) {
            Color color = f.apply(x, y);
            image.setRGB(x, y, color.getRGB());
        }
    return image;
}
```

To call it, supply a lambda expression that yields a color value for two integers:

```java
BufferedImage frenchFlag = createImage(150, 100,
    (x, y) -> x < 50 ? Color.BLUE : x < 100 ? Color.WHITE : Color.RED);
```

### 3.7 Lambda Expressions and Variable Scope

In the following sections, you will learn how variables work inside lambda expressions. This information is somewhat technical but essential for working with lambda expressions.

#### 3.7.1 Scope of a Lambda Expression

The body of a lambda expression has the same scope as a nested block. The same rules for name conflicts and shadowing apply. It is illegal to declare a parameter or a local variable in the lambda that has the same name as a local variable.
int first = 0;
Comparator<String> comp = (first, second) -> first.length() - second.length();
// Error: Variable first already defined

Inside a method, you can’t have two local variables with the same name, therefore
you can’t introduce such variables in a lambda expression either.

As another consequence of the “same scope” rule, the this keyword in a lambda
expression denotes the this parameter of the method that creates the
lambda. For example, consider

```java
public class Application() {
    public void doWork() {
        Runnable runner = () -> { ...
            System.out.println(this.toString()); ...
        };
        ...
    }
}
```

The expression this.toString() calls the toString method of the Application object,
not the Runnable instance. There is nothing special about the use of this in a lambda
expression. The scope of the lambda expression is nested inside the doWork method,
and this has the same meaning anywhere in that method.

### 3.7.2 Accessing Variables from the Enclosing Scope

Often, you want to access variables from an enclosing method or class in a
lambda expression. Consider this example:

```java
public static void repeatMessage(String text, int count) {
    Runnable r = () -> {
        for (int i = 0; i < count; i++) {
            System.out.println(text);
        }
    };
    new Thread(r).start();
}
```

Note that the lambda expression accesses the parameter variables defined in the
enclosing scope, not in the lambda expression itself.

Consider a call

```
repeatMessage("Hello", 1000); // Prints Hello 1000 times in a separate thread
```

Now look at the variables count and text inside the lambda expression. If you
think about it, something nonobvious is going on here. The code of the lambda
expression may run long after the call to repeatMessage has returned and the
parameter variables are gone. How do the text and count variables stay around when the lambda expression is ready to execute?

To understand what is happening, we need to refine our understanding of a lambda expression. A lambda expression has three ingredients:

1. A block of code
2. Parameters
3. Values for the free variables—that is, the variables that are not parameters and not defined inside the code

In our example, the lambda expression has two free variables, text and count. The data structure representing the lambda expression must store the values for these variables—in our case, "Hello" and 1000. We say that these values have been captured by the lambda expression. (It’s an implementation detail how that is done. For example, one can translate a lambda expression into an object with a single method, so that the values of the free variables are copied into instance variables of that object.)

NOTE: The technical term for a block of code together with the values of free variables is a closure. In Java, lambda expressions are closures.

As you have seen, a lambda expression can capture the value of a variable in the enclosing scope. To ensure that the captured value is well defined, there is an important restriction. In a lambda expression, you can only reference variables whose value doesn’t change. This is sometimes described by saying that lambda expressions capture values, not variables. For example, the following is a compile-time error:

```java
for (int i = 0; i < n; i++) {
    new Thread(() -> System.out.println(i)).start();
    // Error—cannot capture i
}
```

The lambda expression tries to capture i, but this is not legal because i changes. There is no single value to capture. The rule is that a lambda expression can only access local variables from an enclosing scope that are effectively final. An effectively final variable is never modified—it either is or could be declared as final.

NOTE: The same rule applies to variables captured by local inner classes (see Section 3.9, “Local Inner Classes,” on p. 122). In the past, the rule was more draconian and required captured variables to actually be declared final. This is no longer the case.
NOTE: The variable of an enhanced for loop is effectively final since its scope is a single iteration. The following is perfectly legal:

```java
for (String arg : args) {
    new Thread(() -> System.out.println(arg)).start();
    // OK to capture arg
}
```

A new variable `arg` is created in each iteration and assigned the next value from the `args` array. In contrast, the scope of the variable `i` in the preceding example was the entire loop.

As a consequence of the “effectively final” rule, a lambda expression cannot mutate any captured variables. For example,

```java
public static void repeatMessage(String text, int count, int threads) {
    Runnable r = () -> {
        while (count > 0) {
            count--; // Error: Can’t mutate captured variable
            System.out.println(text);
        }
    }
    for (int i = 0; i < threads; i++) new Thread(r).start();
}
```

This is actually a good thing. As you will see in Chapter 10, if two threads update `count` at the same time, its value is undefined.

NOTE: Don’t count on the compiler to catch all concurrent access errors. The prohibition against mutation only holds for local variables. If `count` is an instance variable or static variable of an enclosing class, then no error is reported even though the result is just as undefined.

CAUTION: One can circumvent the check for inappropriate mutations by using an array of length 1:

```java
int[] counter = new int[1];
button.setOnAction(event -> counter[0]++);
```

The counter variable is effectively final—it is never changed since it always refers to the same array, so you can access it in the lambda expression.

Of course, code like this is not threadsafe. Except possibly for a callback in a single-threaded UI, this is a terrible idea. You will see how to implement a threadsafe shared counter in Chapter 10.
3.8 Higher-Order Functions

In a functional programming language, functions are first-class citizens. Just like you can pass numbers to methods and have methods that produce numbers, you can have arguments and return values that are functions. Functions that process or return functions are called higher-order functions. This sounds abstract, but it is very useful in practice. Java is not quite a functional language because it uses functional interfaces, but the principle is the same. In the following sections, we will look at some examples and examine the higher-order functions in the Comparator interface.

3.8.1 Methods that Return Functions

Suppose sometimes we want to sort an array of strings in ascending order and other times in descending order. We can make a method that produces the correct comparator:

```java
public static Comparator<String> compareInDirection(int direction) {
    return (x, y) -> direction * x.compareTo(y);
}
```

The call `compareInDirection(1)` yields an ascending comparator, and the call `compareInDirection(-1)` a descending comparator.

The result can be passed to another method (such as `Arrays.sort`) that expects such an interface.

```java
Arrays.sort(friends, compareInDirection(-1));
```

In general, don’t be shy to write methods that produce functions (or, technically, instances of classes that implement a functional interface). This is useful to generate custom functions that you pass to methods with functional interfaces.

3.8.2 Methods That Modify Functions

In the preceding section, you saw a method that yields an increasing or decreasing string comparator. We can generalize this idea by reversing any comparator:

```java
public static Comparator<String> reverse(Comparator<String> comp) {
    return (x, y) -> comp.compare(x, y);
}
```

This method operates on functions. It receives a function and returns a modified function. To get case-insensitive descending order, use

```java
reverse(String::compareToIgnoreCase)
```
NOTE: The Comparator interface has a default method reversed that produces the reverse of a given comparator in just this way.

### 3.8.3 Comparator Methods

The Comparator interface has a number of useful static methods that are higher-order functions generating comparators.

The comparing method takes a “key extractor” function that maps a type $T$ to a comparable type (such as String). The function is applied to the objects to be compared, and the comparison is then made on the returned keys. For example, suppose you have an array of Person objects. Here is how you can sort them by name:

```java
Arrays.sort(people, Comparator.comparing(Person::getName));
```

You can chain comparators with the thenComparing method for breaking ties. For example,

```java
Arrays.sort(people, Comparator
    .comparing(Person::getLastName)
    .thenComparing(Person::getFirstName));
```

If two people have the same last name, then the second comparator is used.

There are a few variations of these methods. You can specify a comparator to be used for the keys that the comparing and thenComparing methods extract. For example, here we sort people by the length of their names:

```java
Arrays.sort(people, Comparator.comparing(Person::getName,
    (s, t) -> s.length() - t.length()));
```

Moreover, both the comparing and thenComparing methods have variants that avoid boxing of int, long, or double values. An easier way of sorting by name length would be

```java
Arrays.sort(people, Comparator.comparingInt(p -> p.getName().length()));
```

If your key function can return null, you will like the nullsFirst and nullsLast adapters. These static methods take an existing comparator and modify it so that it doesn’t throw an exception when encountering null values but ranks them as smaller or larger than regular values. For example, suppose getMiddleName returns a null when a person has no middle name. Then you can use

```java
Comparator.comparing(Person::getMiddleName(), Comparator.nullsFirst(...));
```

The nullsFirst method needs a comparator—in this case, one that compares two strings. The naturalOrder method makes a comparator for any class implementing Comparable. Here is the complete call for sorting by potentially null middle names.
I use a static import of java.util.Comparator.* to make the expression more legible. Note that the type for naturalOrder is inferred.

    Arrays.sort(people, comparing(Person::getMiddleName, nullsFirst(naturalOrder())));

The static reverseOrder method gives the reverse of the natural order.

### 3.9 Local Inner Classes

Long before there were lambda expressions, Java had a mechanism for concisely defining classes that implement an interface (functional or not). For functional interfaces, you should definitely use lambda expressions, but once in a while, you may want a concise form for an interface that isn’t functional. You will also encounter the classic constructs in legacy code.

#### 3.9.1 Local Classes

You can define a class inside a method. Such a class is called a local class. You would do this for classes that are just tactical. This occurs often when a class implements an interface and the caller of the method only cares about the interface, not the class.

For example, consider a method

    public static IntSequence randomInts(int low, int high)

that generates an infinite sequence of random integers with the given bounds. Since IntSequence is an interface, the method must return an object of some class implementing that interface. The caller doesn’t care about the class, so it can be declared inside the method:

    private static Random generator = new Random();

    public static IntSequence randomInts(int low, int high) {
        class RandomSequence implements IntSequence {
            public int next() { return low + generator.nextInt(high - low + 1); }
            public boolean hasNext() { return true; }
        }

        return new RandomSequence();
    }

NOTE: A local class is not declared as public or private since it is never accessible outside the method.
There are two advantages of making a class local. First, its name is hidden in the scope of the method. Second, the methods of the class can access variables from the enclosing scope, just like the variables of a lambda expression.

In our example, the `next` method captures three variables: `low`, `high`, and `generator`. If you turned `RandomInt` into a nested class, you would have to provide an explicit constructor that receives these values and stores them in instance variables (see Exercise 15).

### 3.9.2 Anonymous Classes

In the example of the preceding section, the name `RandomSequence` was used exactly once: to construct the return value. In this case, you can make the class *anonymous*:

```java
public static IntSequence randomInts(int low, int high) {
    return new IntSequence() {
        public int next() { return low + generator.nextInt(high - low + 1); }
        public boolean hasNext() { return true; }
    }
}
```

The expression

```
new Interface() { methods }
```

means: Define a class implementing the interface that has the given methods, and construct one object of that class.

**NOTE:** As always, the () in the `new` expression indicate the construction arguments. A default constructor of the anonymous class is invoked.

Before Java had lambda expressions, anonymous inner classes were the most concise syntax available for providing runnables, comparators, and other functional objects. You will often see them in legacy code.

Nowadays, they are only necessary when you need to provide two or more methods, as in the preceding example. If the `IntSequence` interface has a default `hasNext` method, as in Exercise 15, you can simply use a lambda expression:

```java
public static IntSequence randomInts(int low, int high) {
    return () -> low + generator.nextInt(high - low + 1);
}
```
Exercises

1. Provide an interface `Measurable` with a method `double getMeasure()` that measures an object in some way. Make `Employee` implement `Measurable`. Provide a method `double average(Measurable[] objects)` that computes the average measure. Use it to compute the average salary of an array of employees.

2. Continue with the preceding exercise and provide a method `Measurable largest(Measurable[] objects)`. Use it to find the name of the employee with the largest salary. Why do you need a cast?

3. What are all the supertypes of `String`? Of `Scanner`? Of `ImageOutputStream`? Note that each type is its own supertype. A class or interface without declared supertype has supertype `Object`.

4. Implement a static method of the `IntSequence` class that yields a sequence with the arguments. For example, `IntSequence.of(3, 1, 4, 1, 5, 9)` yields a sequence with six values. Extra credit if you return an instance of an anonymous inner class.

5. Implement a static constant method of the `IntSequence` class that yields an infinite constant sequence. For example, `IntSequence.constant(1)` yields values 1 1 1 . . . , ad infinitum. Extra credit if you do this with a lambda expression.

6. In this exercise, you will try out what happens when a method is added to an interface. In Java 7, implement a class `DigitSequence` that implements `Iterable<Integer>`, not `IntSequence`. Provide methods `hasNext`, `next`, and a do-nothing `remove`. Write a program that prints the elements of an instance. In Java 8, the `Iterable` class gained another method, `forEachRemaining`. Does your code still compile when you switch to Java 8? If you put your Java 7 class in a JAR file and don’t recompile, does it work in Java 8? What if you call the `forEachRemaining` method? Also, the `remove` method has become a default method in Java 8, throwing an `UnsupportedOperationException`. What happens when `remove` is called on an instance of your class?

7. Implement the method `void luckySort(ArrayList<String> strings, Comparator<String> comp)` that keeps calling `Collections.shuffle` on the array list until the elements are in increasing order, as determined by the comparator.

8. Implement a class `Greeter` that implements `Runnable` and whose `run` method prints `n` copies of "Hello, " + target, where `n` and `target` are set in the constructor. Construct two instances with different messages and execute them concurrently in two threads.

9. Implement methods
   
   ```java
   public static void runTogether(Runnable... tasks)
   public static void runInOrder(Runnable... tasks)
   ```
The first method should run each task in a separate thread and then return. The second method should run all methods in the current thread and return when the last one has completed.

10. Using the `listFiles(FileFilter)` and `isDirectory` methods of the `java.io.File` class, write a method that returns all subdirectories of a given directory. Use a lambda expression instead of a `FileFilter` object. Repeat with a method expression and an anonymous inner class.

11. Using the `list(FilenameFilter)` method of the `java.io.File` class, write a method that returns all files in a given directory with a given extension. Use a lambda expression, not a `FilenameFilter`. Which variable from the enclosing scope does it capture?

12. Given an array of `File` objects, sort it so that directories come before files, and within each group, elements are sorted by path name. Use a lambda expression to specify the `Comparator`.

13. Write a method that takes an array of `Runnable` instances and returns a `Runnable` whose `run` method executes them in order. Return a lambda expression.

14. Write a call to `Arrays.sort` that sorts employees by salary, breaking ties by name. Use `Comparator.thenComparing`. Then do this in reverse order.

15. Implement the `RandomSequence` in Section 3.9.1, “Local Classes,” on p. 122 as a nested class, outside the `randomInts` method.
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setXXXAssertionStatus methods (ClassLoader), 187
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shared variables, 318–321
  atomic mutations of, 329–331
  locking, 331–332
shebang, 440
shell scripts, 437–440
  command-line arguments in, 439
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shift operators, 18–19
Shift-JIS encoding, 277
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Short class, 40
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short type, 7–8
  streams of, 266
  type conversions of, 17
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shuffle method (Collections), 43, 232
SimpleFileVisitor class, 290
SimpleJavaFileObject class, 422
@since tag (javadoc), 87
singleton, singletonXXX methods (Collections), 232, 245
singletons, 232, 305
size method
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skip method (Stream), 254
sleep method (Thread), 337, 339
SocketHandler class, 191
sort method
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  of List, 229
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  traversing, 234
  unmodifiable views of, 245
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sorting
  array lists, 43
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source code, generating, 373–376
source files
  encoding of, 413
  reading from memory, 421
space flag (for output), 30
spaces
  in regular expressions, 295
  removing, 24
split method
  of Pattern, 299
  of String, 21, 300
splitAsStream method (Pattern), 252, 299
splitterStream method (Collection), 229
sqrt method (Math), 15
square root, computing, 258
Stack class, 242
stack trace, 184–185
StackTraceElement class, 184
standard output, 3
StandardCharsets class, 278
StandardJavaFileManager interface, 421–422, 424
start method
  of ProcessBuilder, 347
  of Thread, 337
startsWith method (String), 24
stateless operations, 267
statements, combining, 37
static constants, 69–70
static imports, 78–79
static initialization, 157
static methods, 47, 71–72
  accessing static variables from, 72
  importing, 78
  in interfaces, 99–100
static modifier, 2, 12, 47, 68–72, 150
static nested classes, 79–80
static variables, 68–69
  accessing from static methods, 72
  importing, 78
  visibility of, 318
stop, suspend methods (Thread, deprecated), 338
Stream interface
  collect method, 259–260, 266
  concat method, 254
  count method, 251, 255
  distinct method, 254, 268
  empty method, 252
  filter method, 251–253, 255
  findAny method, 256
  findFirst method, 255
  flatMap method, 253
  forEach, forEachOrdered methods, 259
  generate method, 252, 266
  iterate method, 252, 255, 259, 266
  limit method, 254, 268
  map method, 253
  mapToLong method, 265
  mapToLong method, 265
  max, min methods, 255
  of method, 251–252
  peek method, 255
  reduce method, 264–266
  skip method, 254
  sorted method, 254–255
  toArray method, 112, 259
  unordered method, 268
  xxxMatch methods, 256
stream method
  of Arrays, 252, 266
  of BitSet, 241
  of Collection, 229, 250–251
streams, 249–269
  collecting elements of, 259–261
  computing values from, 264–266
converting to/from arrays, 252, 259, 268, 324
creating, 251–252
debugging, 255
empty, 252, 255, 264–265
flattening, 253
infinite, 251–252, 254–255
intermediate operations for, 251
noninterference of, 269
of primitive type values, 265–267
of random numbers, 267
ordered, 268
parallel, 250, 256, 259, 261–262, 265, 267–269, 323
processed lazily, 251, 255, 269
reductions of, 255
removing duplicates from, 254
sorting, 254–255
splitting/combing, 254
terminal operation for, 251, 255
transformations of, 252–254, 267
vs. collections, 251
strictfp modifier, 15
StrictMath class, 16
String class, 6, 24
charAt, codePoints, codePointXXX methods, 26
cmpareTo method, 22–23, 103, 406
compareToIgnoreCase method, 110
contains, endsWith, startsWith methods, 24
equals method, 21–22
equalsIgnoreCase method, 22
final, 133
hash codes, 143
immutable, 24
indexOf, lastIndexOf methods, 24
join method, 20
length method, 6, 26
offsetByCodePoints method, 26
replace method, 24
replaceAll method, 300
split method, 21, 300
substring method, 21
toLowerCase method, 24, 253
toUpperCase method, 24
trim method, 24, 403
string interpolation, in scripts, 438–440
StringBuilder class, 21
strings, 6, 20–26
comparing, 21–23
concatenating, 20–21, 139
converting:
from objects, 138–140
to numbers, 23
empty, 22–23, 139
formatting for output, 29
from byte arrays, 278
normalized, 408
sorting, 22–23, 110, 406–408
splitting, 21, 252
templates for, 408–410
transforming to lowercase, 253
traversing, 26
StringSource class, 421
StringWriter class, 281
strong element (HTML), in documentation comments, 85
subclasses, 128–129
anonymous, 135–136, 150
calling toString method in, 139
constructors for, 131
initializing instance variables in, 131
methods in, 129
preventing, 133
public, 130
superclass assignments in, 131
subList method (List), 229, 244
subMap method (SortedMap), 244
subpath method (Path), 286
subSet method
of NavigableSet, 235
of SortedSet, 234, 244
substring method (String), 21
subtractExact method (Math), 16
subtraction, 14
accurate, 19
not associative, 265
subtypes, 97
wildcards for, 204
sum method
of LongAdder, 330
of XXXStream, 267
summarizingXXX methods (Collectors), 260, 264
summaryStatistics method (XXXStream), 267
summingXXX methods (Collectors), 263
super keyword, 102, 129–131, 137, 205–207
superclasses, 128–129
  annotating, 359
calling equals method, 141
default methods of, 136–137
  in JavaScript, 436
methods of, 129–130
public, 130
supertypes, 97–99
  wildcards for, 205–206
Supplier interface, 114
@SuppressWarnings annotation, 32, 212, 364–365, 367
swap method (Collections), 231
Swing GUI toolkit, 107, 342
SwingConstants interface, 99
SwingWorker class (Swing), 342
switch statement, 31–32
  using enumerations in, 151
symbolic links, 288–289
synchronized keyword, 332–336
synchronized views, 246
synchronizedXXX methods (Collections), 232
System class
  getProperties method, 239
  setOut method, 70
system class loader, 156, 158
system classes, enabling/disabling
  assertions for, 186
system properties, 239–240
System.err constant, 184, 191, 340, 420
System.in constant, 27
System.out constant, 5–6, 12, 27–29, 43, 48, 70, 110, 187, 280, 420
systemXXX methods (Preferences), 414

T
T, in dates, 390
t, T conversion characters, 29
\t
  for character literals, 10
  in regular expressions, 294
%t pattern variable, 193

tab, 10
tagging interfaces, 145
tailMap method (SortedMap), 244
tailSet method
  of NavigableSet, 235
  of SortedSet, 234, 244
take method (BlockingQueue), 327
@Target annotation, 362–363, 365
Task class (JavaFX), 342
tasks, 312–316
  cancelling, 315–316
  combining results from, 314–316
  computationally intensive, 313
  coordinating results from, 313–316
  defining, 105
executing, 106, 313
groups of, 340
long-running, 341–342
running, 312–314
short-lived, 313
submitting, 315
vs. threads, 313
Temporal interface, 385
TemporalAdjusters class, 385
terminal window, 3–4
test method
  of BiPredicate, 114
  of Predicate, 114, 205
  of XXXPredicate, 115
@Test annotation, 356–357, 361–362
text
  input, 279–280
  output, 280–281
TextStyle enumeration, 406
thenAccept, thenAcceptBoth, thenCombine methods
  (CompletableFuture), 344
thenApply, thenApplyAsync methods
  (CompletableFuture), 343–344
thenComparing method (Comparator), 121
thenCompose method (CompletableFuture), 343–344
thenRun method (CompletableFuture), 344
this reference, 61–62
  annotating, 361
capturing, 111
in constructors, 322–323
in lambda expressions, 117
this syntax, with constructors, 65
Thread class
get/setContextClassLoader methods, 158
interrupted method, 338
isInterrupted method, 315, 338
join method, 337
properties, 340–341
resume, stop, suspend methods (deprecated), 338
setDaemon method, 341
setDefaultUncaughtExceptionHandler method, 184
setUncaughtExceptionHandler method, 337
sleep method, 337, 339
start method, 337
ThreadLocal class, 339–340
get, withInitial methods, 340
threads, 312, 337–341
and visibility, 317–319, 334
atomic mutations in, 329–331
creating, 106
groups of, 340
interrupting, 315, 338–339
local variables in, 339–340
locking, 331–332
priorities of, 340
race conditions in, 268, 319–321
running tasks in, 105
starting, 337–338
states of, 340
temporarily inactive, 338
terminating, 313–314
vs. tasks, 313
waiting on conditions, 335
worker, 341–342
throw statement, 175
Throwable class, 175
getStackTrace, printStackTrace methods, 184
in assertions, 186
initCause method, 183
no generic subtypes for, 217
throwing method (Logger), 189–190
throws keyword, 177
type variables in, 217–218
@throws tag (javadoc), 86, 178
time
current, 380
formatting, 390–393, 404–406
measuring, 381
parsing, 393
Time class, 393–394
time indicator, in string templates, 409
time zones, 387–390
Timestamp class, 142, 393–394
timestamps, 391
using instants as, 381
TimeZone class, 394
™ (trademark symbol), 408
toAbsolutePath method (Path), 285
toArray method
of Collection, 229
of Stream, 112, 259
of XXXStream, 267
toByteArray method
of BitSet, 241
of ByteArrayOutputStream, 274–275
toCollection method (Collectors), 259
toConcurrentMap method (Collectors), 261
toFile method (Path), 286
toFormat method (DateTimeFormatter), 392
toGenericString method (Class), 153
toInstant method
of Date, 393
of ZonedDateTime, 387
toIntExact method (Math), 17
toList method (Collectors), 259
toLowerCase method (String), 24, 253
toMap method (Collectors), 260–261
ToolProvider class, 420
toPath method (File), 286
toSet method (Collectors), 259, 263
toString method
calling from subclasses, 139
of Arrays, 43, 140
of BitSet, 241
of Class, 153
of Double, Integer, 23
of Enum, 148
of Modifier, 155
of Object, 138–140
of Point, 138–140
toUnsignedInt method (Byte), 8
toUpperCase method (String), 24
toXXX methods (Duration), 381
ToXXXBiFunction interfaces, 115
ToXXXFunction interfaces, 115, 212
toXXXOfDay methods of LocalDateTime, 386
of ZonedDateTime, 389
toZonedDateTime method (GregorianCalendar), 393–394
transient modifier, 303
TreeMap class, 235, 261
TreeSet class, 234
trim method (String), 24, 403
ture value (boolean), 10
try statement, 178–182
for visiting directories, 288
tryLock method (FileChannel), 284
try-with-resources statement, 179–181
closing output streams with, 276
for file locking, 284
type bounds, 202–203, 221
annotating, 360
type erasure, 208–211, 216
classes after, 216–217
Type interface, 220
type parameters, 103, 200–201
and primitive types, 201, 212
annotating, 358
type variables
and exceptions, 217–218
in static context, 216
no instantiating of, 213–215
wildcards with, 206–207
TypeElement interface, 373
TypeVariable interface, 220

U
/\u
for character literals, 9–10, 412–413
in regular expressions, 294
%u pattern variable, 193
UnaryOperator interface, 114
uncaught exception handlers, 337, 340
unchecked exceptions, 176
and generic types, 218
documenting, 178
UncheckedIOException, 279
Unicode, 25–26, 266, 276
escapes in, 239
normalization forms in, 408
replacement character in, 281
unit tests, 355
Unix operating system
bash scripts, 437
path separator, 75, 240
specifying locales in, 402
wildcard in classpath in, 75
unlock method (ReentrantLock), 332
unmodifiableXXX methods (Collections), 232
unordered method (Stream), 268
until method (LocalDate), 383–384
updateAndGet method (AtomicXXX), 329
URL class
final, 133
openConnection method, 292
openStream method, 274
URLClassLoader class, 156
URLConnection class, 292
URLs, reading from, 274, 292
user directory, 285
user interface. See GUI
user preferences, 413–415
user.dir, user.home, user.name system
properties, 239
userXXX methods (Preferences), 414
UTC (coordinated universal time), 388
UTF-8 encoding, 276–277
for source files, 413
modified, 282
UTF-16 encoding, 9, 26, 266, 277
in regular expressions, 294
Util class, 158
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V formatting symbol (date/time), 393
\w, \W, in regular expressions, 295
valueOf method
   of BitSet, 241
   of Enum, 147–148
values method
   of Enum, 148
   of Map, 237, 244
varargs parameters
corrupted, 365
declaring, 48
variable comments, 86–87
VariableElement interface, 373
variables, 6, 10–13
   atomic mutations of, 329–331
declaring, 10–11
defined in interfaces, 99
deprecated, 87
effectively final, 118–119
final, 322
holding object references, 56–58
in lambda expressions, 117–119
initializing, 10–12
local, 36–37
names of, 11
parameter, 62
private, 59, 76
public static final, 99
redefining, 37
scope of, 36, 76
shared, 318–321, 331–332
static final. See constants
static, 68–69, 72, 78
thread-local, 339–340
using an abstract class as type of, 134
   visibility of, 317–319, 334
volatile, 318–319
@version tag (javadoc), 85, 89
versioning, 306
views, 244–246
   checked, 245
   synchronized, 246
   unmodifiable, 245
virtual machine, 4
visibility, 317–319
guaranteed with locks, 334
visitFileXXX methods (FileVisitor), 290
void keyword, 2, 47
   using class literals with, 152
volatile modifier, 318–319
\w, \W, in regular expressions, 295
wait method (Object), 138, 335–337
waitFor method (Process), 348
waiting on a condition, 336
walk method (Files), 288–291
walkFileTree method (Files), 288, 290
warning method (Logger), 188
warnings
   for switch statements, 151
      suppressing, 212, 216, 365
weak references, 243
weaker access privilege, 130
WeakHashMap class, 243
weakly consistent iterators, 325
WeakReference class, 243
web pages
   extracting links from, 342
      reading, 341, 343
whenComplete method (CompletableFuture), 344
while statement, 32–34
   breaking, 34
      continuing, 35
   declaring variables for, 36
white space
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   removing, 24
wildcards
   annotating, 360
   capturing, 208
      for annotation processors, 372
   for types, 204–206
      in class path, 75
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      with imported classes, 77–78
      with type variables, 206–207
WildcardType interface, 220
Window class, 76
WindowAdapter class, 100
WindowListener interface, 100
with method (Temporal), 385
withInitial method (ThreadLocal), 340
withLocale method (DateTimeFormatter), 392, 405
withXXX methods
  of LocalDate, 383
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words
  in regular expressions, 295
  reading from a file, 279
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working directory, 346
wrapper classes, 40
write method
  of Files, 281, 287
  of OutputStream, 276
writeExternal method (Externalizable), 304
writeObject method (ObjectOutputStream), 302–304
Writer class, 280–281
  write method, 280
writeReplace method, 304–306
writers, 274
writeXXX methods (DataOutput), 282–283, 304
X
  x formatting symbol (date/time), 393
  X, x conversion characters, 29
  \x, in regular expressions, 294
XML descriptors, generating, 376
xor method (BitSet), 241
Y
  y formatting symbol (date/time), 392
Year, YearMonth classes, 384
Z
  z, Z formatting symbols (date/time), 390, 393
  \z, \Z, in regular expressions, 297
ZIP file systems, 74, 291
ZipInputStream, ZipOutputStream classes, 292
zoned time, 382–384, 387–390
ZonedDateTime class, 387–390
  and legacy classes, 394
  getXXX, isXXX, minus, minusXXX, now, ofInstant,
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  of method, 387–389
  parse method, 405
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ZoneId class, 387