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Preface

What is Agile software development, and what does it mean when someone says, “Our team used Agile to develop software”? In our experiences, we have encountered many people who can tell you about some of the Agile tools they have heard about or experienced, such as Scrum meetings or paired programming, but few touch on the fact that it is a fundamentally different approach to creating software.

Over the last several years, we were both teaching entry-level Agile software development courses—Sondra was teaching graduate students at Iowa State University, and Kristin was training her staff at her company—and we struggled to find a basic book on Agile software development that we could use in a classroom setting. When we met while doing volunteer work for a local technology nonprofit organization, we discovered that we were facing very similar challenges in finding the right book. It was that conversation that sparked the idea of writing our own book on Agile methods.

Our introductions to Agile were similar: We both were managing software development teams that were accustomed to using the more traditional method of software development called “Waterfall,” and we took on the challenge of implementing some of the Agile software development tools into our projects, with the ultimate goal of becoming Agile software development organizations. Although we both jumped in and learned all we could about Agile software development, we quickly realized that Agile is a lot more than training people on new tools and methodologies. It did not take long to understand that our organizations had to make a cultural shift to become Agile, which introduced many more challenges than we had anticipated. The transition to Agile was not a destination, as our executive teams had predicted, but rather a journey that is constantly evolving based on the lessons we have learned, or retrospectives in Agile terminology.

We firmly believe that Agile methods offer very real benefits for the world of software engineering. Our goal is not to provide you with a comprehensive collection of everything there is to know about Agile software development, but rather to provide you with the basics you need to know to get started. Alistair Cockburn, who is featured in Chapter 3, applies the Aikido term “Shu-Ha-Ri,” meaning “to learn a skill or technique,” to the process of learning Agile
methods. First you are in the “Shu” phase, when you must mimic your teacher precisely to master the basics. Next is “Ha,” where you start to learn from other teachers that help you build on your skills, and you begin to gain knowledge about the history and theoretical basis for the technique. Finally, you reach the “Ri” phase, where you become the teacher and make new contributions to the technique. It is our hope that after reading this book, you are well on your way to the “Ha” stage.

We start by introducing you to the history of Agile software development, then build on the tools and techniques that are common in most Agile organizations. We end by discussing how the process comes together to launch new and exciting products to the marketplace. We have included interviews with practitioners to give you a sense of what happens in organizations that have adopted Agile methods. Each chapter concludes with a summary, suggestions for additional reading, and review questions.

The following is a brief introduction to the information you will find in each chapter:

• **Chapter 1—The History and Value of Agile Software Development**
  This chapter provides the background of the Agile movement and compares Agile to the more traditional Waterfall methodology. We explore the use cases for both Waterfall and Agile and explain the pros and cons of each. The chapter introduces the Agile Manifesto, its values, and its authors. We review the 12 key principles of Agile and introduce a fictitious company, Cayman Design, that is used for example purposes throughout the book. We include an interview with Robert (Uncle Bob) Martin.

• **Chapter 2—Organizational Culture Considerations with Agile**
  Moving from Waterfall to Agile requires a cultural transformation, and this chapter delves into the impacts, benefits, and pitfalls. We explore the Agile transformation from the viewpoint of a team member, manager, and executive to help readers understand how roles and decision-making processes will change. Our interview with Scott Ambler brings the concepts together.

• **Chapter 3—Understanding the Different Types of Agile**
  This chapter describes the different Agile methodologies: Scrum, Kanban, Extreme Programming (XP), Crystal, feature-driven development (FDD), Lean software development, and the Dynamic Systems Development Method (DSDM). We provide descriptions and examples of when each methodology will work best. We outline the available certifications for
each methodology. An insightful interview with Alistair Cockburn is also included.

• **Chapter 4—Describing the Different Roles**
  This chapter provides roles and responsibilities for the various titles prominent in the different Agile methodologies. We start with a deep dive into Scrum and explore the nuances of roles such as product owner, Scrum master, and Scrum team. We then compare and contrast those roles with each of the methodologies described in Chapter 3 and specifically reference the commonalities. In addition to the standard descriptions, we explore how the different roles are deployed within organizations. This chapter includes compelling interviews from Roman Pichler and Lyssa Adkins.

• **Chapter 5—The New Way to Collect and Document Requirements**
  This chapter focuses on the front end of the Agile process, where customer and market feedback is incorporated into meaningful requirements. It addresses terms and ideas such as user stories, epics, acceptance criteria, understanding and measuring business value, prioritization, roadmaps, and burn-up charts. We also show how requirements can be enhanced with elements such as personas and usability. We dive into communication strategies and, finally, explore how Lean software development and the Lean start-up movement affect requirements. Our interview with Ellen Gottesdiener and Mary Gorman includes great insights.

• **Chapter 6—Grooming and Planning**
  As the development process progresses, requirements/user stories are “groomed” into usable input for the development teams. The requirements are prioritized, and we present several strategies for prioritization. The size of the user stories is estimated using a variety of techniques, including story points. Once the estimating is complete, the Sprint planning or XP planning game begins, incorporating the velocity of the team, current business conditions, and the amount of things such as technical debt and bugs. We explore the theory of triple constraints (scope vs. time vs. resources) and how the management of these can affect the development progress. Our interview with Mike Cohn showcases his breadth of experience in the practical application of Scrum.

• **Chapter 7—Testing, Quality, and Integration**
  This chapter explains how quality can be maintained and even enhanced using Agile tools. One of the key tenets of Agile is “frequent verification and validation” of working software, so we devote this chapter to different testing approaches, such as test-driven development, acceptance test-driven development, integrated testing, regression testing, and unit testing.
We provide a complete example of test-driven development, including code references. Our interview with Tim Ottinger rounds out all of the testing information.

- **Chapter 8—Tracking and Reporting**
  This chapter emphasizes the importance of tracking and reporting progress in the Agile process. To understand the tracking process, we define the necessary meetings such as the daily stand-up, Sprint review/demo, and Sprint retrospectives. We also dive into Kanban, because the tracking of a Kanban project is quite different. We demonstrate tools such as burn-up and burn-down charts and parking lots used in feature-driven development. We discuss how to measure success within Agile, including the ever-important metric of customer satisfaction. We conclude with an interview with Agile coach Kent McDonald.

- **Chapter 9—Agile beyond IT**
  This chapter explains how the implementation of Agile affects far more than the IT organization; the entire launch process for new products or enhanced features is now different and applying the four Agile values enhances the ability to deliver to the marketplace. We also showcase how the Agile principles can be applied to other organizations outside IT. Some in Marketing have adopted Agile quite thoroughly, even creating the Agile Marketing Manifesto. Our interview with Travis Arnold, one of the creators of the Agile Marketing Manifesto, completes the chapter.

- **Appendix—John Deere Case Study**
  The appendix presents an interview we conducted with three leaders at John Deere’s Intelligent Solutions Group, who have helped lead their journey to become a more Agile organization.

We sincerely hope you enjoy exploring the world of Agile software development. We welcome your feedback and encourage you to visit our web site or follow us on Twitter for more information on Agile.

Sondra Ashmore, Ph.D., PMI-PMP/ACP
@Sondra1130

Kristin Runyan, PMI-PMP, CSPO, CSM
http://www.runyanconsulting.com
@KristinRunyan
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Chapter 2
Organizational Culture Considerations with Agile

Learning Objectives

- Understand organizational culture and why it matters in an Agile implementation
- Dive into ways things might be different in an Agile organization from a developer, manager, and executive viewpoint
- Look at successes and failures in behaviors to see the cultural impacts
- Understand how the Agile principles drive different behaviors in an organization
- Investigate the healthy team dynamics of self-organization teams, continuous improvement, frequent delivery, effective seating arrangements, incorporating virtual resources, and adapting to the changing environment
- Explore how an Agile workplace differs for managers and the ways that they must change with regard to teamwork, trust, and transparency
- Review the role of executives and how their behavior can position an Agile transformation for success with executive alignment, respecting priorities, creating supportive environments for the teams, and driving the right behaviors with metrics
Moving from Waterfall to Agile requires an organizational culture transformation in most companies. This chapter delves into the impacts as well as examples of both successful and unsuccessful ways to handle the culture change. First we understand what organizational culture is and how it influences an organization. Then we look through the eyes of three positions in a company to see how Agile changes the way common situations and challenges are addressed.

What Is Organizational Culture, and Why Does It Matter?

Before we dive into the specific impacts of Agile, let’s discuss corporate culture. According to Philip Atkinson, corporate culture “is the infrastructure, the glue that binds together people and processes to generate results . . . The culture should become the major force that propels the organization onward” (Atkinson 2012).

How important is the organizational culture in a company’s ability to adopt Agile? Critical. In fact, in the VersionOne annual survey of “The State of Agile Development,” they found that culture change is the primary barrier to further Agile adoption at companies (VersionOne 2013, p. 9).

Why is it so hard to change a culture? An organization’s culture was not built overnight; it is the accumulation of years of interactions and experiences that have formed into a belief system of how work progresses and how decisions are made. To shift the culture, one must create new experiences and reward those who dare to embrace the new and unfamiliar. The organization must be prepared to examine its old practices with a critical eye and try a new way of doing things. When the new experiences are difficult or uncomfortable, it is common to revert to old habits. Driving true culture change, which Agile requires, needs commitment and nurturing from all levels of the organization.

The Team Members’ Viewpoint

The first perspective we want to explore concerns the individual team members that are being placed on an Agile team. These people are typically in development and quality assurance (QA) roles but could include others in the organization. The team role is described in detail in Chapter 4, “Describing the Different Roles.” Why would team members want to embrace Agile for their projects? Several key principles within Agile are highly desirable to most individual team members.
What Is Different?

To understand the benefits and cultural impacts of Agile, first we should explore what is actually different with the Agile practices and the typical work environments of pre-Agile organizations.

**Self-Organizing Teams**

Agile advocates for self-organizing teams, which is a big change for many organizations. Many workplaces hire individuals to work on a specific thing, and even though they are part of an organizational structure, they really act alone. They are responsible for their own work, and their performance is measured based on their individual achievements. That all changes with Agile: Employees come together as a team—not just a set of individuals—and they establish themselves as an entity. They become a group of people driving toward a common goal. One of the first manifestations of this newly created team takes the form of a **working agreement**, described in Chapter 4. The team gets to establish their own norms and rules of engagement without management oversight; this offers developers and testers a great deal of autonomy that may not have existed before Agile.

Another desirable outcome of self-organizing teams is that the team members get to actually **select the tasks** they want to work on during the iteration. Before Agile, many organizations distributed work from the manager to the developer, without the developer getting much say at all on the assigned tasks. The pre-Agile assumption was that managers understood the work and how best to deliver it, so they would assign the necessary tasks to individual developers who would execute on their task. There is a high cost of missed opportunities with this method that Agile addresses: The developers might have a better solution for the business problem, and Agile gives them the opportunity to voice their suggestions and alternatives. Also, developers may have skills in a variety of areas, and to be assigned tasks by someone else does not allow them to choose to work on different items. The added variety to their workload is often appealing. Another benefit to self-organizing teams is the ability to organically cross-train. This happens when one developer wants to learn something new and acts on that desire. When selecting the tasks to work on, developers can request those tasks under the guidance of a more experienced developer, or they may ask to shadow an experienced developer so they can learn. The opportunity to choose their own tasks is a dramatic improvement over the pre-Agile environment.

This concept can be demonstrated in university settings as well. If you are put on a team to deliver a class project with no predetermined task assignments, the team can decide how best to distribute the work: One student might be the
best researcher, one might be the fastest typist, and another might be best at the oral presentation. By allowing the team to determine how work is distributed, you can play to the strengths of each individual and facilitate new learning, which is the point of the next section.

**Continuous Improvement**

Another big organizational culture impact of Agile from a team member’s viewpoint is the ownership of continuous improvement. Within Agile, each team member is responsible for ensuring that problems from a past or current iteration are not carried into the next one; this creates a higher level of engagement from employees, because they have to determine how best to solve any problems or issues existing within the team. This type of continuous improvement applies not just to their code and the products they produce but also to their sense of teamwork. The best teams actively practice reflection, usually through a meeting called a *retrospective*, which is covered in Chapter 8, “Tracking and Reporting.” This meeting is sometimes referred to as a post-mortem or “Lessons Learned,” and it allows for the team to discuss what went well, what did not go well, and what they need to improve. It is important for teams to step away from the day-to-day activities and spend time discussing the team dynamics. Allowing the teams time to reflect on their actions and progress is important within the fast-paced cycle of iterative development (Cohn 2010, p. 213).

The reason why this is a compelling difference from other methodologies is because individuals are no longer waiting to have their problems solved for them—they are actively engaged in the solutions. In the past, a developer or tester might have relied on the manager or someone else in the organization to resolve issues, improve processes, and relay information. Within Agile, the teams are empowered and encouraged to seek out answers and improvements on their own.

To apply this to a university setting, consider teams that are assigned for the entire semester. Within a team, there may be highly organized, highly driven participants as well as others who are not willing or able to put forth as much time and effort. If one of the team members goes to the professor seeking a solution and the professor rearranges the team assignments, that is certainly one way to solve the problem, but it is not the Agile way. Within Agile, the team members would be asked to resolve their differences themselves first. Of course, if the issue is a true performance problem, then the professor may need to intervene, but the first course of resolution within Agile is always within the team.
**Frequent Delivery**

When developers move into Agile teams, they may experience a profound shift with the expectations of working software and frequent delivery. In many pre-Agile organizations, developers and testers could work on a project for months and months with very little feedback. This is no longer true in an Agile workplace: Teams are asked to deliver tested code very quickly so that stakeholders can review progress and make adjustments if necessary. This shift in expectations can be significant to some developers and testers—particularly perfectionists—who want everything to be precise and thorough before anyone sees it.

For Alistair Cockburn and the Crystal methodology, this principle is the number one priority: In his 2010 blog, titled “Seven Properties of Highly Successful Projects in Crystal Clear,” he states:

> The single most important property of any project, large or small, agile or not, is that of delivering running, tested code to real users every few months. The advantages are so numerous that it is astonishing that any team doesn’t do it:

- The sponsors get critical feedback on the rate of progress of the team.
- Users get a chance to discover whether their original request was for what they actually need and to get their discoveries fed back into development.
- Developers keep their focus, breaking deadlocks of indecision.
- The team gets to debug their development and deployment processes, and gets a morale boost through accomplishments.

All of these advantages come from one single property, Frequent Delivery.

(Cockburn 2010)

Obtaining feedback is critical to an organization’s ability to course-correct if something is not quite right or does not meet the needs of the customer. Within Waterfall, because working software was not delivered at regular intervals but rather as a “big bang” after months or years of development, gathering this type of interim feedback was difficult. Becoming comfortable with frequent delivery is important for developers and testers because they must truly desire the feedback and be willing to act on it.

Frequent delivery is not always part of the university experience, because many classes have a team project that is due at the end of the semester; however, projects that allow for feedback throughout the semester are easier to manage. For example, if a critical paper is due after month 1, the team can incorporate the feedback from that paper into future deliverables. If the written presentation is due after month 2, then the team can learn if their proposal resonates and practical ways to improve it. By the time they make their oral presentation at the end of the semester, they are more confident in their work because they
have had the opportunity to solicit and incorporate feedback throughout the semester.

**Removing the “Us versus Them” Scenarios**

In a pre-Agile world, some development teams handed off their code to a testing group, where the QA activities took place; this handoff frequently created an “us versus them” environment, where the developers could criticize the testers based on the types and quality of tests they were running, and the testers could lament the poorly written code that they were expected to debug. By changing the definition of “done”—a concept described in detail in Chapter 6, “Grooming and Planning”—to include testing, the team has a new appreciation for the testing effort. Developers are now collaborating with their testing teammates to create the highest quality software. If an iteration cannot be completed on time because of testing problems, the entire team is responsible.

Testing is one of the most visible manifestations of the Agile concept of teamwork, but many other groups are affected as well. Agile is about working together toward a common goal, and it creates a structure or framework to facilitate collaboration and break down organizational silos. Another area where this is demonstrated is between the product owner and the team. In the past, a lack of clear requirements was often the reason that software was late or inadequate. Now, the product owner, with responsibility for bringing clarity and priority to the requirements, is part of the delivery team. If a developer is unsure of how to proceed, it is his or her responsibility to seek clarity from the product owner, and it is the product owner’s responsibility to provide an educated response.

Central to this culture shift is the idea that the team succeeds or fails together. Within Agile, it is impossible for a tester to succeed but the developer to fail, or for the product owner to succeed but the Scrum master to fail. Either the team, the whole team, delivered working software at the end of the iteration, or they did not. If the iteration did not produce working software, it is up to the team to diagnose the problems and work to correct them, previously described as continuous improvement.

In a university setting, this is often demonstrated in group projects where the entire group will receive a single grade. The professor is not likely to entertain conversations about who did what and why the project is difficult—he or she is interested in results, and part of delivering the necessary results is figuring out ways to maximize the talents and motivation of everyone on the team.

**Physical Workspace**

The collaboration aspect of Agile allows team members to work together and solve problems quickly. When the entire development team is collocated, which
is ideal, then how the seating arrangements are managed can greatly contribute to their effectiveness. The best scenario is for the team to sit together in a type of pod arrangement that easily facilitates spontaneous conversations. Cubicle walls (or even offices) can be torn down so everyone can sit together and see one another (see Figure 2.1). This invites collaboration. The founders of Scrum were very direct on this point: “Use open working environments. Such environments allow people to communicate more easily, make it easier to get together, and facilitate self-organization” (Schwaber and Beedle 2002, p. 39).

By allowing the developers and testers to have easy access to one another, questions or issues that may have taken several e-mails or meetings to resolve can be addressed face-to-face for immediate resolution. The speed of clarification and problem solving that comes from being collaborative provides teams with an excellent opportunity to improve their deliverables.

The idea of colocation works in a university setting as well. Many colleges offer remote degree plans today, which is a great alternative for students who live in rural areas or who want to participate in a program that is not offered locally. The challenge with these sorts of arrangements is on the team assignments, where classmates do not have the opportunity to get together regularly to discuss the project progress and roadblocks. These challenges can be overcome, however, using some of the methods described later in the chapter.

Figure 2.1 Agile teams working together
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Successes

Now that we understand the differences that Agile brings to individual team members—self-organizing teams, the opportunity for continuous improvement, embracing frequent delivery without organizational silos, and having a collaborative physical workspace—next we examine what organizations do to ensure success or avoid paths to failure.

Team Dynamics

The best self-organizing teams place a high priority on members’ knowing each other and creating an environment that plays to the individuals’ strengths. What best practices do strong teams use?

First, members get to know one another. Each person has his or her own personality, family situation, areas of expertise, and temperament; by knowing teammates as human beings first and workmates second, team members see themselves as a cohesive unit, poised for success (Adkins 2010, loc. 4841). The most successful team members are the ones who maximize their environment around both personal and professional preferences. For example, if one team member needs to take children to school before work and cannot arrive before 8:30 a.m., then having the mandatory daily stand-up meeting (described in Chapter 8) at 8:15 a.m. would put that team member at a disadvantage. From a professional perspective, if one team member is unskilled at writing documentation, it would be unwise to have that person assume all of the documentation responsibilities. An effective team will address both the personal and professional nuances of their group to maximize everyone’s effectiveness and create a desirable work environment; the working agreement described earlier is a great starting place for that clarity. A project and team that are structured around the individuals’ personal goals and unique talents will generate the desired commitment (Cohn 2010, p. 216).

The second indicator of success on high-performing teams is their ability to adjust and course-correct. When things do not go as planned, the successful teams find a way to address the conflict in a productive manner.

The most effective teams are the ones that tackle concerns early on, in a respectful and resolution-oriented way. The least effective teams get angry but do not share their frustrations constructively. Ideally, teams operate in a manner that is based on honesty and proactively addresses situations the instant they are problematic. If a team member says or does something that seems disrespectful or too negative, it is best to address that right away. Members of strong teams are honest with one another and if something is not working, the whole team works together for a better alternative.
Incorporating Virtual Resources

Another defining characteristic of high-performing Agile teams is their ability to include virtual and perhaps even offshore (international) resources on their teams. Having team members that are not in your physical location introduces new challenges, and the teams that are able to adapt and incorporate the skills of the virtual team member will enjoy success.

When team members are not colocated, the lack of face-to-face communication is the first hurdle that must be overcome, and this can be accomplished using video tools. Ideally, this means that every meeting is conducted with a video connection so the virtual team members are included in the discussion. Honestly, the structured meetings are the easy part; where virtual team members might miss out is in the organic conversations that happen in the hallway or in the lunchroom. Human beings are always thinking and learning. Sometimes walking away from your desk or leaving the meeting room or bumping into a particular person on the way to the vending machine can spark an idea or help solve a problem. When those moments of inspiration occur, it is vitally important to contact the virtual team members and bring them in on the innovation. Otherwise, the team could advance but the virtual team members would be inadvertently left behind.

How can you create an environment where virtual team members feel as if they are part of the team? The first best practice is to have those people sit with the team at the start of the project for a significant period of time; ideally, this is at least two iterations. It is important for the team to feel as if they “know” the virtual employees, and vice versa; once the initial relationship is established, the virtual team members do not feel so far away. Inside jokes and team banter can happen naturally, with everyone feeling equally involved.

Travel budgets are tight at many companies these days, but having virtual employees come to town for key meetings, such as project kick-offs or quarterly reviews, can help the team bond and can increase the trust between the team members. In fact, to ensure success with distributed teams, companies will likely need to increase—not decrease—their travel budgets (Demarco et al. 2008).

Optimizing the Workspace

Companies and teams that enjoy success in an Agile environment take their workspace considerations seriously and look for options to optimize. Here is a summary of the three key spaces that are required:

- **Individual workstations** should be arranged to facilitate collaboration. Some teams prefer to have distance or walls separating them from other teams to keep noise and distractions to a minimum; other companies
place teams with or near the business units that they support so the sense of a common goal is shared in the space.

- An **Agile (Scrum) room** is a discussion area with white boards for times when something needs to be debated or brainstorming of ideas is required. Ideally, this space is not shared with other teams or the rest of the company, because it should be immediately available when something comes up and the team wants to be able to leave their documentation and drawings on white boards for future reference. One innovative company turned old management offices into Scrum rooms so teams had their own dedicated space.

- Access to **company conference rooms** for the larger meetings, such as Sprint demos and backlog grooming sessions, is also necessary (see Figure 2.2). These often have to be scheduled because they are shared spaces, and each conference room needs access to a projector or Smart Board to display the working software at the end of the sprint.

In some companies, moving the physical space will make a powerful statement about the seriousness of the Agile implementation. If you say you are Agile but you stay in cubicles, how Agile are you? By rearranging the office
space, you visibly demonstrate your commitment to change. It is worth noting that the nature of Agile means that the physical requirements will change over time. As teams grow and shrink and traffic patterns change and interdependencies between teams morph, it will be necessary to rearrange the office space again.

**Exercise**

Consider the most productive team that you have worked on. What were the success factors that contributed? What skill sets did your teammates possess? How did your abilities complement each other? What lessons will you try to incorporate on future teams?

**Failures/Risks**

What traps or mistakes do team members make that can have a negative impact on the Agile implementation? In many ways, they are similar to the traits of successful teams, but they somehow miss the essence and turn into a liability instead of an asset. Let’s explore some common mistakes.

**Unhealthy Teams**

Unlike the high-performing teams, unsuccessful teams typically fall into one or more of the following situations.

First, they fail to self-organize. There are truly people in the workforce today who are more comfortable being told what to do and simply execute on that order. When we ask those people to become more engaged and be part of the solution process, they are reluctant, or incapable of doing so. Some people are conditioned to this behavior, but over time in a supportive and learning culture, they can transform to being key contributors. For others, it is simply in their DNA to take direction from others and not rise to the level of accountability that Agile requires; these people will not be successful on Agile teams, so the organization needs to either find them a different role or allow them to move on.

Another example of the inability to self-organize is where teams demonstrate hostility, bullying, or demeaning behavior toward one or more of their team members. This aggressive behavior cannot be tolerated, and if the team cannot resolve it on their own, then management needs to get involved. Agile workplaces are safe environments where people are encouraged to learn and grow and take chances and deliver great results; but if there is an unhealthy team dynamic, that can be difficult—maybe impossible—to achieve.
Many people have served on unhealthy teams, and the same dynamics that exist in sports or academia can exist in the workplace. Teammates on unhealthy teams

- are unwilling to help or support one another
- refuse to broaden their role by saying things such as “it is not my job to test” or “he owns that piece of code, so it is his problem”
- withhold helpful information or training because they want to be seen as the expert

These unhealthy team dynamics can sabotage an Agile implementation, and it will take a strong Scrum master, coach, or possibly even manager to break down these bad habits.

**Inability to Adapt**

Agile requires team members to change, and that is uncomfortable for some people. They need to change how they interact, how they do their work, where they sit, and much more. An inability to adapt is a key reason why some team members fail in an Agile transformation. Looking at a specific example, as already mentioned, having a geographically distributed team introduces challenges, and some teams fail to adapt and accommodate. If the team does not make the effort to include the virtual resources in key conversations and meetings, then their ability to contribute is compromised; this can especially be true with international resources. Having sensitivity to time differences when scheduling meetings, creating a work schedule that allows for overlapping hours, and clarifying requirements so no language barriers impede progress are all efforts high-performing teams make. The ones who fail to have the appropriate sensitivity create a work environment that is polarized between those in the building and those outside.

Another example involves making the transition from cubicles to an open concept. When introducing the collaborative work arrangement, worries may range from a colleague who wears too much perfume, to a germophobe who fears being sneezed on, to concerns about background noise and the ability to concentrate. All are legitimate issues that need to be addressed, but none are worth abandoning the benefits of moving to the open, collaborative space. The teams or individuals that refuse to be open-minded about the seating arrangement and constantly complain are sabotaging their Agile implementation. Like all things, if a legitimate concern is affecting safety, then management needs to address it immediately. Otherwise, being adaptable in the seating arrangements demonstrates a commitment to the greater good. An inability or unwillingness
to consider new options and adapt to the evolving needs of the organization can lead to failure.

**Lacking Commitment**

Another area where team members can experience failure is by lacking a sense of commitment. Within Agile, the team commits to the amount of work that they intend to complete during an iteration. If a team does not feel a sense of obligation to that commitment, the level of success that can be achieved is in jeopardy. Some teams reach the end of an iteration in which they have not completed the required work, but they have an attitude of “oh well, we tried”; these are not successful teams. Failing to honor a commitment should be a disappointment. It should serve as an opportunity to assess what went wrong and how it can be corrected in the future. The teams that are lackadaisical about their commitment will never be truly Agile.

The lack of commitment can reveal itself in a number of ways—failing to complete the work is the most obvious and detrimental—but there are other manifestations as well. Not adhering to the meeting cadence within Agile by grooming, planning, tracking, and demonstrating, all described in Chapter 8, can lead to suboptimized work. It might be easy to become lazy about the daily stand-up meetings and write them off as unnecessary, but that is not in the best interest of the work, the team, or the Agile transformation. Being disciplined about participation and active engagement drives success.

Failing to address issues with team dynamics and allowing bad habits or relationships to continue without proactively confronting them are also examples of lacking commitment. An unwillingness to learn and grow can create a stagnant environment where an individual team member or the entire team stops moving forward and simply becomes complacent. Innovation does not come from places described as complacent or lazy or lacking commitment. Innovation is coupled with true agility, and this comes from dedication, discipline, and a desire for continuous improvements.

**Review 1** At this point, the reader should be able to answer Review Questions 1–5.

---

**A Manager’s Viewpoint**

Agile for team members is full of new opportunities and a chance to contribute in ways that may not have been available in the old environment. The same is
true for managers, but they may feel as though their role is shrinking or becoming less important. In many instances, Agile alters their span of control, which can create unease and a lack of clarity regarding expectations and performance measurements.

**What Is Different?**

The differences for managers center on how their role has evolved. It can be quite positive, but it is definitely different, and some managers are unable or unwilling to let go of their past responsibilities to embrace the new ways that they can help the team.

**Questions, Not Solutions**

Perhaps the biggest impact to most managers is that they are no longer responsible for defining the solutions—this now belongs to the team. Many managers have prided themselves on being owners of an application or architecture, so adjusting to the idea of team members making decisions about those applications can be difficult.

The manager is in the pivotal position of being able to facilitate how much a team learns and how quickly they embrace their self-organization. The most effective managers will make the shift from telling to asking. When a team member approaches management and asks, “How can we increase the response times with the database?” the manager in a pre-Agile world would provide an answer or at least a suggestion. In an Agile environment, the best managers will ask questions: “Why do you think the response time is bad?” “What is the customer expecting?” “What data is being retrieved?” “Is that the right amount of data?” “Are any business rules being applied to the query?” And so on. This allows the team to think through the situation to arrive at their own solutions. It might take a bit longer, but by enabling the team to derive the solution, the manager is truly being Agile and positioning the team for success and continuous improvements.

Applying this concept to a university environment often brings memories of favorite professors or key learning moments. When you struggle with a concept and visit the professor, the Agile-minded ones will ask you numerous questions until you arrive at the answer on your own; the less engaged professor might just give you the answer. By asking questions and allowing you to reach the answer on your own, your professor is demonstrating confidence in your intelligence and problem-solving capabilities. Taking the time to work with you to arrive at the answer—rather than just telling you—is an investment of the professor’s time and will enable you to feel empowered and capable of reaching
the right conclusion in the future. Professors are often used to this teaching role because they purposely chose their profession; managers may not be inherently good teachers, and displaying this type of faith and investment in employees might feel foreign and unnecessary. The good Agile managers are the ones who adopt a professor-like mind-set focused on continuous improvement and learning.

**Clearing Roadblocks**
The manager’s role shifts to one of clearing roadblocks for the team to enable their success. This is a different role for a manager, and although it is vitally important to the organization, it might not feel very rewarding, at least not at first. If the team has an issue with training or tools or collaboration with other departments, the manager can be a great help navigating the political environment to solve the problem. The difference is that the manager used to be deeply involved in the problem solving, but now he or she is clearing roadblocks to allow the team-led solution to come to fruition. Some managers view this negatively, as though part of their job—or even their worth to the company—has been diminished. This should not be the case: Effective managers in an Agile environment are a tremendous asset. Since they no longer have to focus on every day-to-day detail associated with the project, they can devote time to higher-level activities such as technology architecture and true employee development—areas that are often neglected in the pre-Agile environments. Managers can assist with mapping the business process flow and then make recommendations to improve performance and drive toward simplicity. They also can spend time creating career development plans for employees based on their skills and desires, and they can devote meaningful time and attention to recruiting and making sure each hire adds to the cohesiveness of the team and further position them for success. It is a new role of clearing roadblocks and focusing on higher-level activities, but when done well, it is meaningful and delivers significant value to the organization.

**Trusting the Team**
Some managers are predisposed not to trust those beneath them in the organization. Douglas McGregor captured this management style in his X-Y theory of management. The Theory X manager believes that employees are inherently lazy and therefore need authoritative supervision and a comprehensive set of controls to manage them (McGregor 1960). Thus, Theory X managers will have a very hard time with an Agile implementation, because they fundamentally believe that self-organizing teams cannot exist. These people tend to act as “command and control,” meaning that they dictate the work to be done and even how it
will be done, and they tightly control the environment for that work. Clearly, this type of management attitude directly conflicts with the very core of Agile values. This belief system still exists in the modern workplace and must be addressed to ensure Agile success. If an organization has Theory X types of managers, they may need to move to new positions to not interfere with the Agile implementation. Departments that are very operational in nature often thrive with this type of management; self-organizing development teams do not.

Even if the manager is not a Theory X manager, he or she may still need to make adjustments in trusting the team. For some period of time (perhaps years), the manager has evaluated staff aptitudes based on a non-Agile measure. Often, managers have a hard time envisioning their employees stepping into and embracing new responsibilities and problem-solving techniques. The most effective Agile managers are those who know that the best way to truly embrace Agile is by letting go of their control and allowing the team to learn, and perhaps fail.

A nonworkplace example of this comes with parenting. When children are small, their physical, emotional, and intellectual capabilities are limited, but as they grow, these things obviously evolve. Imagine if parents kept acting as though their children were three-year-olds, even as they grew: The parents would still cut their food into tiny bites, would never dream of allowing them to ride a bike, and would certainly not allow them to bathe themselves. As the children grew, they would become increasingly frustrated with the limited expectations and would either lash out or disengage. The same is true in our workspace: Employees are constantly learning and evolving, and they can and should take on increasing levels of responsibility for their work. Agile supports this evolution, but some managers cannot move beyond their initial assessment of an employee’s abilities. If a manager is struggling with an Agile transformation, this is an area to apply some self-reflection: Is the manager actually holding the employees back? If so, a little bit of trust can go a long way.

**Successes**

Can managers survive the changes in their roles in an Agile environment? Of course, and the successful ones display a few common traits. The best managers embrace the Agile values and principles by endorsing teamwork and trust.

**Teamwork**

The ideal manager is going to do everything in his or her power to ensure the success of the team. This includes staffing the team for success and ensuring that all roles are covered, assigning the team members full-time, and making sure they have the necessary tools and environment to deliver on their commitments.
One example that Cayman Design encountered needed management assistance to ensure team success. When creating the Scrum teams, there were not enough testing (QA) resources for every team to have a dedicated tester, so the decision was made for two teams to share testing resources. The first iteration went well, and both teams received the testing support that they needed. But in a subsequent iteration, one team ran into a problem, and they relied heavily on the tester to help them diagnose the issue. The other team, therefore, received no QA support during their iteration, and they were unable to deliver working software. Solving this problem was outside of the control of the individual teams because it required a reallocation of resources. The successful Agile manager took ownership of this problem and worked through budget and headcount issues with senior management to allocate a dedicated QA resource to each team. The manager’s proactive ownership of the situation positioned the teams for success.

A strong Agile manager also allows and encourages team members to work on their own differences. Members of a certain team at Cayman Design visited the manager, complaining of communication issues on the team: They did not know what their team members were working on, they were surprised when things were not completed, and they did not feel informed on roadblocks that were impeding their teammates’ progress. Rather than addressing this in the typical management fashion, by calling the team together to discuss it or by speaking to everyone individually, the successful Agile manager pushed the issue back to the team to solve. Agile provides a structure to facilitate team success, and teams need to use those mechanisms on their own.

**Trust**

An effective Agile manager fundamentally trusts the team to do good work; this is evident in allowing team members to truly own issues and resolve them on their own. Trust is a bit like allowing your children to explore their own ideas, even if you are skeptical that they will work. Here is an example:

Your Scrum master comes to you and says that the team would like to work from home four days a week and be in the office only the one day that they host their Scrum meetings. You, as their manager, have serious reservations about this idea: It contradicts one of the Agile principles about the importance of face-to-face communication, and it will likely reduce the team’s ability to collaborate. A non-Agile manager might immediately respond with, “That is out of the question. We would lose far too much collaboration if no one was in the office. Plus, what would our business partners think if they came into our workspace and no one was here?”

A successful Agile manager would likely respond with a question: “That is an interesting proposal. What is the business problem that you are trying to
solve with the work from home idea?” Through this response, the Scrum master can share additional facts and drivers that led the team to think that this was a good idea. The manager can then react to the additional information with more accurate guidance and may even—through asking questions—guide the team to a different alternative. The successful Agile manager assumes the team is trustworthy and that their ideas are valid.

Failures/Risks

The managers that fail to make the transition to an Agile organization typically display common characteristics.

Command and Control

There are managers who simply cannot give up their command and control demeanor; it is how they manage, and it is inherent in their style. It can be similar to asking a Marine drill sergeant to let recruits decide how far they are going to run and how clean their barracks need to be—it is just unnatural to them. When working with a company recently, we encountered this type of personality in the Project Management office. When asked what he liked about his current (non-Agile) role, this person said, “I like being able to manage people, control the environment, and manipulate the teams to get the deliverable that I want.” A person with this type of philosophy will have a very hard time adjusting to an Agile environment.

How can managers overcome their command and control tendencies? First, we must accept that some are willing and able to change and some are not, and that the organization must respond accordingly (see the discussion of executive roles in the next section). Many previously controlling personalities have successfully shifted to Agile by understanding its benefits and the important role that they can play in optimizing the team. Some of these techniques have already been mentioned; here are some additional details.

• **Ask questions instead of offering solutions.** If a manager can shift into a questioning mode, he or she can help the team to self-organize and establish trust. This could be as simple as asking “What do you think we should do next?”

• **Direct others to the team.** If someone from another organization has a question or needs information, instead of immediately answering, as command and control personalities tend to do, a manager can encourage that person to ask the team directly. This will position the team as the authoritative source of information.
• Do not talk. When a command and control manager attends a meeting, typically the first impulse is to actively contribute to the meeting to advance the discussion. As a start to break down this tendency, a manager can try not to speak during an entire meeting. The silence might be profound, particularly if the team is conditioned to receiving direction. The manager can embrace the silence and let the team members fill it with their ideas and suggestions.

It is difficult to change a way of thinking that likely served managers well throughout their careers, and that is why Agile asks people to stretch outside of their comfort zones. The results can speak for themselves when empowered and self-organizing teams deliver amazing business results to the organization.

Territorial

Some managers truly believe that they “own” a process or an application and that no one should make decisions on that process or application without their involvement and consent. Agile is very collaborative and customer-focused, and if a solution is presented that crosses systems or changes workflows to enhance the experience for the customer, that effort needs to be allowed to proceed without deference to artificial organizational boundaries.

As an example, we had a situation where a manager believed that he owned a gateway service, and to maximize the speed of the gateway application, no business rules could reside in the gateway; all business rule logic needed to be performed by other systems. This is actually a wise architectural guideline to drive performance, but if a team has a need where putting business rules into the gateway might make the most sense, then that discussion needs to be able to proceed without territorialism. The decision may not change, but the ability to have a productive and value-focused conversation is critical to the organization.

Ownership is a difficult challenge within Agile because we want people to feel accountable for their work. Some could view territorialism as ownership, which implies accountability. The difference that Agile presents is that territorialism for the sake of ownership is bad; accountability for the sake of delivering business value to the organization is good. Whenever managers find themselves feeling uncomfortable about what is being suggested for “their” application, the best course of action is to step away from the technical details of the situation and dive into the business problem that they are trying to solve. The better we understand the end users’ pain point, the better we can devise solutions, without undue deference to a particular system or workflow. Looking through the eyes of the customer can tear down territorial boundaries quickly.
Another failure that comes up from time to time involves managers who simply cannot let go of the team: They continue to distribute work to team members, thwarting their ability to self-organize. Managers who attend and actively participate in the daily stand-up are not allowing the team to self-organize, and those who dictate roles on the team are not helping the Agile environment.

How can managers overcome their need to get involved in day-to-day decisions and team oversight? One of the fastest cures to this problem is to stop attending the meetings. This happened at Cayman Design, where a manager chose to stop attending the meetings and would get the necessary information from the transparency Agile afforded. At first, the manager’s absence slowed the team down because they believed they needed her to make key decisions. Over time, the team realized that the manager was not going to attend the meetings, so they needed to solve their own problems and come up with their own recommendations. It can be a difficult transition, but there are simple ways to become more Agile. It is important to note that an Agile transformation does not happen overnight: Managers do not move in one motion from being controlling and territorial to being collaborative and enabling, nor do teams accept the accountability of becoming self-organizing and decisive in short order. Organizations must be thoughtful and deliberate with the Agile adoption, always striving to embrace the Agile principles and continuously improve.

**Review 2**  At this point, the reader should be able to answer Review Questions 6–10.

---

**An Executive’s Viewpoint**

Executives play a critical role in an Agile transformation, because they hold the power in terms of budget and personnel resources to either back the Agile transformation or reinforce the ways of the past. They also have the opportunity (and obligation) to lead by example, because others in the organization are surely watching to see if situations are handled differently, now that they are an “Agile” organization.

**What Is Different?**

How an executive’s role changes within Agile is interesting. Many executives are the sponsors of the Agile transformation without a deep realization that
their role will also be altered. Outlined next are several examples of how executives are asked to stretch and evolve in an Agile environment.

**Embracing Evolving Requirements**
Executives are tasked with budgets, milestones, and reporting progress to the board of directors, shareholders, and others who have invested in the success of the company. The executives need to be wise stewards of the financial resources that they control to ensure company success; that is a heavy responsibility, which makes many executives want to chart a clear path before a dime is spent. This type of thinking works well in a Waterfall environment, where we complete our requirements before we utilize our often expensive development resources. However, the ever-increasing pace of change in the marketplace makes it increasingly difficult to map out an entire project before we even begin. Agile asks executives to shift from operating capital budgets with robust (though often inaccurate) business cases to an environment of rapid delivery and inspection. For example, a company wants to replace its mainframe system with a more modern, scalable architecture. In the past, a project would be kicked off to assess every application on the mainframe and what it would take to move that application elsewhere. What are the integration points? the risk factors? the expense? the required resources? the schedule? And much more. The project management team would pore over documentation, create massive spreadsheets, and make thousands of assumptions to present a plan to the executive team. It would likely be a multimillion-dollar project with a lengthy timeline. This type of activity provides security to the executives because they can see the entire project laid out, and they believe they can anticipate the cost to completion. The problem with this approach is that assumptions have been layered onto assumptions within the business plan because there is no way to answer all of the complex questions before beginning an effort of this size.

Agile advocates for a different approach. Let’s just try to replace one minor application in the mainframe. We will keep the scope very small, we will deliver frequently, and we will inspect our results often, allowing us to course-correct if necessary. With the learning gained from the first effort, we will embark on the next effort, and so on. The organization gains much more predictability in the incremental deliverables, and the wise Agile executives are courageous enough to present this new philosophy and information flow to their investors.

**Respecting the Priorities**
Executives in all organizations participate in different conversations than the developers and managers, and this leads to slightly different perspectives. If an
executive has just been grilled by an existing customer over a problem in the product, or by a high-margin prospect who will sign the contract only if a specific feature is added, it is common for the executive to place high priority on that immediate feedback. Keeping customers happy and gaining new business are critical to the organization and its longevity, so executives are justified in their sense of urgency. This becomes detrimental in an Agile organization when the executive priority disrupts the current work that has been fully groomed, as described in Chapter 6, and has been committed to by the development team. Stopping their work in progress is hazardous and often unnecessary. What an experienced Agile executive will do is understand and respect the current priority projects being delivered and will send the request to the appropriate product owner to begin exploring all of the details of the new request. The executive that says “stop everything and work on this” when “this” is likely ill-defined and not fully understood creates a chaotic environment where the teams are not able to deliver on their commitments.

Executives came to be in their positions because they are decisive, action-oriented and results-driven, so their first impulse is to mandate an immediate response. However, respecting the existing priorities, providing the team with an opportunity to clarify the details and examine the best solution, and allowing the team to finish the work currently in flight will lead to much more consistent and predictable results.

**Staying the Course**

An Agile transformation is challenging for most organizations. Some command and control managers will fight the change, offering dire predictions of failed projects as examples of why this is a bad idea. Developers may not embrace the increased accountability and transparency, and some may choose to leave the organization. There are new expenses in the form of seating arrangements, training, and Agile tools that may stress the budget. Agile transformations also have a history of bringing chronic issues that the organization has ignored for years to the surface where they must be confronted. All of these are reasons why an executive might abandon the effort and simply revert to what is comfortable (but ineffective). Any change worth making is going to require effort, and Agile is no different. The strong Agile executive will work through these issues without wavering on the commitment to Agile.

Let’s examine these instances individually to identify the best reaction by a truly Agile executive.

- **The command and control manager is uncomfortable.** This often takes the form of bringing up the multitude of ways that Agile could fail—the teams cannot self-organize, our clients are too demanding, our software
is too complex, we are impeded by government regulations, our business partners are too inexperienced, and so on. Each of these hurdles, and many others, has been overcome by organizations with Agile. The Agile executive needs to resist the urge to slow down the implementation and carefully think through every possible scenario. Instead, he or she should embrace the “inspect and adapt” mantra of Agile by moving rapidly and carefully forward and learn from every decision. Constantly inspect the implementation and make course corrections as necessary. Do not let fear of what could happen delay the positive outcomes of what will happen.

- **Developers self-select out of the organization.** There are certainly people in every organization that we believe we cannot live without; their domain expertise or years of experience make them assets to the organization. Agile supports these experts and provides them with opportunities to contribute in ways they may never have before. The employees that see and desire the collaboration and accountability associated with Agile are critical to the longevity of the organization. Those that are threatened by Agile and want to withhold their expertise or refuse to try new alternatives will ultimately hold the organization back. Certainly, their departure is disruptive, but it can and should be managed by an Agile executive. Creating an environment of continuous learning involves identifying and rewarding those who want to join the transformation.

- **New expenses.** Agile does not break a budget, nor does it come for free. If you are truly committed to changing an organization’s culture, then spending money on training and tools and possibly even new hires is an investment—not an expense. Asking an organization to convert to Agile without any additional budget is not demonstrating the necessary commitment to the change. Agile executives need to “put their money where their mouth is” and authorize the appropriate expenditures to ensure success.

An Agile executive will stay the course when confronted with issues and concerns. Making an Agile transformation cannot be optional to the organization: Either the executives are committed or they are not. There can be no wavering, because the minute an executive indicates that it is acceptable to continue with the old ways of doing business, many people will fall back into their old, comfortable patterns that will not deliver the desired results.

**Successes**

Agile executives that are committed to the transformation can chart a meaningful path for their teams by focusing on the right things that will drive true culture change.
Focus on Sustainability

One of the 12 Agile principles states that “Agile processes promote sustainable development. The sponsors, developers, and users should be able to maintain a constant pace indefinitely.” Promoting this is a critical success factor for Agile executives.

We need to avoid burnout amongst the teams. When organizations adopt Agile, there is typically a good deal of enthusiasm and a desire to work hard and deliver compelling results. Then as the Agile implementation continues, some teams can suffer from long hours, which can create an unsustainable environment. Bob Hartman wrote about this in a July 2009 blog:

If the pace of the team is not sustainable several undesirable effects are likely to occur:

- Defects will increase. Tired teams let more defects through.
- Work output will decrease. Tired teams do less work in more time!
- Morale will drastically decrease. This may lead to employee turnover at a most unfortunate time in the project.
- The blame game will become common. (Not our fault you didn’t say X. I said X. Did not. Did so . . .)
- The team starts to abandon good practices for those that “seem” faster. Sorry, but test-driven development (TDD) is actually faster than just writing the code and throwing it over the wall to QA! (Hartman 2009)

The responsibility for sustainability often lies with executives because they can control the resources and, to some extent, the expectations of the organization. If executives make commitments to customers that are unreasonable or fail to provide teams with the tools and training that they need, then the executives are contributing to an unsustainable environment where good people can become frustrated, which either affects the quality of their work or may even encourage them to leave the organization. Most employees want to work hard and accomplish significant goals, but they require an environment that facilitates their success.

Focus on Technical Excellence

Another of the 12 Agile principles focuses on technical excellence by stating: “Continuous attention to technical excellence and good design enhances agility.” A strong Agile executive can have a tremendously positive impact on this idea by making sure the teams have both the time and the resources to make wise architecture decisions that will allow the application to scale and perform. Executives who want teams to rush to designs or build point solutions are not allowing them to do their best work. Technical excellence pays dividends not
just today but into the future, because a well-designed platform can handle evolving requirements and additional features. A poorly architected solution will result in convoluted designs to accomplish future goals. Jeff Sutherland, a signer of the Agile Manifesto and a creator of these principles, finds that one of the biggest remaining problems for Agile teams is that they do not demand technical excellence (Sutherland 2011).

An Agile executive has an opportunity to influence this, just as a university professor does. By forcing team members to slow down enough to think things through—and giving them the time and latitude to do so—both professors and executives encourage thoughtfulness and deliberate decision making. Rushing and setting unrealistic expectations compromise technical excellence.

Focus on Simplicity
There are many wonderful quotes about the value of simplicity and how hard it is to achieve, including one by Leonardo da Vinci: “Simplicity is the ultimate sophistication” (Goodreads 2013).

An Agile executive that understands and values simplicity can propel the organization forward. Simplicity can be utilized in an Agile implementation in several ways. The first is with the implementation itself. Being flexible in an Agile implementation means embracing the unknown and trying new things. If an organization tries to overplan an Agile transformation and think of every possible roadblock that could be encountered, they will strive for perfection and get stuck in a lengthy (and Waterfall-like) planning stage.

The Agile organization that understands simplicity will try different small steps to learn what will work best for the organization. Continuous learning by inspecting and adapting allows for a simple approach to Agile.

The second way that an Agile executive can embrace simplicity is with the corporate or product objectives. When goals are too ambitious or expectations are too varied, it leads to an organization that is fragmented and chasing too many disparate deliverables.

Steve Jobs once said, “People think focus means saying yes to the thing you’ve got to focus on. But that’s not what it means at all. It means saying no to the hundred other good ideas that there are” (Griggs 2012).

An Agile executive knows that simplicity and precise focus enable the teams to deliver great work.

Failures/Risks
How can Agile executives fail when it comes to an Agile implementation? There are many things that even well-meaning executives do that sabotage the Agile efforts of their teams.
**Not Honoring Commitments**

One of the most common mistakes that executives make is not allowing the teams to honor their commitments. Looking at Scrum as our example, executives need to adhere to the sacredness of the sprint. What does this mean? It means that once a sprint goal is committed to, there should be no changes to that goal. This is especially difficult for executives because there is always some crisis or customer request or great idea that an executive wants the team to investigate immediately, and there is a tendency for executives to pull the team off their sprint commitment to work on the latest critical task. The executives that refrain from allowing their urgent requests to disrupt the team are more successful in their Agile adoptions. Truly, it is a sign of executive commitment to the process and the methodology if they honor this one aspect. Mike Cohn (2010) is very firm on this issue: “Nothing is allowed to change within the sprint. The team commits to a set of work on the first day and then expects its priorities to remain unchanged for the length of the sprint” (p. 279).

Are there instances where the sprint must be interrupted? Absolutely. If one of your production servers goes down and your developers need to restore the system, then that is clearly a priority over new development. If you are under attack from hackers (such as a DDoS attack), then the developers may need to work on an immediate patch. Those situations notwithstanding, there are many more instances where the “crises” can and should wait while the team works on their current sprint commitment.

A strong Agile executive should have the power and conviction to keep fellow executives in line so the sacredness of the sprint can remain intact. Executives who have not fully embraced Agile or do not appreciate the impacts of their decisions on the organization can create chaos and confusion by not honoring the teams’ commitments.

**Not Engaging the Rest of the Organization**

Another common failure of an Agile executive is not enlisting the support of the other departments within the company. Often the Agile executive sponsor is the chief information officer (CIO) or another leader in the IT organization, which is where most Agile implementations start. It is imperative that the CIO or Agile sponsor capture the attention and support of the other department leaders to ensure the success of the implementation. This is particularly critical with “the business”: If the Agile implementation is viewed as an IT-only endeavor, then the organizations that need to contribute clarity regarding business value and priority may not actively participate, which can doom the Agile efforts. The people in marketing or product management or various customer-facing departments have the best sense of the marketplace, competitive environment, and customer behavior, and therefore are the best people to make the prioritization decisions so the
most important and valuable efforts are worked on first. If those organizations do not participate in the Agile transformation, then the opportunity for success is greatly diminished. The Agile executive sponsor needs to illustrate to peers the importance of their involvement and the value that they will derive from participating. Gaining their commitment often requires executive alignment and usually cannot be accomplished by those lower in the organization. The time commitment and the changes to the way that work progresses through to completion will affect many organizations, and their buy-in is absolutely critical. An ineffective Agile executive may ask the team to solicit the necessary involvement from the other organizations, but this passive approach typically does not deliver the appropriate visibility and alignment. The Agile executive sponsor needs to convince his or her peers that Agile is right for the whole organization.

Valuing the Wrong Metrics
Executives play such a critical role in an Agile transformation, and often they may not realize the messages that are sent to the organization when decisions are made, even with the best intentions; metrics are a perfect example of this concept. A well-meaning executive can completely derail an Agile implementation by trying to measure the wrong things. Let’s look at a few examples.

- Actual time taken to complete a task vs. estimated time
- Velocity of Team A vs. Team B
- Number of stories with acceptance criteria vs. those without

Each of these metrics may sound reasonable, but they could drive the wrong behavior. With the first example, one might wonder: What does the organization value, working software? or precise estimates? Of course, Agile would like the estimates to be relevant and close to the level of effort required, but we want our developers to spend their time writing great software, not doing extensive research to ensure accuracy in their estimates. Defining the wrong metric could force developers and testers to spend time in unproductive efforts.

In the second example, velocity, or the amount of work that a team can accomplish during a sprint (described in detail in Chapter 6), is a tool used to predict the amount of work that a team can commit to, not as a measure of productivity. First, two teams could use different measures of effort—a medium-sized task or an eight-point story (also described in Chapter 6) might mean very different things to different teams. Second, a dip in velocity might have nothing to do with productivity: If Team B has three developers at a training class, then the amount of work they can accomplish is reduced, but not because the team is less productive.
Finally, with the third example, the premise behind Agile requirements gathering is that we are learning and negotiating on the best way to deliver maximum business value. If we are measuring the performance of how stories are written, we may unknowingly reduce the conversation about that story.

Agile executives need to be very careful about the metrics they choose to ensure that incentives are provided for the correct behaviors. Measuring success in an Agile environment is different from traditional metrics, as we now place a heavy emphasis on customer satisfaction, frequent delivery of working software, and continuous learning.

**Review 3** At this point, the reader should be able to answer Review Questions 11–15.

---

**Conclusion**

The organizational culture impacts to an Agile transformation are profound. Successful implementations need support from the team members, management, and executives to embrace new ways of completing work and collaborating. Every role in the organization will be affected in some way, and by understanding what is different and what drives success in each role, we are better positioned for the increase in productivity, responsiveness, and customer satisfaction that can be delivered by becoming Agile.

**Summary**

- Organizational culture is the accumulation of years of interactions and experiences that have formed into a belief system of how work progresses and how decisions are made. To shift the culture to Agile, the organization must be willing to embrace new roles, workflows, and definitions of success.
- Self-organizing teams have working agreements, select the work that they will own, cross-train and support one another, and create a dynamic that plays to the strengths of each individual.
- Continuous improvement on teams means that members can solve their own problems without outside intervention and they are working to improve not only the product but also team effectiveness.
- Frequent delivery of working software is central to Agile success. This creates a meaningful feedback loop for the team to incorporate.
• Agile breaks down organizational silos and creates teams where developers, testers, and requirements owners all depend on each other for shared success.

• In Agile, teams should be colocated to facilitate collaboration. This can be challenging for teams with virtual or international participants, so optimizing the physical workspace and collaboration tools is a priority.

• High-performing teams have excellent team dynamics where individuals know and respect each other and can resolve differences productively.

• Effective teams are adaptable to the changes that come with continuous improvement in Agile, and they demonstrate a commitment to completing the deliverables even when circumstances are not ideal.

• Managers in an Agile transformation have to make adjustments as well, and some managers will struggle to embrace their new roles and enable the teams.

• One area where managers can assist an Agile implementation is to refrain from offering solutions to the teams. Instead, they should ask thoughtful questions to help the teams reach their own conclusions.

• Another way that managers can accelerate an Agile deployment is to clear roadblocks for the team. This is particularly helpful when it comes to resource and staffing discussions, because the manager may be able to address impacts to the budget more effectively than the team can.

• When it comes to trusting the team, some managers follow Douglas McGregor’s Theory X style of management, where they believe employees are lazy and need oversight to monitor their performance and behavior. This style of management will struggle to adopt Agile.

• Executives in organizations adopting Agile will find that their roles have changed too. Since executives often hold the budget resources and the decision-making power, their involvement in the transformation is critical.

• Executives can support Agile by understanding and embracing evolving requirements. Those that want comprehensive plans and business cases will fail to reap the benefits of iterative development, rapid feedback loops, and continuous learning.

• Executives are in a unique position with Agile to respect the commitments and priorities. They hear complaints and feedback from a wide variety of stakeholders and may be inclined to immediately act on that feedback without understanding the disruption and negative impacts to the team.

• Executives that truly want Agile to be a part of the ongoing organizational culture need to dedicate budget dollars to its implementation; it
might be with regard to tools, training, staffing, consulting, or a number of other things. A transformation of this magnitude requires investment.

Review 4  At this point, the reader should be able to answer Review Questions 16–20.

Interview with Scott Ambler

Scott W. Ambler is the Senior Consulting Partner of Scott Ambler + Associates, working with organizations around the world to help them to improve their software processes. He provides training, coaching, and mentoring in disciplined Agile and Lean strategies at both the project and organizational level. Scott is the founder of the Agile Modeling (AM), Agile Data (AD), Disciplined Agile Delivery (DAD), and Enterprise Unified Process (EUP) methodologies. He is the (co)author of several books, including Disciplined Agile Delivery, Refactoring Databases, Agile Modeling, Agile Database Techniques, The Object Primer (3rd ed.), and The Enterprise Unified Process. Scott is a senior contributing editor with Dr. Dobb’s Journal, and he blogs about DAD at http://DisciplinedAgileDelivery.com. Scott is also a Founding Member of the Disciplined Agile Consortium (DAC), the certification body for disciplined Agile. He can be reached at scott@scottambler.com, and his web site is http://scottwambler.wordpress.com.

Kristin and Sondra: How do you know when a company is culturally ready to adopt Agile?

Scott: My initial thought was “you just know,” but clearly that’s not the answer you’re looking for. People, at all levels of IT and at least in key positions within the business, need to recognize that they need to deliver IT solutions more effectively. They need to recognize that the old, documentation-heavy ways simply aren’t working, and in many cases they need to stop lying to themselves about this. They need to recognize that greater collaboration, greater flexibility, and the need to embrace some kinds of uncertainty are the order of the day.
Kristin and Sondra: What are the most significant differences between Agile and Waterfall, from a cultural perspective?

Scott: Agile focuses on collaborative, iterative, high-value activities that focus on producing solutions that meet the needs of stakeholders. The challenge is that Agile teams need to be skilled and disciplined enough to pull this off, while the stakeholders need to be actively involved with the Agile teams. Waterfall teams often take documentation-heavy approaches in the name of risk reduction. The challenge is that Waterfall strategies prove to be higher risk in practice, but because they involve so many perceived “checks and balances,” the people involved are unable to recognize the very clear risks they are taking on.

Kristin and Sondra: How important are things like the seating arrangements for a successful Agile adoption?

Scott: Communication and collaboration are key success factors on Agile projects, so how people are physically organized is important. I’ve explored this issue in several surveys [see http://Ambysoft.com/surveys/], and it’s clear that the closer people are to one another, including to stakeholders, the higher the success rates of project teams. Even something as simple as putting people in cubes can lower the success rate.

Kristin and Sondra: How do successful teams integrate virtual (and perhaps global) team members?

Scott: The best strategy is to not take on these sorts of risks at all. If you choose to, do so with your eyes wide open. Try to have distributed subteams, not dispersed individuals. Fly key people around between sites. Fly key people together at critical times in the project, particularly at the beginning when you’re making fundamental strategy decisions. Adopt communication technologies, in particular video conferencing. And finally, adopt distributed development tools, such as IBM Jazz or Microsoft TFS.
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Review Questions

Review 1

1. In what ways does self-organization change the day-to-day life of a developer?
2. Who should the team look to first to solve their problems?
3. Why would frequent delivery of working software make a developer uncomfortable?
4. What do successful teams do to incorporate virtual team members?
5. How does altering the seating arrangements change team dynamics in Agile?

Review 2

6. Instead of offering solutions to the team, what should an Agile manager do?
7. What is an example of a type of roadblock that an Agile manager could clear?
8. What are the characteristics of a Theory X manager, according to McGregor?
9. How can an Agile manager demonstrate trust in a team?
10. What are some managerial traits that are incompatible with Agile?

Review 3

11. What are examples of items that require additional budget from an Agile executive?
12. How can executives help with sustainability on Agile teams?
13. Why might an executive want to change the priorities for an Agile team immediately?
14. Who typically serves as the executive sponsor of an Agile implementation?
15. What are examples of metrics that drive the wrong behavior, and why?
Review 4

16. What are some of the practices to ensure that international resources are effectively integrated into the team?

17. Identify several roles outside of the IT organization that are affected by an Agile transformation.

18. Why is it so important to enable teams to honor their commitments?

19. Why would someone choose to leave the organization (resign) rather than move to an Agile environment?

20. What should be done when an aspect of the Agile transformation is not working or delivering the desired results?
This page intentionally left blank
Index

Note: Page numbers followed by f indicate figures; those followed by n indicate notes.

A/B testing, 242, 273
Abran, Alain, 2
Acceptance criteria
defined, 273
user stories, 119–121, 123–124
Acceptance test-driven development
(ATDD), 180
Acceptance tests
automated testing for, 200
defined, 273
value of, 205
Accountability
defined, 273
staying the course, 36–37
team acceptance of, 25, 34
Adaptability
of Agile development, 52, 66
of executives, 37
of high-performing teams, 22, 43
inability of team members, 26–27
as response to change, 6
Adaptive Software Development
(ASD), 273
Adkins, Lyssa, 22, 107–109
Advertising, 244–246
Agile
coach, 99
defined, 273
measuring success, 230–231
organizational culture. See Organizational culture
rise of, 2–3
Waterfall vs., 3
Agile Alliance
formation of, 6
interview with first chairman, 9–12
overview of, 4
yearly conference, 8
Agile approaches
certification, 64–65
comparing, 50
Crystal, 62–64
Dynamic Systems Development Method (DSDM), 57–59
Extreme Programming (XP), 50–53
Feature-Driven Development (FDD), 56–57
Kanban, 60–62
Lean Software Development, 59–60
overview of, 49
Scrum, 54–56
tools and techniques at Cayman Design, 66
Agile Certified Professional (PMI-ACP), 65
Agile, history
Agile Manifesto, 4–8
Cayman Design, 8
overview of, 1
rise of, 2–3
of software methodologies, 2
Agile Manifesto
defined, 3, 273
Agile Manifesto (continued)
  overview of, 4–8
  quality emphasis, 180
Agile Marketing Manifesto,
  253–255, 258–259
Agile (Scrum) rooms, 24
Allan, Scott, 254
Alpha tests, 202, 273
Ambler, Scott, 44–45, 98
Anderson, David J., 50, 60, 216
Application owner, 98
Architect, role of, 97–98
Arnold, Travis, 258–259
ASD (Adaptive Software Development), 273
ATDD. See Acceptance test-driven development (ATDD)
Atkinson, Philip, 16
Automated testing
  defined, 274
  overview of, 199–202
  Waterfall vs. Agile, 207
Backlog. See Product backlog; Sprint backlog
BAs. See Business analysts (BAs)
Basili, Victor R., 2, 3
Beck, Kent, 4, 10–11, 50, 97, 160, 163, 216–217, 228
Beedle, Mike, 4, 21, 54, 75, 79, 80, 89
Behavior-driven testing, 205, 274
Benington, Herbert D., 2
Bennekum, Arie van, 4
Berman, K. F., 79
Beta launch, 250
Beta tests, 202, 274
Beta users, 250, 274
Big bang, 254, 274
Big boss role, Extreme Programming (XP), 97, 104, 274
Boards, Kanban, 65, 67, 213–216
Bottlenecks
  defined, 274
  finding with mapping, 153
  Kanban focus on, 105, 213–214, 216
Brand management, 245, 274
Budget, 35–37, 43–44
Bugs
  benefits of work in progress (WIP) limits, 215
  defined, 276
  including in product backlog, 165, 175
  minimizing defect backlog, 197–198
  tracking quality of product, 224
Build status, 224, 274
Builds
  Extreme Programming (XP), 53
  Feature-Driven Development (FDD), 57
  integration, 198
Burn-down charts
  defined, 274
  overview of, 219–221
  Scrum project, 55
Burn-up charts
  defined, 274
  overview of, 217–219
  Scrum project, 55
Business
  management responsibility for process flow, 29
  old form of requirements gathering and, 114
Business analysts (BAs)
  defined, 274
  serving as product owner, 78, 100
  serving as requirements gatherer, 96
  specifying acceptance tests, 205
Business study phase, Dynamic Systems Development Method (DSDM), 58–59
Business value
  defined, 274–275
enhancing requirements for, 128–129
prioritization based on, 75–76, 152–153
story prioritization for, 142
C3 (Chrysler Comprehensive Compensation System), 50
Cadence
   in burn-up charts, 217
   of customer feedback, 202
   defined, 275
   not adhering to meeting, 27
   of successful software delivery, 230
Caine, Matthew, 97
Campaigns, marketing
   adaptive/iterative vs. big bang, 254, 258–259
   defined, 275
   quick feedback from small, 246, 255
Carroll, John M., 3
Cass, John, 223
Cayman Design
   feature management, 130, 249–250
   as fictitious company used in this book, 8
   implementing tools and techniques, 66
Kanban, 213
minimum viable product, 138
MoScOw rules, 154
personas, 126–127
product owner role, 75
self-organizing teams, 34
shared vision, 133
teamwork, 31
Test-Driven Development (TDD)
   and refactoring, 183–186
   user stories, 116, 122
validation through user surveys, 242–243
Certification, types of Agile, 64–65
Certified Scrum Developer (CSD) certification, 65
Certified Scrum Master (CSM) certification, 65
Certified Scrum Product Owner (CSPO) certification, 65
Certified Scrum Professional (CSP) certification, 65
Change
   Agile Marketing Manifesto, 255
   Agile principle of welcoming, 7
   Agile value of, 6
case study. See John Deere case study
difficulties of organizational culture, 16
inability of team members, 26–27
John Deere case study, 267–268
principles of Kanban, 61
responsiveness of marketers to, 244–246
Waterfall vs. Agile methods, 3
Change control, 275
Chedalawada, Alan, 96
Chickens and pigs
   concept of, 88–90
   defined, 275
   Sprint planning meeting, 167
Chief architect, Feature-Driven Development (FDD), 97
Child story
   defined, 275
   as implementation size story, 278
   overview of, 118–119
   writing best practices, 122–123
Chrysler Comprehensive Compensation System (C3), 50
Classes, Feature-Driven Development (FDD)
   defined, 275
development team, 98
ordering and assigning features to, 57
Classes, Feature-Driven Development (FDD) (continued)
requirements approach using, 151–152
Clean code, 11, 207
Coach
defined, 275
John Deere case study, 265–266
role of Agile, 99
role of team, 96–97, 143
Coad, Peter, 56
Cockburn, Alistair, 4, 10, 19, 50, 62–64, 67–69, 125, 159, 163, 219
Code katas, 207, 275
Cohn, Mike, 18, 22, 40, 56, 74, 76, 82, 94, 102, 117, 118, 128, 150, 157, 163, 173–175, 229
Collaboration
Agile Marketing customer-focused, 240–244, 254
defined, 275
with individuals/interactions, 248
Kanban using, 62
optimizing team workspace, 21, 23–25, 45
team inability to adapt to, 26–27
team size best practice, 87
Collective ownership, Feature-Driven Development (FDD), 98
Colocation, workspace, 21
Color (x) continuum, Crystal, 62–63
Command and control
executives staying the course vs., 36–37
failing to overcome, 32–33
of Theory X managers, 29–30
Commitment
chickens and pigs and, 89–90
effect on team velocity, 161–162
executive failure to honor team, 40
external roadmaps representing, 134
Extreme Programming (XP)
phase, 168
lacking in unhealthy team, 27
Scrum master role in team, 81
Communications, requirements gathering and, 114, 132–136
Communicator
product owner role as, 84
project manager role as, 95
Scrum master role as, 80–81, 84
Conference rooms, 24
Consistency, Agile coach ensuring, 99
Continuous enhancements (deployments), 251
Continuous flow
defined, 275
Kanban model of, 212–213
time-boxing vs., 285
Continuous improvement
defined, 275
impacting team members, 18
management adopting, 29
pair programming for, 181
retrospectives emphasizing, 229
Continuous integration, 275–276
Cooper, Alan, 126
Corporate culture. See also Organizational culture, 16
Crystal
architect role, 97
defined, 276
estimation process, 159
interview with Alistair Cockburn, 66–69
other Agile methodologies vs., 50
overview of, 62–64
project manager role, 96
requirements, 126
user experience (UX) designer role, 98
CSRs (customer service representatives), 248

Culture
- defined, 276
  - organizational. See Organizational culture

Cunningham, Ward, 4, 10, 164, 205, 278

Customer
- as Agile first principle, 7, 240
  - Agile Marketing Manifesto, 253–255
- as Agile value, 6
  - collaboration, 240–244
  - John Deere case study, 270
  - product owner role, 74
  - valuing individuals and interactions, 248

Customer council, 202, 276

Customer service representatives (CSRs), 248

Customer-specific code, 131–132

Customer value, 59

Cycle time, 137, 276

Daily Scrum, 54–56, 226–228, 276

Data-gathering process, 240, 247–248

De Luca, Jeff, 50, 56–57, 152, 223

Debugging, refactored code vs., 183

Decoupling code, 183

DEEP acronym, 150, 276

Defect backlog, 197–198, 276

Defects. See also Bugs
- allocating time for, 234–235
  - benefits of work in progress (WIP) limits, 215
- defined, 276
- including in product backlog, 165, 175

tracking quality of product, 224–225

Definition of “done”
- applications for other organizations, 252–253
- defined, 276
- product backlog grooming and, 163

Delight
- defined, 277
  - in Kano, 155
  - marketing software to end user, 246

Deliverables
- adaptive/iterative Agile Marketing, 254
- internal roadmaps viewing, 134
- Lean development speeding up, 137
- from user stories to, 129–132

Delphi method, 159

Demarco, Tom, 23

Demo, Sprint, 228, 283

Derby, Esther, 84, 229–230

Design
- Agile principle of good, 7
- Dynamic Systems Development Method (DSDM) iteration phase, 59
- Feature-Driven Development (FDD) phase, 57

Detailed backlogs, 150

Developer certification, Scrum, 65

Development team role, 98

Discovery, 240–241, 277

Documentation, 3, 98–99

Dreher, J. C., 79

Driver, paired programming, 181, 277

DSDM Consortium, 50, 58

Dynamic Systems Development Method (DSDM)
- certification, 65
- defined, 277
- other Agile methodologies vs., 50
Dynamic Systems Development Method (DSDM) (continued)
overview of, 57–59
requirements, 125–126
roles, 96–97
Emergent backlogs, 150
Employees
managers developing, 29
managers optimizing success of, 30–31
managers trusting, 30
team velocity, 161
Enhancing requirements, 126–129
Enterprise architect role, 97
Epics
breaking down into child stories, 122–123
as deeper stories in backlog, 15
defined, 277
Equivalence, mathematical, 183
Estimatable user story, 117
Estimated backlogs, 150
Estimating
defined, 155, 277
hours, 156
ideal time (days or hours), 156
level of effort (T-shirt sizing), 155–156
Sprint planning session using, 166–167
story points, 156–158
team participation, 158–160
tips, 175
user stories in Extreme Programming (XP), 125
Ewel, Jim, 253, 258
Executive viewpoint
embracing evolving requirements, 35
failures/risks, 39–42
John Deere case study, 265
overview of, 34
respecting priorities, 35–36
staying the course, 36–37
successes, 37–39
Experiments, Agile Marketing Manifesto, 255
Exploration phase, Extreme Programming (XP) planning game, 168
External roadmaps, 134
Extreme Programming (XP)
collective ownership, 98
comparing Agile methodologies, 50
defined, 277, 287
definition of “done,” 163
Dynamic Systems Development Method (DSDM)
complementing, 58
estimation process, 160
frequent releases, short development cycles, 51–52
overview of, 50–51
paired programming, 51, 53
planning game, 167–168, 287
project manager role, 96
regular builds, integration tests, and rapid feedback, 53
requirements, 125
team coach role, 97
tracking, 216–217
velocity, 163
Face-to-face communication
addressing issues immediately, 21
as Agile principle, 7
as Agile value, 5
defined, 277
in Extreme Programming (XP), 217
overcoming for team members not colocated, 23
Failure/risks
management viewpoint, 32–34
team member viewpoint, 25–27
FDD. See Feature-Driven Development (FDD)
Feasibility study phase, Dynamic Systems Development Method (DSDM), 58
Feature-Driven Development (FDD)
certification, 65
classes, 98
defined, 277
other Agile methodologies vs., 50
overview of, 56–57
parking lots, 222–223
requirements, 151–152
roles, 96–97
Feature list, Feature-Driven
Development (FDD)
process, 57
Features
defined, 277
Feature-Driven Development
(FDD) requirements, 151–152
internal roadmaps viewing, 134
managing, 130–131
managing for marketplace,
248–250
Feedback
Agile Marketing Manifesto
and, 254
changing length of cycle for,
245–246
customer, 202–203
customer collaboration for,
240–244
defined, 278
Extreme Programming (XP)
rapid, 53
frequent delivery and, 19–20
Kanban ensuring, 62
limited audience, 250
Sprint review for, 228
Felsing, Mac, 56
Fibonacci sequence, 157–158, 278
Financial resources, 35–36
Fist of five
applications beyond
development, 252
defined, 104, 278
overview of, 85–86
as self-organizing team, 86–87
Focus groups, 241, 278
Formats, user story, 115–117, 125
Forrester Research reports, 243–244
Fowler, Martin, 4, 10, 163, 182,
216, 217, 228
Framework for Integrated Test (FIT),
205, 278
Frequent delivery
defined, 278
executive viewpoint, 35
in Extreme Programming (XP),
51–52
impacting team members, 19–20
Full-time
Scrum master role as, 81–82
team membership, 88, 161
Functional manager, 83
Functional model iteration phase,
Dynamic Systems Development
Method (DSDM), 59
Funding, project manager role, 95
Gantt charts, 223, 278
Gartner Research Methodology
reports, 243
Gherkin, 199–200, 202, 278
Global positioning system (GPS)
software, John Deere, 263
Goals (objectives), executive focus
on, 39
Godin, Seth, 245
Gorman, Mary, 141–143
Gottesdiener, Ellen, 133, 141–143
Goyal, Sadhna, 125
Gregory, Janet, 225
Grenning, James, 4
Griffiths, Mike, 223
Griggs, Brandon, 39
Grooming and planning. See also
Product backlog grooming
estimating, 155–160
Extreme Programming (XP)
planning game, 167–168
Kanban, 171
maintaining legacy code, 168–169
overview of, 150
Integration
builds, 198, 279
defined, 275
Extreme Programming (XP) tests for, 53
Integrity, Lean software development, 137
Intelligent Solutions Group (ISG), John Deere, 263, 265
Intended technical debt, 164
Interactions
as Agile principle, 7
as Agile value, 5, 248
Internal roadmaps, 134–136
Interview(s)
with Alistair Cockburn, 67–69
with Ellen Gottesdiener and Mary Gorman, 141–143
gathering data from customers, 241
with Kent McDonald, 233–235
with Lyssa Adkins, 107–109
with Mike Cohn, 173–175
with Robert Martin (Uncle Bob), 9–12
with Roman Pichler, 105–107
with Scott Ambler, 44–45
with Tim Ottinger, 204–207
with Travis Arnold, 258–259
INVEST acronym, 117, 279
IT manager, as Scrum master, 83
Iterations
Agile Marketing Manifesto, 254
Agile software development, 3 defined, 279
Dynamic Systems Development Method (DSDM), 58–59
Extreme Programming (XP), 51–52, 168
James, Michael, 87
Jeffries, Ron, 4
Jira Agile tool, backlog in, 151–152
Jobs, Steve, 39, 183
John Deere case study, 263–271
Jones, Capers, 156
JUnit test case, 184–186

Kanban
board, 213–214
certification, 65
defined, 279
no prescribed roles in, 99
other Agile methodologies vs., 50
overview of, 60–62
planning and executing, 171
primary characteristics, 212–213
Scrum vs., 213
work in progress limit, 214–216
Kano model, 154–155, 279
Kano, Noriaki, 154
Kaplowitz, Michael, 242
Kata, code, 207, 275
Kern, Jon, 4
Khramtchenko, Serguei, 125
Kniberg, Henrik, 99, 213

Laja, Peep, 242
Langr, Jeff, 204
Large multinational company, roles, 101–103
Larman, Craig, 2, 3
Larsen, Diana, 229–230
Lead developer, as Scrum master, 82–83
Lead time, measuring, 213, 215–216
Leadership, Kanban, 60–61
Lean
defined, 279
eliminating waste. See Waste estimation process, 160
pull scheduling system, 163
value stream mapping, 153
Lean software development
defined, 279
and MVP, 137–139
other Agile methodologies vs., 50
overview of, 59–60
roles, 96
Learning, Lean software development amplifying, 137
Lefebvre, Eric, 56
Legacy code, maintenance of, 168–169
Lessons learned, continuous improvement, 18
Level of effort (LOE), 155–156, 279
Liaison, Scrum master role as, 80–81
Limited audience, delivering products to, 250
Maccherone, Larry, 230
Maintenance, legacy code, 168–169
Management viewpoint
asking questions, not solutions, 28–29
clearing roadblocks, 29
failures/risks, 33–34
John Deere case study, 268
overview of, 27–28
teamwork, 30–31
trust, 29–30
Manifesto for Agile Software Development. See Agile Manifesto
Manual testing
defined, 279
overview of, 199
value of, 206–207
Marick, Brian, 4
Marketing
continuous enhancements, 251
customer-specific code, 131–132
feature management, 130–131, 248–250
John Deere case study, 270
release management, 129–130
soft launch with limited audience, 250
Martin, Robert C. (Uncle Bob), 4, 9–12, 183, 207
Matts, Chris, 233
McConnell, Steve, 2
McDonald, Kent, 233–235
McGregor, Douglas, 29
McKenna, Jeff, 54
McMahon, Mary, 250
Measurement. See Metrics
Meetings. See also Daily stand-up meetings; Retrospective meeting; Sprint demo (review); and Sprint planning meeting
as retrospectives, 229–230
Scrum master adherence to, 81
sharing vision in, 133
teams lacking commitment to, 27
tracking and reporting, 226–230
Mellor, Steve, 4
Membership, team, 87–88
Method extraction, refactoring code, 195
Metrics
defined, 279
executives valuing wrong, 41–42
measuring success in, 230–231
writing data collectors into software code, 247–248
Microtests
automated testing for, 200
defined, 280
as workhorse of Agile projects, 204
Mid-sized companies, roles, 100–101
Milestones, executive viewpoint on, 35
Miller, Lynn, 128
Minimum variable product (MVP), 137–139, 280
Model, Feature-Driven Development (FDD) process, 57
Moore, James W., 2
MoSCoW rules, 59, 125
defined, 280
Dynamic Systems Development Method (DSDM), 59, 125–126, 154
Muldoon, Nick, 253
Multivariant testing, 242–243, 280
Mura, muri, muda. See also Waste, 216, 232, 286
Negotiable user story, 117
Nonverbal
cues in face-to-face communication, 277
defined, 280
Observer, paired programming, 181, 280
On-target testing, 206, 280
Organizational culture
executive view. See Executive viewpoint
failure to engage rest of, 40–41
John Deere case study, 266–267
management view. See Team viewpoint
why it matters, 16
Ottinger, Tim, 180, 204–207
Over, as Agile Manifesto term, 5
Ownership
failure of management to release, 33
management vs. team members, 28
product owner. See Product owner role
Scrum product, 54
Pair programming
defined, 280
in Extreme Programming (XP), 51, 53
overview of, 181
refactoring example of, 184
value of, 204
Index

Palmer, Stephen, 56, 96, 97
Parent epic story, 118–119
Parent story
  defined, 280
  as epics. See Epics
  writing child stories
  underneath, 119
Parking lots, Feature-Driven Development (FDD), 222–223, 280
Part-time positions, 82
Participation, team coach, 97
Permanent position, Scrum master, 82
Personality traits, Scrum master, 79
Personas, enhancing requirements, 126–127
Personnel. See Employees
Physical workspace
  collaborative, 45
  impact on team members, 20–21
Pichler, Roman, 74, 105–107, 117, 121, 247
Pigs and chickens. See Chickens and pigs
Pilot, 250, 280
Planning
  Agile marketing, 254, 259
  grooming and. See Grooming and planning
Planning game, Extreme Programming (XP), 167–168, 287
Planning poker, 158–159, 280
Pod arrangement, physical workspace, 21
Policies, Kanban, 62
Poppendieck, Mary and Tom, 50, 56, 59, 137–138, 160, 163
Portfolio management, 281
Postmortem, continuous improvement, 18
Pragmatic Marketing, 240, 281
Pre-Agile organizations
  executive viewpoint, 34–37
  management viewpoint, 28–30
  team member viewpoint, 17–21
Primary personas, 126
Principles
  Agile Manifesto, 7–8
  Agile Marketing Manifesto, 253–255
  Dynamic Systems Development Method (DSDM), 58
  Kanban, 60–61
  Lean software development, 60, 137–138
Priorities
  defined, 281
  executives respecting, 35–36
  improving backlog quality, 150
  product owner role in, 74–76
Problem solving, 28–29
Product backlog
  capturing/updating requirements, 106–107
  defined, 281
  in Feature-Driven Development (FDD), 151–152
  iceberg, 118
  internal roadmap view of, 134–136
  overview of, 150–151
  prioritizing stories in, 152–155
  product owner role, 74–75
  in Scrum project, 54–56
  testing user stories for business value, 128
Product backlog grooming
  bugs, 165
  Cohn on, 174
  defined, 281
  definition of “done,” 163
  Feature-Driven Development (FDD), 151–152
  inclusion of technical debt, 163–164
  optimizing workspace for, 24
  overview of, 160
  team velocity, 161–163
Prototypes
defined, 281
Dynamic Systems Development Method (DSDM) reliance on, 59
marketing software using, 246–247
Public commitment, 281
Pull scheduling system, Lean, 163
Quality
automated testing for, 199–202
creating culture focused on, 180–182
customer feedback for, 202–203
manual testing for, 199
overview of, 180
pair programming for, 181
refactored code. See Refactored code
test-driven development for, 181–182
testing product, 223–225
triple constraints and, 170
Quality assurance (QA)
defined, 281
role of team members in, 16
as Scrum masters, 84
Questions, management asking,
28–29, 32
Randell, Brian, 3
Rapid application development (RAD), 58
Rapid delivery, 35
Rapid feedback
continuous integration to provide, 275
in Extreme Programming (XP), 53, 277
Rational Unified Process (RUP), 64, 281
Refactored code
defferred, 164
defined, 281
importance of, 11
improving code via, 207
minimizing defect backlog, 197–198
more complex test cases, 191–193
overview of, 182–183
Test-Driven Development (TDD)
example of, 183–186
test scenarios, 186–191, 194–197
Reflection meetings, Crystal rules, 64
Regression tests, 201, 282
Regular builds, Extreme Programming (XP), 53
Relationships
team dynamics of, 22
team members lacking commitment to, 27
unhealthy team dynamics, 25–26
Relative sizing, 157–158, 282
Release management
defined, 282
Extreme Programming (XP)
planning game, 168
overview of, 129–130
product owner role, 77
project manager role, 94
Requirements
breaking into user stories, 74
executives embracing evolving, 35
Scrum product backlog listing, 54
Requirements gatherer role, 95–96
Requirements gathering/
documentation. See also Scrum,
Agile requirements in
communications in, 132–136
Crystal, 125
Dynamic Systems Development
Method (DSDM), 125–126
enhancing, 126–129
Extreme Programming (XP),
124–125
Feature-Driven Development
(FDD), 125
Lean product development and MVP, 137–139
old forms of, 114
from user stories to deliverables,
129–132
Resources, triple constraints and,
169–170
Resources, virtual
high-performing teams
incorporating, 23
inability to adapt, 26
strategy for, 45
Restart cost, reducing, 79–80
Retrospective meeting
defined, 282
overview of, 229–230
as postmortem or lessons learned, 18
Return on investment (ROI), 153
Rework
coupling when refactoring code to minimize, 183
defined, 282
sharing vision to avoid, 133
Ries, Eric, 137–138, 251
Rigid planning, 254
Risk
prioritization of stories and, 153
project manager role, 95
Roadblocks, clearing, 29, 79–80
Roadmaps, 134–136, 282
ROI (return on investment), 153
Roles
Agile coach, 99
architect, 97–98
chicken and pigs concept, 88–90
documentation and training, 98–99
extended team members, 93–95
John Deere case study, 266
not prescribed in Kanban, 99
overview of, 73
practical examples of, 99–103
product owner, 74–79
project manager, 96
project sponsor, 95
requirements gatherer, 95–96
Roles

Scrum master, 79–84
sharing vision, 132–134
team, 84–88, 98
team coach, 96–97
technical lead, 97–98
Roling, Rob, 264–270
Rosson, Mary Beth, 3
Rotating, Scrum master role, 82
Rouse, Margaret, 247
Rubin, Kenneth, 160, 162
Rules, Crystal, 64

Scalable Agile Framework (SAFe), 66, 282
Schwaber, Ken, 4, 21, 50, 54, 75, 79, 80, 89
Scope
defined, 282
managing committed features, 249–250
triple constraints on, 169–170
Scrum
certifications, 65
defined, 282
Kanban vs., 213
other Agile methodologies vs., 50
overview of, 54–56
physical workspace, 21
rugby play, 54
Sprint planning, 165–167
team, 282
Scrum, Agile requirements in
acceptance criteria, 119–121
epics, 117–119
overview of, 114
user story format, 115–117
user story writing best practices, 121–124
Scrum master certification (CSM), 65
Scrum master role
adherence to best practices, 81
best people for, 82–83
breaking down epic into child story, 118
as communicator and liaison, 80–81
controlling daily stand-up meeting, 227
declared, 282
as full-time or part-time, 81–82
handling product backlog grooming, 160–165
leading Sprint demo, 228
Lyssa Adkins on, 108–109
overview of, 79, 81–82
as permanent or rotating, 82
personality traits of, 79
practical examples of, 91–92
product owner and, 83
removing impediments, 79–80
user story writing best practices, 121–124
Scrum Product Owner (CSPO) certification, 65
Scrum roles
“chicken and pigs” concept, 88–90
extended team members, 93–95
practical examples of, 90–93, 99–103
product owner, 74–79
team, 84–88
Scummiotales, John, 54
Self-managing teams. See Self-organizing teams
Self-organizing teams
Agile principle of, 7
defined, 283
executive viewpoint, 39–42
management failure to support, 34
overview of, 17–18
Scrum roles in, 85–86
unhealthy team dynamics, 25–26
Sequential software development, 3, 9, 51–52
7 Product Dimensions, 142–144
Sharing vision, 132–134
Shore, James, 167
Shorr, Brad, 247
ShuHaRi, 283
Signboard, Kanban, 60
Silos
customer-focused collaboration over, 254
defined, 283
value stream mapping and, 153
Simplicity
Agile principle of, 7
defined, 283
executive focus on, 39
Sizing
defined, 283
as estimating. See Estimating
Skarin, Mattias, 99, 213
Skeels, Jack, 253, 254
Small user story, 117
SME. See Subject matter expert (SME)
Smith, Will, 254
Social media
banner advertisements on, 244–245
brand management and, 245
crowd sourcing through, 276
Soft launch, 250
Software craftsmanship manifesto,
11–12
Software development (engineering)
defined, 2, 283
Extreme Programming (XP), short cycles of, 51
rise of Agile, 2–3
Waterfall, 2
Software Engineering Body of Knowledge, 2
Spagnuolo, Chris, 127
Spike, 283
Spolsky, Joel, 197–198
Sprint
affecting team velocity, 161–162
customer-specific code, 132
defined, 283
maintenance of legacy code, 168
overview of, 54–56
product owner role, 76–77
Sprint backlog, 56, 283
Sprint demo (review), 228, 283
Sprint goal, 166–167, 283
Sprint planning meeting,
174–175, 283
Sprint retrospective. See Retrospective meeting
Stakeholder feedback sessions
customer participation in, 202
in Sprint review. See Sprint demo (review)
Stakeholders
collaborating with, 95, 132–133,
142–143
defined, 284
in Dynamic Systems Development Method (DSDM), 58–59
frequent delivery and, 19
involvement with teams, 45
role of Scrum, 93–94
sharing vision with, 133
silent in daily stand-up meeting, 227
Sprint review with, 228
team velocity and, 162
understanding definition of “done,” 163
Start-up company, 100
Status checks, burn-down charts,
219–221
Status meeting, 226–227
Staying the course, executives, 36–37
Steering phase, Extreme Programming (XP) planning game, 168
Sterling, Chris, 85
Sticky notes, 151, 229–230
Stoplight charts, 223, 284
Stories. See User stories
Story points
burn-up charts depicting progress,
217–219
defined, 284
estimating, 156
Fibonacci sequence, 157–158
Story points (continued)
  team estimation of, 158–160
  team velocity based on, 161–163
Subject matter expert (SME)
  defined, 283
  in large multinational company, 102
  removing impediments, 80
Successes, Agile
  executive viewpoint, 37–39
  management viewpoint, 30–32
  team member viewpoint, 22–25
Surveys
  defined, 284
  validation through user, 241–244
Sustainable development
  Agile principle of, 7
  defined, 284
  executive responsibility for, 38
Sutherland, Jeff, 4, 39, 50, 54, 82, 150
System test
  automated testing for, 201
  defined, 284
  value of, 205–206
T-shirt sizing, 155–156
Task boards
  defined, 284
  in Kanban, 212, 279
Tasks
  defined, 284
  selected by team members, 166–167, 173
  in self-organizing teams, 87
  setting work in progress (WIP) limits, 215
TDD. See Test-Driven Development (TDD)
Team, role of
  consistency in membership, 88
  cross-functional, 87–88
  fist of five concept, 85–86
  full-time membership, 88
  overview of, 84
  practical examples of, 92–93
  self-organizing, 86–87
  size, 87
  working agreement, 84–85
Team velocity, 161–163
Team viewpoint
  continuous improvement, 18
  failures/risks, 25–27
  frequent delivery, 19
  overview of, 16
  physical workspace, 20–21
  self-organizing, 17–18
  successes, 22–25
  “us versus them” scenarios, 20
Teamwork
  daily stand-up meetings, 227
  defined, 284
  estimation process, 158–160
  fictitious Cayman Design, 8
  individuals and interactions within, 248
  John Deere case study, 265–266
  Lean software development
    empowering, 137
    maintaining legacy code, 168–169
    management viewpoint, 30–31
    managers optimizing success of, 30–31
    managers trusting, 29–30
    principles of, 6–7
    role of coach, 96–97
    role of development, 98
    Scrum focus on, 54–56
    values, 4–5
Technical debt, 163–164, 284–285
Technical excellence
  Agile principle of, 7
  defined, 285
  executive focus on, 38–39
  Technical lead, 82–83, 97–98
Territorialism, 33
Test cases, 224–225, 285
Test-Driven Development (TDD)
  clean code and refactoring with, 11
defined, 285
in Extreme Programming (XP), 51
managing product quality, 181–182
refactored code, 183–186
value of, 204
Testing
automated, 199–202
customer, 202–203
enhancing quality, 180
Extreme Programming (XP)
integration, 53
manual, 199
us vs. them mentality in, 20
user stories, 117, 128–129
user stories, with acceptance criteria, 117–119, 123–124
Training
affecting team velocity, 161
John Deere case study, 266
role of, 98–99
Transparency, 132–136, 285
Transparent development, 202, 285
Travel budgets, for virtual resources, 23
Triple constraints, 169–170, 285
Trust
consistency in team building, 88
defined, 285
pair programming building, 181
retrospectives emphasizing team, 229
of team by manager, 29–32
Unhealthy team dynamics, 25–26
Unintended technical debt, 164
Unit testing, 198, 204
“Us versus them” scenarios, 20
Usability
customer feedback via testing of, 202
defined, 285
user experience designer. See User experience (UX/UI) designer
Use cases, 285
User acceptance testing (UAT), 286
User experience (UX/UI) designer
defined, 286
marketing working software with, 247
role, 98
User interface (UI), testing, 201
User stories
acceptance criteria, 119–121
backlogs listing all, 150–151

“With meetings or ceremonies,” 226–230
overview of, 212
project manager role, 95
of quality, 223–225
in Scrum, 54–55
with stoplight charts, 223

Affecting team velocity, 161
John Deere case study, 266
role of, 98–99
Transparency, 132–136, 285
Transparent development, 202, 285
Travel budgets, for virtual resources, 23
Triple constraints, 169–170, 285
Trust
consistency in team building, 88
defined, 285
pair programming building, 181
retrospectives emphasizing team, 229
of team by manager, 29–32
Unhealthy team dynamics, 25–26
Unintended technical debt, 164
Unit testing, 198, 204
“Us versus them” scenarios, 20
Usability
customer feedback via testing of, 202
defined, 285
user experience designer. See User experience (UX/UI) designer
Use cases, 285
User acceptance testing (UAT), 286
User experience (UX/UI) designer
defined, 286
marketing working software with, 247
role, 98
User interface (UI), testing, 201
User stories
acceptance criteria, 119–121
backlogs listing all, 150–151
User stories (continued)

as conversation starters, 143
customer-specific code and, 131–132
defined, 286
delivering value to marketplace, 129–132
enhancing, 126–129
in Extreme Programming (XP), 124–125
format, 115–117
John Deere case study, 268–269
overview of, 115
prioritizing in product backlog, 152–155
product owner role in, 74
in Sprint demo, 228
in Sprint planning session, 166–167
starting as epics, 117–119
writing best practices, 121–124

Validation

Agile Marketing using data, 253
data-gathering process, 240–244
defined, 286

Valuable user story, 117

Value stream mapping, 153, 286

Values

Agile, 5–6
Agile Marketing Manifesto, 253–255
Agile principles for, 7–8
Crystal, 64
of individuals and interactions, 248

Velocity

calculating initial, 233–234
defined, 286
executives valuing wrong metrics, 41
team, 161–163
working at consistent, 234

Video tools, 23

Virtual resources

inability to adapt, 26

strategy for, 45
teams incorporating, 23

Vision

defined, 286
sharing, 132–134, 143

Visual workflow, Kanban, 61

Vizdos, Michael, 89

Wake, Bill, 117

Waste. See also Bottlenecks
defined, 137–138
in estimation process, 160
Lean eliminating, 59–60, 67, 137
as muda, muri, and mura, 216, 232, 286
removing with mapping, 153

Waterfall
defined, 286
traditional use of, 2

Waterfall, Agile vs.
comparing, 3
cultural perspective, 45
customer-specific code vs., 131–132
human activities vs., 11–12
moving to Agile from, 264–270
quality-focused culture vs., 180–181
requirements gathering vs., 114
self-organizing teams vs., 87

Wells, Don, 124, 163, 170

Whiteside, J. Bennett, 2
Wide-band Delphi, 159, 286

Williams, Laurie, 4

Wireframes, 246–247, 287

Work in progress (WIP) limits
defined, 287
determining, 234
Kanban, 60, 212
overview of, 214–216

Workflow
discussing in retrospective, 229
Kanban, 61–62, 212
Scrum, 55–56
Working agreement
   applications beyond development, 251
   defined, 287
   team role in, 84
   topics, 85
Working software
   Agile principle of, 7
   Agile value of, 5
   defined, 287
   marketing, 246–248
Workspace
   impact on team member of physical, 20–21, 45

inability to adapt to collaborative, 26–27
optimizing team, 23–25
Wozniak, Steve, 182–183
Wu, Liming, 159

XP. See Extreme Programming (XP)

Yesterday’s weather, 162, 287

Zurcher, F. W., 3