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This Book Is Not Really about C

Please don’t feel cheated, but this book is not about teaching you C programming. You’ll learn to write programs in C, but the most important lesson you’ll get from this book is rigorous defensive programming. Today, too many programmers simply assume that what they write works, but one day it will fail catastrophically. This is especially true if you’re the kind of person who has learned mostly modern languages that solve many problems for you. By reading this book and following my exercises, you’ll learn how to create software that defends itself from malicious activity and defects.

I’m using C for a very specific reason: C is broken. It is full of design choices that made sense in the 1970s but make zero sense now. Everything from its unrestricted, wild use of pointers to its severely broken NUL terminated strings are to blame for nearly all of the security defects that hit C. It’s my belief that C is so broken that, while it’s in wide use, it’s the most difficult language to write securely. I would fathom that Assembly is actually easier to write securely than C. To be honest, and you’ll find out that I’m very honest, I don’t think that anybody should be writing new C code.

If that’s the case, then why am I teaching you C? Because I want you to become a better, stronger programmer, and there are two reasons why C is an excellent language to learn if you want to get better. First, C’s lack of nearly every modern safety feature means you have to be more vigilant and more aware of what’s going on. If you can write secure, solid C code, you can write secure, solid code in any programming language. The techniques you learn will translate to every language you use from now on. Second, learning C gives you direct access to a mountain of legacy code, and teaches you the base syntax of a large number of descendant languages. Once you learn C, you can more easily learn C++, Java, Objective-C, and JavaScript, and even other languages become easier to learn.

I don’t want to scare you away by telling you this, because I plan to make this book incredibly fun, easy, and devious. I’ll make it fun to learn C by giving you projects that you might not have done in other programming languages. I’ll make this book easy by using my proven pattern of exercises that has you doing C programming and building your skills slowly. I’ll make it devious by teaching you how to break and then secure your code so you understand why these issues matter. You’ll learn how to cause stack overflows, illegal memory access, and other common flaws that plague C programs so that you know what you’re up against.

Getting through this book will be challenging, like all of my books, but when you’re done you will be a far better and more confident programmer.
The Undefined Behaviorists

By the time you’re done with this book, you’ll be able to debug, read, and fix almost any C program you run into, and then write new, solid code should you need to. However, I’m not really going to teach you official C. You’ll learn the language, and you’ll learn how to use it well, but official C isn’t very secure. The vast majority of C programmers out there simply don’t write solid code, and it’s because of something called Undefined Behavior (UB). UB is a part of the American National Standards Institute (ANSI) C standard that lists all of the ways that a C compiler can disregard what you’ve written. There’s actually a part of the standard that says if you write code like this, then all bets are off and the compiler doesn’t have to do anything consistently. UB occurs when a C program reads off the end of a string, which is an incredibly common programming error in C. For a bit of background, C defines strings as blocks of memory that end in a NUL byte, or a 0 byte (to simplify the definition). Since many strings come from outside the program, it’s common for a C program to receive a string without this NUL byte. When it does, the C program attempts to read past the end of this string and into the memory of the computer, causing your program to crash. Every other language developed after C attempts to prevent this, but not C. C does so little to prevent UB that every C programmer seems to think it means they don’t have to deal with it. They write code full of potential NUL byte overruns, and when you point them out to these programmers, they say, “Well that’s UB, and I don’t have to prevent it.” This reliance on C’s large number of UBs is why most C code is so horribly insecure.

I write C code to try to avoid UB by either writing code that doesn’t trigger it, or writing code that attempts to prevent it. This turns out to be an impossible task because there is so much UB that it becomes a Gordian knot of interconnected pitfalls in your C code. As you go through this book, I’ll point out ways you can trigger UB, how to avoid it if you can, and how to trigger it in other people’s code if possible. However, you should keep in mind that avoiding the nearly random nature of UB is almost impossible, and you’ll just have to do your best.

**WARNING!** You’ll find that hardcore C fans frequently will try to beat you up about UB. There’s a class of C programmers who don’t write very much C code but have memorized all of the UB just so they could beat up a beginner intellectually. If you run into one of these abusive programmers, please ignore them. Often, they aren’t practicing C programmers, they are arrogant, abusive, and will only end up asking you endless questions in an attempt to prove their superiority rather than helping you with your code. Should you ever need help with your C code, simply email me at help@learncodethehardway.org, and I will gladly help you.
C Is a Pretty and Ugly Language

The presence of UB though is one more reason why learning C is a good move if you want to be a better programmer. If you can write good, solid C code in the way I teach you, then you can survive any language. On the positive side, C is a really elegant language in many ways. Its syntax is actually incredibly small given the power it has. There’s a reason why so many other languages have copied its syntax over the last 45 or so years. C also gives you quite a lot using very little technology. When you’re done learning C, you’ll have an appreciation for a something that is very elegant and beautiful but also a little ugly at the same time. C is old, so like a beautiful monument, it will look fantastic from about 20 feet away, but when you step up close, you’ll see all the cracks and flaws it has.

Because of this, I’m going to teach you the most recent version of C that I can make work with recent compilers. It’s a practical, straightforward, simple, yet complete subset of C that works well, works everywhere, and avoids many pitfalls. This is the C that I use to get real work done, and not the encyclopedic version of C that hardcore fans try and fail to use.

I know the C that I use is solid because I spent two decades writing clean, solid C code that powered large operations without much failure at all. My C code has probably processed trillions of transactions because it powered the operations of companies like Twitter and airbnb. It rarely failed or had security attacks against it. In the many years that my code powered the Ruby on Rails Web world, it’s run beautifully and even prevented security attacks, while other Web servers fell repeatedly to the simplest of attacks.

My style of writing C code is solid, but more importantly, my mind-set when writing C is one every programmer should have. I approach C, and any programming, with the idea of preventing errors as best I can and assuming that nothing will work right. Other programmers, even supposedly good C programmers, tend to write code and assume everything will work, but rely on UB or the operating system to save them, neither of which will work as a solution. Just remember that if people try to tell you that the code I teach in this book isn’t “real C.” If they don’t have the same track record as me, maybe you can use what I teach you to show them why their code isn’t very secure.

Does that mean my code is perfect? No, not at all. This is C code. Writing perfect C code is impossible, and in fact, writing perfect code in any language is impossible. That’s half the fun and frustration of programming. I could take someone else’s code and tear it apart, and someone could take my code and tear it apart. All code is flawed, but the difference is that I try to assume my code is always flawed and then prevent the flaws. My gift to you, should you complete this book, is to teach you the defensive programming mind-set that has served me well for two decades, and has helped me make high-quality, robust software.
What You Will Learn

The purpose of this book is to get you strong enough in C that you’ll be able to write your own software with it or modify someone else’s C code. After this book, you should read Brian Kernighan and Dennis Ritchie’s *The C Programming Language*, Second Edition (Prentice Hall, 1988), a book by the creators of the C language, also called *K&R C*. What I’ll teach you is

- The basics of C syntax and idioms
- Compilation, make files, linkers
- Finding bugs and preventing them
- Defensive coding practices
- Breaking C code
- Writing basic UNIX systems software

By the final exercise, you will have more than enough ammunition to tackle basic systems software, libraries, and other smaller projects.

How to Read This Book

This book is intended for programmers who have learned at least one other programming language. I refer you to my book *Learn Python the Hard Way* (Addison-Wesley, 2013) if you haven’t learned a programming language yet. It’s meant for beginners and works very well as a first book on programming. Once you’ve completed *Learn Python the Hard Way*, then you can come back and start this book.

For those who’ve already learned to code, this book may seem strange at first. It’s not like other books where you read paragraph after paragraph of prose and then type in a bit of code here and there. Instead, there are videos of lectures for each exercise, you code right away, and then I explain what you just did. This works better because it’s easier for me to explain something you’ve already done than to speak in an abstract sense about something you aren’t familiar with at all.

Because of this structure, there are a few rules that you must follow in this book:

- Watch the lecture video first, unless the exercise says otherwise.
- Type in all of the code. Don’t copy-paste!
- Type in the code exactly as it appears, even the comments.
- Get it to run and make sure it prints the same output.
- If there are bugs, fix them.
• Do the Extra Credit, but it’s all right to skip anything you can’t figure out.
• Always try to figure it out first before trying to get help.

If you follow these rules, do everything in the book, and still can’t code C, then you at least tried. It’s not for everyone, but just trying will make you a better programmer.

The Videos

Included in this course are videos for every exercise, and in many cases, more than one video for an exercise. These videos should be considered essential to get the full impact of the book’s educational method. The reason for this is that many of the problems with writing C code are interactive issues with failure, debugging, and commands. C requires much more interaction to get the code running and to fix problems, unlike languages like Python and Ruby where code just runs. It’s also much easier to show you a video lecture on a topic, such as pointers or memory management, where I can demonstrate how the machine is actually working.

I recommend that as you go through the course, you plan to watch the videos first, and then do the exercises unless directed to do otherwise. In some of the exercises, I use one video to present a problem and then another to demonstrate the solution. In most of the other exercises, I use a video to present a lecture, and then you do the exercise and complete it to learn the topic.

The Core Competencies

I’m going to guess that you have experience using a lesser language. One of those usable languages that lets you get away with sloppy thinking and half-baked hackery like Python or Ruby. Or, maybe you use a language like LISP that pretends the computer is some purely functional fantasy land with padded walls for little babies. Maybe you’ve learned Prolog, and you think the entire world should just be a database where you walk around in it looking for clues. Even worse, I’m betting you’ve been using an integrated development environment (IDE), so your brain is riddled with memory holes, and you can’t even type an entire function’s name without hitting CTRL-SPACE after every three characters.

No matter what your background is, you could probably use some improvement in these areas:

Reading and Writing

This is especially true if you use an IDE, but generally I find programmers do too much skimming and have problems reading for comprehension. They’ll just skim code that they need to understand in detail without taking the time to understand it. Other languages provide tools that let programmers avoid actually writing any code, so when faced with a language like C, they break down. The simplest thing to do is just understand that everyone has this problem, and you can fix it by forcing yourself to slow down and be meticulous about your reading and writing. At first, it’ll feel painful and annoying, but take frequent breaks, and then eventually it’ll be easier to do.
Attention to Detail

Everyone is bad at this, and it’s the biggest cause of bad software. Other languages let you get away with not paying attention, but C demands your full attention because it’s right in the machine, and the machine is very picky. With C, there is no “kind of similar” or “close enough,” so you need to pay attention. Double check your work. Assume everything you write is wrong until you prove it’s right.

Spotting Differences

A key problem that people who are used to other languages have is that their brains have been trained to spot differences in that language, not in C. When you compare code you’ve written to my exercise code, your eyes will jump right over characters you think don’t matter or that aren’t familiar. I’ll be giving you strategies that force you to see your mistakes, but keep in mind that if your code is not exactly like the code in this book, it’s wrong.

Planning and Debugging

I love other, easier languages because I can just hang out. I can type the ideas I have into their interpreter and see results immediately. They’re great for just hacking out ideas, but have you noticed that if you keep doing hack until it works, eventually nothing works? C is harder on you because it requires you to first plan out what you want to create. Sure, you can hack for a bit, but you have to get serious much earlier in C than in other languages. I’ll be teaching you ways to plan out key parts of your program before you start coding, and this will likely make you a better programmer at the same time. Even just a little planning can smooth things out down the road.

Learning C makes you a better programmer because you are forced to deal with these issues earlier and more frequently. You can’t be sloppy about what you write or nothing will work. The advantage of C is that it’s a simple language that you can figure out on your own, which makes it a great language for learning about the machine and getting stronger in these core programming skills.
EXERCISE 1

Dust Off That Compiler

After you have everything installed, you need to confirm that your compiler works. The easiest way to do that is to write a C program. Since you should already know at least one programming language, I believe you can start with a small but extensive example.

```c
#include <stdio.h>

int main(int argc, char *argv[])
{
    int distance = 100;
    // this is also a comment
    printf("You are %d miles away.\n", distance);
    return 0;
}
```

If you have problems getting the code up and running, watch the video for this exercise to see me do it first.

Breaking It Down

There are a few features of the C language in this code that you might or might not have figured out while you were typing it. I'll break this down, line by line, quickly, and then we can do exercises to understand each part better. Don't worry if you don't understand everything in this breakdown. I am simply giving you a quick dive into C and promise you will learn all of these concepts later in the book.

Here's a line-by-line description of the code:

- **ex1.c:1** An include, and it is the way to import the contents of one file into this source file. C has a convention of using .h extensions for header files, which contain lists of functions to use in your program.

- **ex1.c:3** This is a multiline comment, and you could put as many lines of text between the opening /* and closing */ characters as you want.

- **ex1.c:4** A more complex version of the main function you've been using so far. How C programs work is that the operating system loads your program, and then it runs the function
named main. For the function to be totally complete it needs to return an int and take two parameters: an int for the argument count and an array of char * strings for the arguments. Did that just fly over your head? Don’t worry, we’ll cover this soon.

ex1.c:5 To start the body of any function, you write a { character that indicates the beginning of a block. In Python, you just did a : and indented. In other languages, you might have a begin or do word to start.

ex1.c:6 A variable declaration and assignment at the same time. This is how you create a variable, with the syntax type name = value; . In C, statements (except for logic) end in a ; (semicolon) character.

ex1.c:8 Another kind of comment. It works like in Python or Ruby, where the comment starts at the // and goes until the end of the line.

ex1.c:9 A call to your old friend printf. Like in many languages, function calls work with the syntax name(arg1, arg2); and can have no arguments or any number of them. The printf function is actually kind of weird in that it can take multiple arguments. You’ll see that later.

ex1.c:11 A return from the main function that gives the operating system (OS) your exit value. You may not be familiar with how UNIX software uses return codes, so we’ll cover that as well.

ex1.c:12 Finally, we end the main function with a closing brace } character, and that’s the end of the program.

There’s a lot of information in this breakdown, so study it line by line and make sure you at least have a grasp of what’s going on. You won’t know everything, but you can probably guess before we continue.

**What You Should See**

You can put this into an ex1.c and then run the commands shown here in this sample shell output. If you’re not sure how this works, watch the video that goes with this exercise to see me do it.

```
$ make ex1
  cc -Wall -g ex1.c -o ex1
  ./ex1
  You are 100 miles away.
  $
```

The first command make is a tool that knows how to build C programs (and many others). When you run it and give it ex1 you are telling make to look for the ex1.c file, run the compiler to build
it, and leave the results in a file named ex1. This ex1 file is an executable that you can run with 
./ex1, which outputs your results.

How to Break It

In this book, I’m going to have a small section for each program teaching you how to break the
program if it’s possible. I’ll have you do odd things to the programs, run them in weird ways, or
change code so that you can see crashes and compiler errors.

For this program, simply try removing things at random and still get it to compile. Just make a
guess at what you can remove, recompile it, and then see what you get for an error.

Extra Credit

- Open the ex1 file in your text editor and change or delete random parts. Try running it
  and see what happens.
- Print out five more lines of text or something more complex than “hello world.”
- Run man 3 printf and read about this function and many others.
- For each line, write out the symbols you don’t understand and see if you can guess what
  they mean. Write a little chart on paper with your guess so you can check it later to see
  if you got it right.
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Using Makefiles to Build

We're going to use a program called make to simplify building your exercise code. The make program has been around for a very long time, and because of this it knows how to build quite a few types of software. In this exercise, I'll teach you just enough Makefile syntax to continue with the course, and then an exercise later will teach you more complete Makefile usage.

Using Make

How make works is you declare dependencies, and then describe how to build them or rely on the program's internal knowledge of how to build most common software. It has decades of knowledge about building a wide variety of files from other files. In the last exercise, you did this already using commands:

```bash
$ make ex1
# or this one too
$ CFLAGS=-Wall make ex1
```

In the first command, you're telling make, "I want a file named ex1 to be created." The program then asks and does the following:

1. Does the file ex1 exist already?
2. No. Okay, is there another file that starts with ex1?
3. Yes, it's called ex1.c. Do I know how to build .c files?
4. Yes, I run this command `cc ex1.c -o ex1` to build them.
5. I shall make you one ex1 by using cc to build it from ex1.c.

The second command in the listing above is a way to pass modifiers to the make command. If you're not familiar with how the UNIX shell works, you can create these environment variables that will get picked up by programs you run. Sometimes you do this with a command like `export CFLAGS=-Wall` depending on the shell you use. You can, however, also just put them before the command you want to run, and that environment variable will be set only while that command runs.

In this example, I did `CFLAGS=-Wall` make ex1 so that it would add the command line option `-Wall` to the `cc` command that make normally runs. That command line option tells the compiler `cc` to report all warnings (which, in a sick twist of fate, isn't actually all the warnings possible).
You can actually get pretty far with just using make in that way, but let's get into making a Makefile so you can understand make a little better. To start off, create a file with just the following in it.

```makefile
CFLAGS=-Wall -g

clean:
    rm -f ex1
```

Save this file as Makefile in your current directory. The program automatically assumes there's a file called Makefile and will just run it.

**WARNING!** Make sure you are only entering TAB characters, not mixtures of TAB and spaces.

This Makefile is showing you some new stuff with make. First, we set CFLAGS in the file so we never have to set it again, as well as adding the -g flag to get debugging. Then, we have a section named clean that tells make how to clean up our little project.

Make sure it's in the same directory as your ex1.c file, and then run these commands:

```
$ make clean
$ make ex1
```

**What You Should See**

If that worked, then you should see this:

```
$ make clean
rm -f ex1
$ make ex1
cc -Wall -g ex1.c -o ex1
ex1.c: In function 'main':
  ex1.c:3: warning: implicit declaration of function 'puts'
```

Here you can see that I'm running make clean, which tells make to run our clean target. Go look at the Makefile again and you'll see that under this command, I indent and then put in the shell commands I want make to run for me. You could put as many commands as you wanted in there, so it's a great automation tool.
WARNING! If you fixed ex1.c to have \#include <stdio.h>, then your output won’t have the warning (which should really be an error) about puts. I have the error here because I didn’t fix it.

Notice that even though we don’t mention ex1 in the Makefile, make still knows how to build it and use our special settings.

How to Break It

That should be enough to get you started, but first let’s break this Makefile in a particular way so you can see what happens. Take the line `rm -f ex1` and remove the indent (move it all the way left) so you can see what happens. Rerun `make clean`, and you should get something like this:

```bash
$ make clean
Makefile:4: *** missing separator. Stop.
```

Always remember to indent, and if you get weird errors like this, double check that you’re consistently using tab characters because some make variants are very picky.

Extra Credit

- Create an `all: ex1` target that will build `ex1` with just the command `make`.
- Read `man make` to find out more information on how to run it.
- Read `man cc` to find out more information on what the flags `-Wall` and `-g` do.
- Research Makefiles online and see if you can improve this one.
- Find a Makefile in another C project and try to understand what it’s doing.
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Queue, 296–299
Quick sort, 208–210
quit command
GDB, 18
LLDB, 19
Quitting
GDB, 18
LLDB, 19
R
Radix sort, 211–221
RadixMap_add function, 219
RadixMap_create function, 219
RadixMap_delete function, 219
RadixMap_destroy function, 219
RadixMap_find function, 219–220
RadixMap_sort function, 219, 220–221
radix_sort function, 219, 220–221
Reading from files, 126–130
README file, devpkg program, 294
register operator, 27
register qualifier, 105
Relational operators, 22
Return from a function, 27
return operator, 27
rewind function, 130
Right angle bracket, equal (?>), greater than or equal operator, 22, 109
Right angle bracket (>), greater than operator, 22, 109
Right angle brackets, equal (>>?), assign shift-left-equal, 23, 110
Right angle brackets (>>, bit wise shift right operator, 22, 109
Ring buffers, 310–314
run command
  GDB, 18
  LLDB, 19

S
Scanning hashmaps, 235
Scope
  ex22.c file, 112–114
  ex22.h file, 112–114
  ex22_main.c file, 114–118
  and stacks, 118–119
Search algorithms, 248–257
Searching
  binary search, 211–220
  binary search trees, 260–273
  ternary search trees, 322–330
Semicolon (;), statement terminator, 7
Server improvements, 346
Server login times, summary statistics, 307
Setting
  breakpoints, GDB, 18
  breakpoints, LLDB, 19
  strings, 227
Setting up your computer
  Clang’s Getting Started instructions, 2
  Linux, 2
  Mac OS X, 2–3
  text editors, 3–4. See also specific text editors.
  Windows, 3
Shared libraries, dynamic loading, 161–164
Shaw, Zed A., contact information, xv
shell command, 19
shell.c file, 284–286
Shell_exec file, 287
shell.h file, 283–284
shell.o file, 278
Shell_run function, 286
Shells, starting, 19
Short integer data type, declaring, 27
short modifier, 104
short operator, 27
Showing information about breakpoints, 19
signed modifier
  description, 104
  for integer data types, 27
Simplify and clarify, 148–149
SIZE_MAX type size, 107
sizeof operator
  data access, 108
  description, 23, 27
  sizing arrays, 50–53
Slash, equal (/=), assign divide-equal, 23, 110
Slash (/), divide operator, 21, 108
Slash asterisk (*), multi-line comment start, 6, 24
Slashes (//), comment indicator, 7, 24
Sorting
  bubble sort, 190–197
  heap sort, 208–210
  with linked list algorithms, 190–197
  merge sort, 190–197, 208–210
  quick sort, 208–210
  radix sort, 211–221
  statistics, 344
Splitting strings, 227
Square brackets ([ ])
  array index, 108
  array subscript operator, 23
Squares of numbers, calculating, 300
Stacks
  avoiding bugs, 118–119
  description, 81
  memory allocation, 296–299
  potential problems, 81
Standard deviation, calculating, 300–304
Starting a program with arguments
  GDB, 18
  LLDB, 19
Starting a shell, 19
Static libraries, 160
static operator, 27
Statistics. See Summary statistics.
Statistics server, 340–341
stats.c file, 302–304
Stats_create function, 304
Stats_dump function, 304
statserve program, 338, 340–341
stats.h API, 340–341
Stats_mean function, 304
Stats_recreate function, 304
Stats_sample function, 304
Stats_stddev function, 304
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