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Throughout this book I use several third-party, online resources that include scripts and stylesheets, and I present and reference many examples that I wrote to illustrate the concepts in this book. The third-party resources are referenced where appropriate, so you’ll be able to find them when needed. To find my examples is even easier: You can download them all at http://peachpit.com/practicalcss3.

But that’s not all! Also available at http://peachpit.com/practicalcss3 are the following:

- **A bonus chapter.** In Chapter 9, “Styling HTML5 Media and Forms,” I discuss building custom-styled controls for your HTML5 `<video>` and `<audio>` elements, and styling form elements using the form-related pseudo-classes in CSS3.

- **A cheat sheet.** This reference document details the syntax of all the new CSS3 features I use in this book and how they are supported in browsers. Print it out and hang it on your wall as an at-a-glance guide! I’ll update this reference as the data changes.

Both are courtesy of your very generous author.
WELCOME TO CSS3

CSS3 provides you with exciting new tools for your web development toolbox, allowing you to accomplish many styling tasks in a much easier, more flexible, and less hackish manner than you’ve been used to when working with CSS2. The following chapters will introduce you to the most useful, new CSS3 features and show you how to use them in real

HTML AND CSS
BASIC KNOWLEDGE
This book assumes you are well versed in basic HTML(4) and CSS(2) features and techniques. But just in case you need to look up any of the basics, keep some decent reference material to hand. A wealth of excellent tutorials is available on the W3C Web Education Community Wiki at www.w3.org/community/webed/wiki/Main_Page.

THE LATEST, GREATEST BROWSERS
Be sure to install the latest versions of desktop Opera, Firefox, Chrome, Safari, and Internet Explorer (IE). Ideally, you should have a testing environment available for all modern browsers; have as many to hand as you can.

OLDER, LESS-CAPABLE BROWSERS
Have older, less-capable browsers available for testing fallbacks, polyfills, and graceful degradation. Run older versions of IE on multiple virtual machines (VirtualBox is an acceptable, free option at www.virtualbox.org). Camino is a good option for a test Mac-based browser that doesn’t support most of the new CSS3/HTML5 features.
ALTERNATIVE BROWSING DEVICES
To test sites on different screen sizes, resolutions, and control mechanisms, have at least one or two alternative browsing devices. Mobile phones and tablets are essential fodder. A web-enabled TV would also be fun!

DEBUGGING ENVIRONMENTS
When it comes to choosing debugging environments, you have so many choices! Dragonfly on Opera, Firebug on Firefox; hell, every browser tends to come with a respectable debugging environment these days. Be sure to become familiar with as many as possible so you’ll have the best chance at tracking down irksome bugs.

A DECENT TEXT EDITOR
A good text editor is all you need to write CSS and HTML. Coda on the Mac is awesome (http://panic.com/coda), but it’s not free. Good free alternatives are Notepad++ for Windows, Text Wrangler for Mac, and Bluefish for Linux. WYSIWYG environments are not recommended, especially for learning. I’m a big fan of Jared Spool’s quip about them being more like “WYSI … WTF”!

projects today, as well as provide alternatives and fallbacks for less-capable browsers. Before you start this book, make sure you have the following prerequisites. Now that you have all of the tools you need laid out in front of you, you’re ready to go and make beautiful CSS3 music. Let’s get going.
4
ENHANCING BOXES WITH CSS3 BLING
One of the overriding general problems that CSS3 works toward solving is reducing the number of images (and the inflexibility of those images) you are called upon to use to prettify your websites. This chapter groups together all such CSS3 features (like box shadows, gradients, and border images) that have strong browser support under the moniker “bling boxes.”

In this chapter you’ll learn new ways to (tastefully) add graphical effects to your sites programmatically without having to use millions of background images. You’ll start by looking at some basic isolated examples and then advance to more involved implementations. So put on your sequined disco clothes, jangle your change, and prepare to strut your funky stuff.
Most of you will have a good idea of the kinds of CSS3 features I’m referring to by bling boxes: Drop shadows, rounded corners, linear and radial gradients, and alpha transparency are exemplary examples. Also, a number of properties still require the use of images but allow you to use them in a more flexible way!

The advantages of such features should be obvious, but just in case, let’s briefly review them before moving on:

- Less downloading. Programmatically creating bling effects allows you to decrease the number of images you need for your designs and therefore the number of HTTP requests and download sizes involved.

- Easier maintenance of graphical effects. You can now vary colors, dimensions, and so on by just changing some CSS syntax rather than having to open Photoshop and manually alter image files.

- Less spaghetti code. Back in the day, so-called “bulletproof CSS” solutions typically involved multiple images and multiple nested `<div>`s—a double disappointment of extra complexity of design time and unsemantic cruft code. If you wanted to create bulletproof rounded corners on a content box to allow it to flex horizontally and vertically, you’d need three extra nested `<div>`s for holding all the necessary images. If you had only one container available, you’d have to settle for an inflexible, one-size box, which was usually rendered useless when content changed. CSS3 features, such as rounded corners and multiple background images, change all this.

- Fewer Photoshop ninja skills required. Creating such bling effects in code is a lot easier and more intuitive for non-Photoshop experts.

Of course, the main disadvantages at this time are that some of these CSS3 features are not supported in older browsers (usually meaning Internet Explorer 6–8), and they are often used with vendor prefixes. Table 4.1 gives you an at-a-glance reference of browser support for the properties covered in this chapter.
TABLE 4.1 Browser Support Matrix for CSS3 “Bling Box” Features

<table>
<thead>
<tr>
<th>BROWSER</th>
<th>RGBA/HSLA</th>
<th>Border-radius</th>
<th>Box-shadow</th>
<th>Multiple backgrounds</th>
<th>Gradients</th>
<th>Background-size</th>
<th>Border-image</th>
<th>Background-clip</th>
<th>Box-decoration-break</th>
</tr>
</thead>
<tbody>
<tr>
<td>Opera</td>
<td>version 10.5</td>
<td>version 10.5</td>
<td>version 10.5</td>
<td>version 10.5</td>
<td>11.6 with -o-</td>
<td>version 10.5</td>
<td>11 with -o-</td>
<td>version 10.5</td>
<td>version 10.5</td>
</tr>
<tr>
<td>Firefox</td>
<td>version 3</td>
<td>3 with -moz-, 4 prefixless</td>
<td>3.5 with -moz-, 4 prefixless</td>
<td>version 3.6</td>
<td>3.6 with -moz-</td>
<td>version 4</td>
<td>3.5 with -moz-</td>
<td>version 4</td>
<td>Exact details unknown</td>
</tr>
<tr>
<td>Safari</td>
<td>version 3.1</td>
<td>3.1 with -webkit-, 5 prefixless</td>
<td>3.1 with -webkit-, 5 prefixless</td>
<td>version 3.1</td>
<td>5.1 with -webkit-</td>
<td>version 5</td>
<td>3.1 with -webkit-</td>
<td>version 5</td>
<td>Exact details unknown</td>
</tr>
<tr>
<td>Chrome</td>
<td>version 4</td>
<td>4 with -webkit-, 5 prefixless</td>
<td>4 with -webkit-, 10 prefixless</td>
<td>version 4</td>
<td>10 with -webkit-</td>
<td>version 4</td>
<td>15 with -webkit-</td>
<td>version 4</td>
<td>Exact details unknown</td>
</tr>
<tr>
<td>Internet Explorer</td>
<td>version 9</td>
<td>version 9</td>
<td>version 9</td>
<td>version 9</td>
<td>10 with -ms-*</td>
<td>version 9</td>
<td>10 with -ms-</td>
<td>version 9</td>
<td>Exact details unknown</td>
</tr>
<tr>
<td>iOS</td>
<td>version 3.2</td>
<td>version 4</td>
<td>3.2 with -webkit-, 5 prefixless</td>
<td>version 3.2</td>
<td>5.0 with -webkit-</td>
<td>version 5</td>
<td>3.2 with -webkit-</td>
<td>version 5</td>
<td>Exact details unknown</td>
</tr>
<tr>
<td>Android</td>
<td>version 2.1</td>
<td>2.1 with -webkit-, 2.2 prefixless</td>
<td>2.1 with -webkit-</td>
<td>version 2.1</td>
<td>4 with -webkit-</td>
<td>version 2.1</td>
<td>2.3 with -webkit-</td>
<td>version 2.1</td>
<td>Exact details unknown</td>
</tr>
<tr>
<td>Opera Mobile</td>
<td>version 10</td>
<td>version 11</td>
<td>version 11</td>
<td>version 10</td>
<td>11.5 with -o-</td>
<td>version 10</td>
<td>11 with -o-</td>
<td>version 10</td>
<td>Exact details unknown</td>
</tr>
<tr>
<td>Opera Mini</td>
<td>version 5</td>
<td>no</td>
<td>no</td>
<td>version 5</td>
<td>no</td>
<td>version 5.0</td>
<td>no</td>
<td>version 5</td>
<td>Exact details unknown</td>
</tr>
</tbody>
</table>

*IE10 platform preview 6 saw support without the prefix
Rounded corners are vital for street cred, critical for keeping with the Web 2.0 cool school, and essential if you want to impress your significant other.

These elements are such a commonly requested design feature that the spec writers added the border-radius property to the Borders and Backgrounds module (www.w3.org/TR/css3-background). The syntax is very simple to use (see border-radius-examples.html in the code download for many examples). You can specify a single value for the radius size of all the rounded corners. For example:

```css
border-radius: 10px;
```

You can use pixels or any other CSS unit that makes sense. The preceding line of code results in corners like those in Figure 4.1.
As you’d logically expect, you can also specify two, three, or four values. For example:

- `border-radius: 0px 0px 20px 20px;` These relate to top-left, top-right, bottom-right, and bottom-left values, respectively.
- `border-radius: 0px 10px 20px;` These relate to the top-left value, top-right and bottom-left, and bottom-right values, respectively.
- `border-radius: 10px 20px;` These relate to the top-left and bottom-right, and top-right and bottom-left values, respectively.
- A couple of examples are shown in Figure 4.2.

Using `border-radius`, you can also specify two sets of values separated by a forward slash to indicate separate horizontal and vertical corner radii. For example, the following line sets every horizontal radius to 10px and every vertical radius to 20px (Figure 4.3):

```
border-radius: 10px/20px;
```
The x and y values can follow the same rules as the single set of values you saw in the first couple of examples. You can set a different value for each radius, like this:

\[
\text{border-radius: 5px 10px 15px 30px/30px 15px 10px 5px;}
\]

Or, you can set separate values for the horizontal radii and one value for all four vertical radii:

\[
\text{border-radius: 10px 20px 30px 40px/30px;}
\]

These examples produce the results shown in Figure 4.4.

**ADDING SUPPORT FOR OLDER BROWSERS: CSS3PIE!**

All modern browsers support rounded corners, but older versions of IE, of course, don’t. So what can you do here? The simple answer in this case is to use CSS3PIE, which you first looked at in Chapter 2. You can download CSS3PIE from http://css3pie.com. Unzip the file and save PIE.htc to your working directory.

Next, you need to apply the following property line to all elements in your CSS that use properties you want to add support for:

\[
\text{behavior: url(path/to/PIE.htc);}
\]
The easiest way to do this for the border-radius-examples.html file was to just apply this line to all `<div>`s, which works well even though the actual border-radius properties are applied via different classes on the different `<div>`s:

```html
div {
    ... 
    behavior: url(PIE.htc);
}
```

**NOTE:** I tried applying the PIE behavior property to all elements on a complex site using `* { behavior: url(PIE.htc); }`, but it resulted in some very weird behavior, so it’s best not to try this strategy. The `*` selector is expensive to render anyway, at the best of times.

The path you specify to the PIE.htc file must be relative to the HTML file the CSS is applied to, not the CSS, if you are using an external CSS file. This sounds very odd, but it is due to the way HTC file works: It alters the behavior of the CSS after it is applied to the HTML!

The other major part of using the CSS3PIE technique comes when you use it to add support for gradients. To do so, you need to add a special `-pie-` prefixed version of the property. For example:

```html
-pie-background: linear-gradient(rgba(0,0,0,0), rgba(0,0,0,0.2));
```

You’ll notice that when using the `-pie-` prefix on a gradient, the prefix is put on background, not `linear-gradient`, which is where the vendor prefixes would go.

There is an added complication: the limitation of CSS3PIE’s RGBA support. You see, CSS3PIE will add support, but it won’t render the alpha bit. Instead, it will drop the alpha channel and render the equivalent RGB color. This is certainly better than nothing and is probably not disastrous in many situations, but it could also cause content to be rendered unreadable or just look shocking, especially if you’re relying on a color with a low alpha value to just add a faint shadow or tint to a container on your page. To remedy this problem, it is a good idea to change the `-pie-` prefixed version of the property to a sensible fallback color or even remove it in some situations:

```html
-pie-background: linear-gradient(#ff0000,#A60000);
```
Next on the whistle-stop tour is `box-shadow` (also in www.w3.org/TR/css3-background), which allows you to add drop shadows to containers. This property is very useful for adding depth to a design, highlights, and user feedback when used in conjunction with pseudo-classes and transitions, as you’ll see in later examples (buttons, link highlights, etc.).

The basic `box-shadow` syntax is as follows:

```css
box-shadow: 2px 2px 1px black;
```

The first two unit values specify the horizontal and vertical offset of the shadow from the container. Positive values offset the shadow right and down, whereas negative values offset the shadow left and up. The third unit value specifies the amount of blur radius the shadow has (this is optional and defaults to 0 if not explicitly declared). Increase the value for more blurry, spread-out shadows. The color is, as you’d expect, the color of the shadow.

This basic shadow creates the effect shown in Figure 4.5.

Using a subtle shadow like this is ideal for implying just a bit of depth or texture, making the container look slightly raised.

Now let’s add some rounded corners into the mix:

```css
border-radius: 10px;
box-shadow: 2px 2px 1px black;
```

As you can see in Figure 4.6, the shadow follows the shape of the rounded corners, which is rather convenient.
Using more offset and blur produces a more striking effect:

```css
border-radius: 10px;
box-shadow: 5px 5px 10px black;
```

The box now looks like it has truly been lifted into the air (Figure 4.7):

But something about the box just doesn’t look right. The shadow is rather unnatural. Usually, shadows have a tint of the color of whatever is below them peeking through. But never fear; you can achieve this look easily using an RGBA color (Figure 4.8):

```css
border-radius: 10px;
box-shadow: 5px 5px 10px rgba(0,0,0,.5);
```
You next need to know that you can include multiple box shadows on a single container. You just write the different shadows you want one after another, delimited by commas:

```css
border-radius: 10px;
box-shadow: 2px 2px 5px rgba(0,0,0,0.5),
            10px 10px 15px rgba(0,0,0,0.5),
            -1px -1px 30px rgba(0,0,0,0.2);
```

This trio creates some immediate depth, plus the suggestion of multiple light sources (the very faint shadow is offset left and up using negative values) (Figure 4.9).

Now let's look at inner box shadows. You can make any box shadow an inner box shadow by adding the inset keyword at the start. For example:

```css
border-radius: 10px;
box-shadow: 2px 2px 5px rgba(0,0,0,0.5),
            inset 5px 5px 8px rgba(0,0,0,0.5);
```

Figure 4.10 shows the result. This technique is useful for creating nice “button being pushed in” type thingamajigs (technical term).
Finally, let’s look at one more possible unit value you could include: spread. I’m not talking about middle-aged spread or marmalade but the fact that you can add a fourth unit value to specify an amount that the shadow size will increase by in all directions. It’s like “padding” for shadows. For example:

border-radius: 10px;
box-shadow: 5px 5px 10px 10px rgba(0,0,0,0.5);

See the effect in Figure 4.11. I’ve never found a use for adding a spread value, but you probably will.

**NOTE:** Use box shadows responsibly! Used subtly they can produce a great effect and lift a design. However, if you use them a lot on the same site and on large containers, they can make the site look cluttered and horrible. They can also cause a significant performance impact, especially if you combine them with animations. They are expensive to render in terms of processing power required.

**ADDING BOX SHADOW SUPPORT TO OL’ IE**

Adding CSS3PIE into the mix, as you did earlier, also adds box-shadow support for older versions of IE. But remember CSS3PIE’s limited support for RGBA: It is often better to provide an alternative style with a nontransparent color that might be more effective. You could provide this in a conditional-commented stylesheet.
BRING THE BLING WITH CSS GRADIENTS

Gradients are one of the most hotly anticipated features to become native to CSS. Gradients are vital for design in general to reproduce the effects of light falling on curved/shiny surfaces and create interesting patterns. The number of developers who use them in web design is staggering, if not unsurprising. What is a surprise is that until CSS3 came along, web developers never had the ability to create gradients programmatically in any sane way that would work across browsers. SVG had gradients for a long time before that, but IE never supported SVG until IE9.

All this time you’ve been stuck with either faking SVG in IE using a Polyfill solution like SVGWeb or using repeated background images for those gradients or repeating patterns you desired. This last technique works OK-ish but is an inflexible pain and can become cumbersome very quickly, especially if your boss keeps changing his mind about the gradient colors (more playing with Photoshop; oh goody) or if you are trying to create any kind of complicated layered effect.

Again, CSS3 comes to the rescue with linear and radial gradients, which are defined in the CSS Image Values and Replaced Content module (http://dev.w3.org/csswg/css3-images). To see how flexible CSS gradients are, just have a good play with the examples in this section.

Let’s review the two different gradient types separately.

LINEAR GRADIENTS

Linear gradients are the simpler of the two types; these are smooth color progressions that start at one side or corner of an area and cycle smoothly between two or more color stops, ending at the other side or corner.

In CSS they work the same. CSS gradients are basically a special kind of background image. You can set them in place of an image in most places that it would make sense to do so; for example, background-image and border-image (see the “Box Clever: border-image” section later in this chapter for more on border images).
The most common place you'll want to use them is on standard, commonplace backgrounds. Here is a simple syntax example:

```css
background: linear-gradient(#ff0000,#007700);
```

**Figure 4.12** shows the result, taken from an example file in the chapter 4 code download folder called linear-gradient-test.html. The two colors are the start color in the gradient and the end color, and by default the gradient runs from the top to the bottom of the container.

**LINEAR GRADIENT DIRECTION**

If you want to vary the direction of your gradient, you can add a direction value at the start of the gradient, like this:

```css
background: linear-gradient(to bottom right, #ff0000,#007700);
```

This direction value makes the gradient travel from the top left to the bottom right (**Figure 4.13**).

As you'd expect, you can use a whole range of logical keywords for gradient direction: to top, to top right, to right, to bottom right, to bottom, to bottom left, to left, to top left.
You can also specify the direction you want the gradient to travel in using an angle. Zero degrees (0deg) is the equivalent of to right; as you increase the angle, it travels around counterclockwise. So the subsequent equivalents would be 90deg = to top, 180deg = to left, 270deg = to bottom. Bear in mind that 135deg will not be the equivalent of to top left (as you might expect) unless the container is a perfect square: The diagonal keywords will change the angle so the gradient will always run from one corner to the other. As a result, you can choose keywords or angles, depending on the effect you want to create.

Note: The spec states that 0deg is the equivalent of the keywords to top, but browsers don’t follow this currently. This could change in the future.

**NOTES:** If you look at the code for the linear gradient example, you’ll notice that I’ve included five lines for the gradient—a prefixless line and one for all four major rendering engines. (Opera, Chrome, Firefox, Safari, and IE all support linear and radial gradients now with vendor prefixes.)

Check out my linear-gradient-app.html file in the chapter4 code download folder (which looks like Figure 4.14). It is a simple little page I put together using some JavaScript that allows you to dynamically apply different gradients to the page, either by clicking the preset buttons or entering your own linear-gradient(...) value into the form input and clicking the Create! button. You need to include the semicolon, but you don’t need to include all the vendor prefixes—just one single nonprefixed version is all you need.
LINEAR GRADIENT COLOR STOPS
You can also add multiple color stops between the start and the end point by putting them between the start and end color stops, like this:

```
background: linear-gradient(to right,#ff0000,#0000ff 40%,
                   #000000 70%,#007700);
```

The result is shown in Figure 4.15.

The unit values specify the distance away from the start of the gradient. Note that the percentage values are optional: If you don’t specify them, the color stops will be evenly spaced along the gradient.

Instead of percentages, you can use any units you like that would make sense in the circumstances. By default, the first and last values are at 0% and 100%, but you can alter their positions too. For example:

```
background: linear-gradient(#ff0000 66px, #ffffff 67px,
                   #ffffff 133px, #00ff00 134px);
```

This effect creates three solid color bands from left to right (Figure 4.16). The green color stop is set at 66px down from the top, and everything before it adopts the same color. The red color stop is set at 134px, and everything after it adopts the same color. I also inserted two white color stops in the middle to force the middle band to be completely white. This technique is very useful, especially if you want to start creating more intricate and interesting repeating background patterns, as you’ll read about later in the “Multiple Backgrounds” section.
You can even use negative unit values if for some reason you want the linear gradient to start or end outside the container. (You might want to change the gradient on hover. Unfortunately, you can’t smoothly animate a gradient, at least not at the time of this writing. Believe me, I’ve tried.)

Again, I’ll extol the awesomeness of transparent colors by providing a very simple gradient with a vital difference (Figure 4.17):

```css
background: linear-gradient(to top right,
→ rgba(0,0,0,0.6),rgba(0,0,0,0));
background-color: #ff0000;
```

Here the gradient is a transparency gradient overlaid onto a solid background color to create the different gradient colors. This is a very powerful technique because it means you can control the look of an entire site section just by varying the background color. It’s perfect if you want to vary the look of different pages on a site with minimum effort. Try it!

**TIP:** It’s a good idea to always include a suitable background color in a separate property alongside your gradient, even if the gradient is not transparent. It acts as a good fallback mechanism for a browser that doesn’t support CSS gradients, ensuring that content is still readable.
REPEATING LINEAR GRADIENTS

Repeating linear gradients have a similar syntax to linear gradients. Look at the following example and the result in Figure 4.18:

```
background: repeating-linear-gradient(to top right, rgba(0,0,0,0.4) 10px, rgba(0,0,0,0) 20px, rgba(0,0,0,0.4) 30px);
background-color: #ff0000;
```

Only 30 pixels' worth of gradient has been specified, but it is repeated over and over again until the end of the container is reached.

FIGURE 4.18 A simple repeating gradient.
Radial gradients work a bit differently than linear gradients. Instead of traveling across a container from one side to another, they radiate outwards from a single point. Here is a simple example:

```
background: radial-gradient(50% 50%, 60% 60%, rgb(75, 75, 255), rgb(0, 0, 0));
```

This produces the result shown in Figure 4.19 (if you want to experiment with this code, download the radial-gradient-test.html file in the chapter4 folder).

**UPDATED RADIAL GRADIENT SYNTAX**

The syntax of radial gradients has also been recently changed in the spec. Although this new syntax is much further behind that of linear gradients—it has no current browser implementations—it may well be implemented in the not-too-distant future. Explore http://dev.w3.org/csswg/css3-images/#radial-gradients for more details. As an example, the first example shown in this section would be rewritten as:

```
background: radial-gradient(60% circle at 50% 50%, rgb(75, 75, 255), rgb(0, 0, 0));
```

**NOTE:** Radial-gradient-app.html is also included in the code download: This works in the same way as linear-gradient-app.html but with different radial gradient presets plugged in. Use it to play!
The syntax is a little different than that of linear gradients, so let’s go through the radial gradient syntax step by step.

**RADIAL GRADIENT POSITION**

The first two values in the syntax (50% 50% in the preceding code) dictate the location of the origin of the radial gradient: The first value is the horizontal position inside the container, and the second value is the vertical. In the preceding example, the radial gradient equates to 50% across from the left side and 50% down from the top, which places it slap bang in the middle of the container. As with linear gradients, you can use any unit values that make sense, even negative unit values.

You can also use keywords in place of unit values in the same manner as you learned earlier but with the addition of center if you want the horizontal or vertical position to be centered in the container (this doesn’t make sense for linear gradients, but it does for radial gradients). **Figure 4.20** shows a few examples.
RADIAL GRADIENT SIZE AND SHAPE

The second set of values in the radial gradient syntax (60% 60% in the example) dictates the size of the gradient—the horizontal and vertical radius size. Because you are working with the radius rather than the diameter, 50% or 60% will produce a nice spread across a container. 100% would be double the width/height of the container, swamping it entirely, which may or may not be the effect you want (Figure 4.21).

NOTE: Firefox has never implemented size percentage values, so they won’t work in Firefox. For this reason, it is better to use keyword values.

Again, to set these values, you can use any units that make sense. You can also use different values for the horizontal and vertical radii, for example:

background: radial-gradient(50% 50%, 70% 40%, rgb(75, 75, 255),
rgb(0, 0, 0));

This effect is shown in Figure 4.22.
But as usual, there are more ways to set the radii: CSS3 supplies several keywords for setting the radii, which need explaining because they are a bit confusing. Consider the following examples (Figure 4.23):

```css
background: -o-radial-gradient(30% 50%, circle closest-side, rgb(75, 75, 255), rgb(0, 0, 0));
background: -o-radial-gradient(30% 50%, ellipse closest-side, rgb(75, 75, 255), rgb(0, 0, 0));
```

So, what’s going on here? By using circle and ellipse, you specify that you want your gradient to be a circle or an ellipse, respectively. closest-side means that the shape will expand so that it just touches the container side closest to the point of origin of the radius in the case of a circle and the horizontal and vertical container sides closest to the point of origin of the radius in the case of an ellipse.

**TIP:** You can use the keyword contain in place of closest-side.
Other keyword combinations available to you include:

- `closest-corner` positions the gradient so that its edge just touches the corner of the element closest to the origin (Figure 4.24).

- `farthest-side` positions the gradient so that its edge touches the side of the element farthest from its centre in the case of a circle or the farthest horizontal and vertical sides in the case of an ellipse (Figure 4.25).

- `farthest-corner` positions the gradient so that its edge just touches the corner of the element farthest from the origin. You can use the keyword `cover` in place of `farthest-corner` (Figure 4.26).
I’ve not used these implicit shape values very much, preferring instead to control the shape using explicit unit values. But this doesn’t mean you won’t.

RADIAL GRADIENT COLOR STOPS
Color stops work in the same way as the color stops in linear gradients except that the units you specify denote distance from the center of the gradient, not distance from the starting corner/edge.

I encourage you to experiment with different color values with the examples I’ve provided and otherwise. Try creating a sun’s rays or a shadow or flashlight moving across the top of your site. Again, use RGBA colors for the win! You’ll see more exciting examples throughout the book.
As with linear gradients, you can also create repeating radial gradients by adding repeating values into the syntax (Figure 4.27):

```css
background: -o-repeating-radial-gradient(50% 50%, 60% 60%,
    rgba(75, 75, 255,0.5) 10px, rgba(0, 0, 0,0.5) 20px);
background-color: #ff0000;
```

**PROVIDING GRADIENT SUPPORT FOR OLD VERSIONS OF IE**

CSS3PIE also adds support for CSS gradients. But again, you need to be careful of its limited RGBA support. To use CSS3PIE, target a separate, nontransparent color gradient to IE using a special -pie- prefixed background property (bear in mind that CSS3PIE doesn’t add support for background-image, just the shorthand). Look at the following example from the Monty Python blog (I’ve removed all the less interesting and prefixed properties for brevity):
aside article {
  ... 
  background: repeating-linear-gradient(45deg, rgba(0,0,0,0.1) 1px, 
    rgba(0,0,0,0.05) 2px, rgba(0,0,0,0.1) 3px, rgba(0,0,0,0) 4px, 
    rgba(0,0,0,0) 5px);
  background-color: rgba(255,255,255,0.4);
  border-radius: 4px;
  box-shadow: 2px 2px 10px black;
}

The result is a rather nice container with a shadow, rounded corners, and a textured repeating gradient pattern (Figure 4.28).

To add IE support after you've placed the PIE.htc file, you can add the following two lines, which include a far simpler gradient without an alpha channel that is still in keeping with the color scheme (Figure 4.29):

-pie-background: linear-gradient(45deg, #6988af, #a6b9cf);

behavior: url(/cmills/arthur/script/PIE.htc);
CSS3 gives you the ability to attach multiple backgrounds to a single element, which is très cool. For so long, if you wanted to have multiple background images on a container, you had to have a number of extraneous wrapper `<div>`s for the extra background images, which was a very lame hack to have to use.

The multiple backgrounds are simply added in a comma-delimited list. Let’s look at a simple example to illustrate the point; you’ll revisit multiple backgrounds a number of times throughout the book.

If you again consult the Monty Python example in the King Arthur blog example folder, you’ll find the following in the main-style.css file (multiple vendor prefixed versions have been omitted here for brevity):

```css
body {
  background: url(../images/castle.png) top left no-repeat, 
  url(../images/clouds.png) top right no-repeat, 
  linear-gradient(top right, #3B6498, #C1CDDB); 
  background-color: #C1CDDB; 
}
```

Notice that I’ve used two background images here and a gradient as well. The ability to include CSS gradients in the list of multiple backgrounds makes them even more awesome! I’ve also included a separate background color as a fallback for nonsupporting browsers (Figure 4.30).
The castle is positioned at the top left, the clouds are positioned at the top right so they flow nicely behind the castle, and a subtle blue gradient has been added behind both for the sky. If you resize the browser with this demo open, it will immediately become evident how awesome and flexible multiple backgrounds are!

However, you need to bear in mind that the images later in the property value appear behind those earlier on, which is rather contrary to the way CSS usually works. In CSS, elements drawn later appear on top of those drawn before, so you’d expect it to work the same way with background images. Occasionally, you’ll wonder what the spec writers were thinking when they wrote certain parts of the spec.

Multiple backgrounds are also very cool for using multiple gradients together to create complex background patterns. In the Monty Python example (full-post.html/full-post.css), I’ve used positioning to lay the figure captions over the top of the images. I then used two gradients to apply a grainy texture to the images and added a highlight to each one (Figure 4.31).

**NOTE:** At the time of this writing, there are differences between browser implementations of multiple gradients, but these should be ironed out by the book’s release.
Another interesting effect to explore is combining a gradient effect with background-size to force it to repeat as a single, small, square unit (rather than along the gradient, as is the case with normal repeating gradients). You’ll see this in action again later on in the book, too. Consider this example:

```css
background: radial-gradient(transparent 10px, #A60000 11px, #A60000 12px), repeating-linear-gradient(transparent, transparent 20px, rgba(255,0,0,1) 21px, rgba(255,0,0,1) 21px) 0 -10px, repeating-linear-gradient(left, transparent, rgba(255,0,0,1) 19px, transparent 21px) 12px 0; background-size: 21px 21px, 100%;
```

The effect is shown in Figure 4.32. This example is in the file gradient-background-size.html.
The radial gradient creates a simple, small, transparent circle with red on the outside. The background-size property was used to force this circle into a 22-pixel square, which then repeats. A couple of simple line patterns are then placed over the top and spaced so they perfectly bisect the circles, horizontally and vertically. This is a rather complex bit of code to write for a simple repeating pattern, but it does show what is possible. You can find more aesthetically pleasing examples at Lea Verou’s fantastic CSS3 patterns gallery at http://lea.verou.me/css3patterns.

MULTIPLE BACKGROUNDS IN IE?

Unfortunately, CSS3PIE’s supremacy collapses when you consider multiple background support in past versions of IE. There isn’t a decent way to add support for multiple backgrounds to older IE versions without resorting to those nasty old nested <div>s. And you don’t want to go down that road!

So, the only way around this limitation is to provide alternative styling, either via a conditional comment or via Modernizr, which you’ll explore in Chapter 5.

**Tip:** Providing multiple background image fallbacks is difficult if you need the flexibility the multiple backgrounds provide in a liquid layout, as in the Monty Python example. To make IE fallback styling easier to work out, it’s best to make the layout fixed in IE by serving a style in your IE-targeted CSS, such as: body { width: 1024px; }.
CSS3 provides you with more powerful properties to control borders. The most interesting of these properties is `border-image`, which in effect allows you to divide an image into different slices and dress the edges around any box you’d like. This sounds a bit complicated, so let’s walk through a simple example. To demonstrate `border-image`, I first created a simple image to grab a border from (Figure 4.33).

Next, I applied the border image neatly to the border of a larger box in a flexible manner (Figure 4.34). Check out the border-image.html file in the chapter4 code download folder. So, how do you do that?

Try increasing and decreasing the width of the browser, and you should see the border flexibly adjust. The following lines of code are doing the heavy lifting here (`border-image` is currently supported across all major browsers using vendor prefixes, but I’ve omitted them here for brevity):
As you’d expect, the `url()` syntax points to the image you want to use for the border.

The four numbers after that specify the widths of the border slices (be mindful that these are numbers of pixels, even though they have no units) you want to chop the image into. In order, they refer to the top slice, the right slice, the bottom slice, and the left slice, as indicated in Figure 4.35.

You can set the slices to any size you like, but it obviously makes sense to divide the image so the slices in the border contain the parts of the image you want. As logic would suggest, because in this case all four slices are the same size, you could write the `border-image` line using two values or one value, like so:

```css
border-image: url(border.png) 30 30 30 30 round;
```

```css
border-width: 30px;
```

NOTE: You can also use percentage values to specify the slice sizes; note that the pixel values shouldn’t have `px` units. If you include these (e.g., `30px`), it won’t work.
After slicing the image, it is applied to the borders of your container: The four corners remain the same. The four sides all tile in one dimension to fill up the borders, however long they are (although see the end of this section for browser differences). The center of the image tiles in both directions to fill up the remaining background space.

How do you control the manner in which the tiling of the sides is handled? You use the `round` keyword. `round` specifies that the browser should always show a whole number of repeated border segments and no incomplete fragments, adjusting the size of each segment to maintain the desired result. If you try increasing or decreasing the browser window width in Opera, Firefox, and IE, you’ll see that the size of the balls adjust slightly. Unfortunately, WebKit-based browsers treat `round` the same as `repeat`, another value that just tiles the side slices until they fill up each side without rounding. You are therefore left with fragments at each end of the sides, which don’t look great (Figure 4.36).

Fragments might look OK as long as you plan the shape of your slices carefully and make sure they don’t differ much in height along their course. Another value to be aware of is `stretch`, which is the default. If you swap `round` for `stretch` in this example or omit it altogether, you’ll get the result shown in Figure 4.37.

Again, note that I’ve specified one value here for the repeating behavior of all four sides. If you want to specify different behavior for different sides, you could use two or four sides as logic would suggest; for example, `round stretch` or `round stretch round stretch`.

**Figure 4.36** border-image fragments look shoddy.

**Figure 4.37** stretch is OK for very small variations in container size but looks terrible if your containers greatly differ in size from the original image.
And there’s one more detail you should know about the basic syntax. To actually provide space for your border image, you need to specify a border width, which is why \texttt{border-width: 30px;} was included in the code example. If you don’t do this, you won’t see anything. The \texttt{border-width} property offers additional interesting possibilities: If you make the \texttt{border-width} bigger or smaller than the slices within the \texttt{border-image} property, the slice size will scale up or down to suit. So, if you make the border half as big, like so:
\begin{verbatim}
border-width: 15px;
\end{verbatim}
the border image slices will be displayed in half dimensions, as shown in Figure 4.38!

**BORDER-IMAGE PROBLEMS**

Using \texttt{border-image} is not all plain sailing, of course, as with most things in web design. Aside from the fact that WebKit-based browsers currently don’t use the round value properly, there are a couple of other issues to keep in mind.

First, you need to determine if you want your central slice to be discarded or not. You might want the central slice to act as the background for your container content, or you might just want to put the border image only in the border. Unfortunately, the default behavior according to the spec is to discard it, but most browsers do the opposite, except for Chrome (try comparing \texttt{border-image-2.html} in Chrome and Opera). You are supposed to be able to control this behavior with \texttt{border-image-slice}, but this property is currently not supported in any browser,
so your only option is to fill in your background explicitly with a background-color or repeated background-image, and try to make it match the border-image.

Second, older versions of IE do not support border-image, so you should test to make sure your content is still readable and looks OK in these older IE browsers.

With these two issues in mind, this border-image won’t work at all in old versions of IE, and it looks dreadful in Chrome (Figure 4.39).

To fix these issues, I added a repeated background image to my containers, which is basically just the center slice of the border image with the rough edges removed. Initially, this looked ghastly because the background image extended into the border. But I sorted out the problem with a nifty little property called background-clip. The code additions are as follows:

```css
background: url(../images/parchment-bg.jpg);
background-clip: padding-box;
```

This snippet of code made the background look better again in Chrome, although it wasn’t perfect, and it made the content readable in Internet Explorer’s decrepit old ancestors. This example is difficult because I am using a complicated background image on a variable width container. Getting a seamless look would be a lot easier to do in a simpler, fixed-width case!

**NOTE:** background-clip, defined in www.w3.org/TR/css3-background, allows you to specify that you want background content to be rendered all the way out to the edges of the browser (border-box, which is also the default), to the edges of the padding (padding-box), or to only the edges of the content (content-box). This property comes in handy in certain situations and is supported across all modern browsers.

These limitations mean that border-image usage will be slightly more restricted than is ideal for the moment, but it is already usable to great effect in many situations.
Let’s finish the CSS bling tour with a simple little fix for those ugly breaks you get when a nicely styled element wraps across lines (or columns or pages). Figure 4.40 shows a styled link as an example.

This break is easily remedied by a new CSS property called `box-decoration-break` (in www.w3.org/TR/css3-background). If you add the following to the link properties:

```
box-decoration-break: clone;
```

you’ll produce a better-looking result (well, in Opera anyway; other browsers should catch up soon) (Figure 4.41).
To round off the chapter, let’s build an ad example using some of the cool properties you learned about earlier. You’ll make it look good, albeit different across older browsers, and make it sing with a minimum of images (and a video). Later in the book you’ll explore how to make the ad responsive and add some cool animated effects.

The ad will be for a fictional metal band called Dead Hamster. The band is making a comeback, and its management wants to move forward with an online advertising campaign that is going to get the band noticed! And what better way to get people to notice than by using thrills, spills, moving pictures, and raw exciting content? OK, so they don’t have Bieber or Jedward, but they would only serve to draw the wrong kind of attention.

To make a big splash, the ad will work on mobile devices, so the poster needs to work at different sizes and on different devices. And the band also has a huge following in developing countries due to their freedom anthems. Therefore, the ad needs to work across less-capable browsers.

Let’s rock!

**NOTE:** I got the idea for creating a responsive advertising example from Mark Boulton’s rather interesting “Responsive advertising” article at [www.markboulton.co.uk/journal/comments/responsive-advertising](http://www.markboulton.co.uk/journal/comments/responsive-advertising).

**BASIC SETUP**

The basic idea is to create a set ad size: the Internet Advertising Bureau (IAB) has semistandardized sizes for web ads, as you’ll see at [http://en.wikipedia.org/wiki/Web_banner](http://en.wikipedia.org/wiki/Web_banner). Let’s start off this example by creating a 730 x 300 pixel “pop-under ad.”

But let’s take it even further and make an eye-catching ad to show that many of the tasks you used to do with Flash are now possible using only CSS3. In this chapter you’ll just build up the basic ad. (Animation will come in Chapter 5, and responsiveness in Chapter 8.) You’ll also learn how to provide a reasonable alternative in older browsers and what improvements you can and should make if you were to do something similar in a production environment.
The background of the entire advertisement is a short looping video clip that shows off the energy of the band. Over the top of this the most important information is displayed, and on hover/focus another pane of information is shown containing more info. The final product as it stands at this point is shown in Figure 4.42.

The basic markup structure is as follows:

```html
<section id="ad">
  <video></video>
  <div id="video-frame"></div>
  <div id="frame1"></div>
  <div id="frame2"></div>
</section>
```

One section contains the entire ad and includes a `<video>` element to render the rocking Dead Hamster footage, a `<div>` to apply an effect over the top of the video (more on this shortly), and then a couple more `<div>`s to contain the two panes of information.

**NOTE:** JavaScript has been used to mute video: I fire the JavaScript on the `onloadedmetadata` event to make sure mute is fired before the content starts playing; otherwise, a clip of sound might be heard before the mute kicks in.
Most of the content is absolutely positioned so the layers stack on top of one another, and most of the containers are set to 720 x 300 px, the same dimensions as the outer container, to keep everything inside the ad working well. Most of the code should be pretty simple to understand for anyone with previous CSS experience, so I'll just explain the CSS3 code. You can find my code in the poster folder in the code download.

**ADDING THE CSS3 SPARKLE**

Let's walk through the different layers of this example in turn so it'll make more sense. You first have the video, and the video-frame div is positioned on top of it. This “superfluous” div is annoying to have to include, but it is necessary at the moment because currently border-image doesn't work correctly across all browsers. Recall that in all browsers except Chrome the middle slice is wrongly included, and you can't get rid of it. If you could, then you could add the ripped edges using border-image, but at present you can't. So instead you'll add the ripped edges on this div using multiple background images:

```css
#video-frame {
    width: 720px;
    height: 300px;
    background: url(left-edge.png) top left repeat-y,
                url(right-edge.png) top right repeat-y;
}
```

This is a rather useful technique in many ways: Imagine if you had lots of elements, such as headers or articles, and you wanted them to have a background image at either end and have a flexible width and height. This code is all you'd need.

Next, you'll set a uniform black text shadow on all text, apart from the interesting flaming effect I've put on the word “hell”: This is suitable for increasing the latent cheese factor to be appropriate for the average heavy metal band. This can be done like so—add this now to your text:
#ad #hell {
    font-size: 150%;
    text-shadow: 0 0 4px white,
        0 -5px 4px #FFFF33,
        2px -10px 6px #FFDD33,
        -2px -15px 11px #FF8800,
        2px -25px 18px #FF2200;
}

Also, you’ll include a repeating radial gradient using various transparent blacks for a bit of background texture, plus a background color to provide a faint blue tint:

#ad #frame1 {
    background-image: repeating-radial-gradient(top left,
        rgba(0,0,0,0) 9px,
        rgba(0,0,0,0.05) 10px,
        rgba(0,0,0,0.05) 15px,
        rgba(0,0,0,0.1) 16px,
        rgba(0,0,0,0.1) 20px);

    background-color: rgba(16,8,115,0.2);
}

And finally, you’ll use cool, very metal web fonts! These all result in a great set of components that blend well into one another.

**SUPPORTING OLDER BROWSERS**

To support older browsers, instead of using clever Polyfilling of content, you’ll include a simple image fallback for non-<video> supporting browsers:

<img src="poster.jpg" alt=""/>
You’ll do this because Flash content tends to dominate the area of the page it is put on, so rollovers on top of the video content won’t work on a Flash fallback.

In the end, let’s opt for the coward’s option of not displaying the hover effect in the second frame because IE6, 7, and 8 tend to prove troublesome when you are trying to get hover effects to work on positioned content. You’ll use text-indent to push the text far off the screen, so it will still be available to screen readers.

In addition, you’ll include some quick box model and positioning fixes for IE6 and 7. The box shadows, text shadows, gradients, and RGBA colors all degrade well.

**ADDING AD IMPROVEMENTS**

I think you’ve created a fairly effective basic ad in this example. The ad is all contained within a single container, so it is fairly easy to transplant in whichever page you want it in, and then position it where you want it.

But why not just create the ad in Flash? It would potentially be simpler to deal with, but the point is that you are trying to create components with open standards, which includes all the advantages they bring to the project, plus the text would not be accessible if you put it in a Flash video. The advantages open standards have over Flash in this context will be even more obvious when you start to add animated effects in Chapter 5.

Of course, before you really use this ad, you might want to make a few improvements:

- Optimize video files. The video files as they stand are a fairly heavy addition to a page, so you should optimize them.

- Pare down fonts. The fonts are also quite heavy. In a real production environment, you could use Fontforge (as mentioned in Chapter 3) to reduce the size of the font files and just include the glyphs you need.

- Add a link. You should also wrap the final version in a link (HTML5 allows block-level linking) to click through to wherever you want the ad to lead to.
Hopefully, you've come away from this chapter with an understanding of the great new tools CSS3 offers for making your visuals less image-dependent and therefore more flexible and lightweight. Although having the ability to programmatically create web graphics does make web design a lot easier for non-Photoshop ninjas (like me), I hope you're committed to using those features in a responsible way rather than just spamming all the relevant properties onto every container on your site!

And, you also now know how to get these CSS3 features working in a reasonable manner across older, less-capable browsers.
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