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Introduction

Don’t be fooled. Although the .5 might give the impression that Dreamweaver CS5.5 is a point release, it’s anything but. Dreamweaver engineers have packed a stunning amount of new features into this version. To mention just a few, there’s code hinting for the popular jQuery JavaScript library, the ability to see what pages will look like at different screen resolutions without leaving the Document window, support for jQuery Mobile widgets, and integration of PhoneGap to build native apps for Android or iOS (the operating system used in the iPhone, iPad, and iPod touch).

The emphasis in Dreamweaver CS5.5 is firmly on mobile development and designing for multiple screens, but that’s not all. There’s improved support for HTML5 and CSS3, including tools to simplify the creation of rounded corners and drop shadows without images. Previous versions of Dreamweaver supported only a limited range of CSS selectors. Live view now supports them all. Oh yes, Dreamweaver CS5.5 supports web fonts, too.

There’s a lot to absorb, and this book aims to guide you through all the new features with the help of three case studies. The first one centers on redesigning a website for display on desktops, tablets, and smartphones using HTML5, CSS3, and media queries. The second takes a cut-down version of the same site and builds a dedicated mobile version using jQuery Mobile, a sophisticated JavaScript and CSS framework designed to work consistently on all major mobile platforms. The final case study develops a simple app that stores information in a database, accesses a mobile phone’s GPS sensor, and displays a map.

Is This the Right Book for You?

The new features in Dreamweaver CS5.5 are aimed at web designers and developers who are already comfortable with HTML and CSS. It also helps to have at least a basic understanding of JavaScript and some jQuery experience. If the
thought of diving into code sends shivers up your spine, this might not be the most appropriate book for you. Web development is becoming increasingly sophisticated, and the days of just copying and pasting snippets of code are rapidly drawing to a close.

Having said that, you don’t need to be an expert. I firmly believe that if you understand why you’re being told to do something a particular way, you’re more likely to remember and be able to adapt it for your own projects. Each step is explained, as are new concepts, but I don’t go back to basics, such as describing what a function or event handler is.

**Mac or Windows?**

The differences between the Mac and Windows versions of Dreamweaver are so few as to be negligible. In the rare cases where there is a difference, I point it out and show a screen shot if necessary. The most important difference, as far as this book is concerned, lies in PhoneGap integration. Both Windows and Mac support Android, but the software necessary to build apps for iOS runs only on a Mac. The other difference, as always, lies in keyboard shortcuts. I provide both versions, Windows first, followed by Mac.

Using a multibutton mouse is now so common among Mac users that I refer only to right-click instead of giving Control-click as the alternative. On most Macs, the F keys now control hardware features, such as sound level and brightness. When I refer to F keys, you need to hold down the Fn key at the same time. Alternatively, open Keyboard in System Preferences and select the “Use all F1, F2, etc. keys as standard function key” check box.

Although I test on both operating systems, I had to choose one for taking screen shots. Most of them have been taken on Windows 7, but some have been taken on Mac OS X 10.6 where appropriate. However, this is a book about mobile development. So, many screen shots have also been taken on Android (HTC Desire and Samsung Galaxy Tab) and iOS (iPad and iPod touch). I also tested on a BlackBerry Torch and Windows Phone 7.
Downloading the Case Study Files

This book doesn’t come with a CD. However, you can download the files used in the case studies from my website at http://foundationphp.com/dwmobile. In most cases, all the necessary files are supplied. However, for licensing reasons, you need to obtain the Calluna Regular web font directly (the details are in Chapter 2). Also, the download files don’t include the jQuery Mobile or PhoneGap libraries. Dreamweaver copies them directly to your site when you create a jQuery Mobile page (see Chapter 5) or define the Native Application Settings (see Chapter 7).

Keeping Up to Date

The jQuery Mobile framework was feature complete at the time Adobe locked down the code for the release of Dreamweaver CS5.5. However, work continued on stabilizing and optimizing performance. Consequently, newer versions of the jQuery Mobile style sheet, external JavaScript files, and images are likely to be available by the time you read this. Adobe plans to release extensions to update the files in Dreamweaver. Chapter 5 also describes how to change the source folder for the files so that you can use your own customized versions.

Because jQuery Mobile is a new framework, it’s likely to continue to develop. I’ll try to keep abreast of its progress and will post updates that affect this book on my website at http://foundationphp.com/dwmobile.

Adobe is a jQuery Mobile project sponsor, and Dreamweaver engineers are playing an active role in its development. That holds the promise of even greater things to come.
CHAPTER 4
Making Your Site Available Offline
You can’t always get what you want,
But if you try sometimes,
You might get what you need.
—The Rolling Stones

Making Your Site Available Offline

Loss of signal is probably one of the most frustrating aspects of surfing the web with a mobile device. You’ve just clicked a link and the page is beginning to load when your train enters a tunnel. Your connection disappears. Even when the train emerges from the tunnel, your mobile has to hunt for a signal and you often need to start all over again.

HTML5 can’t improve mobile connectivity, but it does make it possible to continue interacting with websites, even when no network connection is available. The secret lies in caching the necessary files. Although browsers automatically cache recently downloaded files, what’s different about HTML5 is that you can instruct the browser to download files in advance of their being needed. You can also specify alternative files to be displayed if the user is offline.

In this chapter, you’ll learn how to make a site available offline by creating a file that not only tells the browser which files to cache, but also specifies substitute files for offline use. To speed up this process, the download files for this chapter contain a Dreamweaver extension that I created to generate a list of all files used in a site or folder.

How Offline Sites Work

To make a site available without a network connection—an offline web application, as the HTML5 specification calls it—you need to create a manifest. This is a list of files that the browser needs to download and store in an application cache. The first time someone visits your site, the browser
checks the manifest and downloads the listed files ready for use offline. The next time the same user visits your site, the browser checks the manifest. If it detects a change, all the files are downloaded again, updating the application cache.

**Figure 4.1** shows which browsers support offline applications as reported by caniuse.com. Light green shows full support; darker green shows partial support; and pink indicates no support. Internet Explorer (IE) is the only mainstream browser with no support. Crucially, though, iOS Safari, Android, and Opera Mobile all support offline access, making it ideal for websites that you expect to be accessed on mobile devices.

![Image of Figure 4.1](image)

**Figure 4.1** Most modern browsers apart from IE support offline access.

**Creating a Manifest**

The manifest is a plain text file that must be saved with a `.manifest` filename extension. It’s not important where you locate the manifest, but the most logical place is in the site root. However, if you want to make only part of a site available offline, the manifest should be located in the relevant folder and cover the files in all subfolders. The first line inside the manifest file should look like this:

```
CACHE MANIFEST
```

There should be only a single space between `CACHE` and `MANIFEST`, both of which should be in uppercase.
Following this is a list of files grouped according to how you want them to be treated when the user is offline:

- **Explicit section.** All files in this section are downloaded automatically, even if they’re not required for the current page.

- **Online whitelist section.** Files in this section are never cached. The browser always tries to access the online version.

- **Fallback section.** This is where you specify substitute files that the browser should use when the user is offline.

The following basic rules apply to all sections:

- Each file must be listed on a separate line, except in the fallback section where the original and substitute files are listed on the same line with a space between them.

- Document-relative paths should be relative to the manifest.

- Paths relative to the site root (in other words, those that begin with a leading slash) or fully qualified URLs are also acceptable.

- The list should include not only web pages, but other assets, such as images, style sheets, and JavaScript files.

- Blank lines are permitted.

- Comments can be included, but they must be on a separate line beginning with a hash or pound sign (#) optionally preceded by spaces or tab characters.

Sections can be listed in any order and don’t need to be a single block. For example, you might want to make some files available offline only for a limited period. So, it makes sense to list them separately from the core files that don’t normally change.

You create sections by placing a section header on a separate line.

**Specifying files that should be cached**

The explicit section is the default, so files listed immediately after `CACHE MANIFEST` are automatically downloaded and cached. To switch back to the explicit section after the...
online whitelist or fallback section, place the following section header on a separate line:

CACHE:

**Specifying files that must always be accessed online**

Server-side scripts and other files that you don’t want to be cached locally should be listed in the online whitelist section. You create this by adding the following header on a separate line:

NETWORK:

Then list the path or URL of each file on a separate line in the same way as for files that you want to be downloaded.

If your site accesses resources on other domains or subdomains, you should add an asterisk (*) on a line of its own in the online whitelist section like this:

NETWORK:

*  

This indicates that access to resources on other domains is not blocked.

**Specifying alternative files to use offline**

To specify alternatives for files that can’t be accessed offline, create a fallback section by placing the following section header on a separate line:

FALLBACK:

Each entry in the fallback section lists a file in the online site followed by the location of a substitute file to be used when offline. Both files are listed on the same line and separated by one or more spaces.

To represent any file, use a single forward slash (/) as the first part of the entry. For example:

FALLBACK:

/ offline.html

This substitutes offline.html for any file not listed elsewhere.
Keeping the cache up to date

More often than not, updates to a site involve changing the contents of a file without changing its name. This presents a problem for the application cache. The browser checks only the filenames in the manifest. If they’re the same, it assumes the cache doesn’t need updating.

To force the browser to update the cache, you need to change the contents of the manifest. The simplest way to do this is to add a comment with a version number like this:

```
CACHE MANIFEST
# version 4
```

Increment the version number each time you make changes to the site, and upload the revised manifest after all the changes have been uploaded. You don’t need to use a version number. Any unique value—such as a timestamp—in a comment will do.

Serving the Manifest

You attach a manifest to a web page with the HTML5 `manifest` attribute in the opening `<html>` tag like this:

```
<html manifest="mysite.manifest">
```

The value of the `manifest` attribute should be a document-relative or site-root-relative path to the manifest file.

You should do this in every page in a site that you want to make available offline.

It’s important to serve the manifest with the correct MIME type: `text/cache-manifest`.

Because this is a new MIME type, it might not be supported by all servers.

Setting the correct MIME type on Apache

If your web server runs on Apache, you should be able to configure it using an `.htaccess` file in your site root. If you already have an `.htaccess` file, add the following line to it:

```
AddType text/cache-manifest .manifest
```
If you don’t have an .htaccess file, you can create one in Dreamweaver:


2. In the New Document dialog box, select Other from the list on the left, and set Page Type to Text. Click Create.

3. Type the following line of code into the new document, paying careful attention to spelling (Apache directives are case-sensitive):
   
   AddType text/cache-manifest .manifest

4. Save the file in your site root with the name .htaccess. The name begins with a dot. Although it’s a text file, make sure it’s not saved with a .txt filename extension.

   On Windows, the file will be saved as normal.

   On a Mac, you’ll see a warning that files with names that begin with a dot are reserved for the system and will be hidden (Figure 4.2). Click Use “.”. The file will be listed as normal in the Dreamweaver Files panel. However, you won’t be able to see it in the Finder or any other Mac program unless it supports hidden files.

5. Upload the .htaccess file to your website.

**Setting the MIME type on other web servers**

If your website is on a server other than Apache, you need to ask the server administrator to enable the text/cache-manifest MIME type.
Creating a “Lazy” Manifest

The HTML5 specification includes among its examples the following extremely simple manifest:

```
CACHE MANIFEST
FALLBACK:
/ /offline.html
NETWORK:
*
```

Instead of downloading all pages immediately, the browser stores only the fallback page (offline.html) and pages that are visited while the user is online. When the user goes offline, cached pages are retrieved from the user’s application cache. But if the user clicks a link to a page that hasn’t previously been visited, offline.html is displayed instead.

This lazy way of caching can be very useful on a large site. However, you still need to update the manifest with a version number or other unique value each time a page is edited. Otherwise, the old version of the page remains in the application cache.

Only HTML pages can be linked to a manifest. So, other resources—such as style sheets and images—are not stored in the application cache unless they’re listed in the explicit section of the manifest.

Making the Tozai Hotel Site Available Offline

As you just learned, making a website available offline is a simple matter of generating the manifest, uploading it to your website, and making sure that it’s served with the correct MIME type. The user’s browser takes care of the rest. If the browser doesn’t support offline web applications, it simply ignores the manifest.

The Tozai Hotel website consists of only 28 files, so typing out the manifest manually isn’t a major chore, although it’s important to get the spelling and path names right. However, life would be a lot easier if you could generate a file list automatically. So, I created a Dreamweaver extension to do it for you.
Installing the Generate Site Manifest Extension

The Generate Site Manifest extension is included in the download files for this book, and it takes only a minute or so to install.

1. Launch Adobe Extension Manager CS5.5 from within Dreamweaver or directly using one of the following methods:
   - Choose Commands > Manage Extensions.
   - Choose Help > Manage Extensions.
   - Launch the Extension Manager from the Start menu in Windows or from the Finder in Mac OS X.

2. Click the Install button in the Extension Manager title bar, and navigate to the ch04/extension folder in the download files.

3. Select GenerateSiteManifest_1_0.mxp, and click Open (Select on a Mac).

4. Read the Extension Disclaimer and choose to accept the terms. The extension should install immediately and display a brief description in the Extension Manager (Figure 4.3).

![Figure 4.3 The Generate Site Manifest extension has been successfully installed.](image-url)
5. The Generate Site Manifest extension should now be listed at the bottom of the Commands menu in Dreamweaver (Figure 4.4).

6. Close the Extension Manager.

Using the Generate Site Manifest Command

The Generate Site Manifest command installed by the extension inspects the site’s folder structure and builds a list of all files (except manifests and their backups, and .htaccess files), which it stores in a manifest file ready for you to edit. The command’s dialog box (Figure 4.5) has the following options:

- The radio buttons let you choose whether to list files starting from the current folder or the site root.
- If you choose the “Current folder,” all paths are relative to the folder, and the manifest is created in the same folder.
- If you choose “Site root,” the paths are relative to the site root and the manifest is created in the root folder.
- By default, the manifest is saved as site.manifest. However, you can change this by entering your own value in the Name text field. The command automatically adds the .manifest filename extension to the name.

When you run the command the first time, it sets the manifest’s version number to 1. If the command detects an existing manifest with the same name, it saves a backup with a .manifest.bak filename extension before generating a new manifest with an updated version number. This avoids the need to build the online whitelist and fallback sections from scratch each time you generate a new manifest file. You can copy and paste them from the backup when editing the new file.

Try out the command with the Tozai Hotel files.

1. Open one of the HTML files in your working copy of the Tozai Hotel site. Alternatively, open one of the HTML files in ch03/complete.
2. Choose Commands > Generate Site Manifest.

3. Leave the options in the Generate Site Manifest dialog box at their default settings, and click OK.

4. If site.manifest doesn’t immediately appear in the Files panel, click the icon at the top of the panel to refresh its contents. You should now see site.manifest listed in the same folder as the file you opened (Figure 4.6).

5. Before you can edit the manifest file in Dreamweaver, you need to make a small adjustment to the program’s preferences. Choose Edit > Preferences (Dreamweaver > Preferences on a Mac), and select the File Types / Editors category from the list on the left.

6. In the “Open in code view” field, insert a space at the end of the existing list of filename extensions, and type .manifest (Figure 4.7).

Figure 4.6 The manifest file has been created in the same folder.

Figure 4.7 You need to add the .manifest filename extension to the list of files that Dreamweaver can edit.
7. Click OK to close the Preferences dialog box.

8. In the Files panel, double-click site.manifest to open it in the Document window. You should see the following code:

CACHE MANIFEST

# version 1

dining.html
garden.html
index.html
reservations.html
rooms.html

fonts/Calluna-Regular-webfont.eot
fonts/Calluna-Regular-webfont.svg
fonts/Calluna-Regular-webfont.ttf
fonts/Calluna-Regular-webfont.woff

images/basin_bg.jpg
images/basin_bg_phone.jpg
images/basin_bg_tab.jpg
images/chef.jpg
images/cherry_blossom.png
images/exterior.jpg
images/exterior_tab.jpg
images/hotel-room.jpg
images/sake.jpg
images/sake_tab.jpg
images/sashimi.jpg
images/stone-lantern.jpg
images/sushi.jpg

js/jquery-1.5.min.js

styles/desktop.css
styles/phone.css
styles/tablet.css
styles/tozai.css
styles/tozai_mq.css
You now have a complete list of files ready to divide into the explicit, online whitelist, and fallback sections.

9. Edit the code by adding an online whitelist section header before the list of font files like this:

```
CACHE MANIFEST

# version 1

dining.html
garden.html
index.html
reservations.html
rooms.html

NETWORK:
fonts/Calluna-Regular-webfont.eot
```

10. Save site.manifest and close it.

11. Run the Generate Site Manifest command again and refresh the Files panel if necessary. You should now have both site.manifest and site.manifest.bak in the same folder as the HTML file you opened.

12. Double-click site.manifest to open it. The first few lines should look like this:

```
CACHE MANIFEST

# version 2

dining.html
garden.html
index.html
reservations.html
rooms.html

fonts/Calluna-Regular-webfont.eot
```

The version number has changed, and the list has been generated anew, so the online whitelist section header has disappeared.
13. Right-click site.manifest.bak and choose Open with > Dreamweaver from the context menu. The file contains the edit you made in step 9.

You can continue experimenting with the Generate Site Manifest command, selecting the option to list files starting from the site root, and changing the name.

Editing the Manifest File

When deciding how to organize your manifest file, it’s a good idea to look at the size of the files in your site. Unlike media queries, you can’t restrict what is cached by each type of device. It’s an all-or-nothing decision. Unless you’re careful, you could undo all the good work of your media queries by forcing mobile phones to download files they’ll never use.

Overall, the Tozai Hotel site weighs in at 696 KB, broken down as follows:

- **Fonts.** 212 KB
- **Images.** 370 KB
- **JavaScript (external).** 83 KB
- **Style sheets.** 9 KB
- **HTML files.** 22 KB

Quite clearly, the bulk of the weight lies in the first three categories. The fonts are used purely for aesthetic reasons, so they can easily be sacrificed offline. The styles specify alternative fonts anyway. Many of the images are decorative, but the site would be less attractive and meaningful if you got rid of all of them. However, the external JavaScript file is used only by reservations.html, which is meaningless offline. Although the form isn’t connected to a processing script in the example files, in a real website users would need to be online to submit a request about the availability of rooms. So, the external JavaScript can be dispensed with; and reservations.html needs to have a fallback page for offline use.

Losing the fonts, external JavaScript, and some of the images reduces the overall download by approximately half. You can’t avoid serving all the style sheets to every device, but the size is trivial and could be reduced by eliminating comments and unnecessary whitespace.
Here’s my suggested version of site.manifest for the Tozai Hotel site:

CACHE MANIFEST

# version 1

dining.html
garden.html
index.html
rooms.html

images/basin_bg.jpg
images/chef.jpg
images/cherry_blossom.png
images/hotel-room.jpg
images/sashimi.jpg
images/stone-lantern.jpg
images/sushi.jpg

styles/desktop.css
styles/phone.css
styles/tablet.css
styles/tozai.css
styles/tozai_mq.css

FALLBACK:
images/basin_bg_phone.jpg images/basin_bg.jpg
images/basin_bg_tab.jpg images/basin_bg.jpg
reservations.html reservations_off.html

NETWORK:
fonts/Calluna-Regular-webfont.eot
fonts/Calluna-Regular-webfont.svg
fonts/Calluna-Regular-webfont.ttf
fonts/Calluna-Regular-webfont.woff

images/exterior.jpg
images/exterior_tab.jpg
images/sake.jpg
images/sake_tab.jpg
The following points should be noted:

- Only one version of the background image at the top of the page, basin_bg.jpg, is in the explicit section. It’s 37 KB but is required for the desktop layout.
- The fallback section instructs browsers to replace basin_bg_phone.jpg and basic_bg_tab.jpg with the larger image, basin_bg.jpg, when offline. The styles for tablets and phones use the CSS3 `background-size` property to scale the image, so it looks the same in all devices.
- The fallback section tells browsers to substitute reservations_off.html for reservations.html when offline. This tells users to go online to check the availability of rooms (Figure 4.8).

![Reservations Page](image)

- In addition to the fonts, four images that are 183 KB in total have been added to the online whitelist section. This prevents them from being downloaded to the application cache. It means these particular images won’t be available offline (Figure 4.9), but they’re mainly decorative. However, they need to be listed explicitly here. Otherwise, they aren’t displayed even when the user is online.
- The manifest results in browsers caching 177 KB, just 25 percent of the total size of the site.
Attaching the Manifest File

The manifest file needs to be attached to all web pages listed in the explicit section. However, it should not be attached to any pages that you don’t want to be cached, because attaching a manifest automatically adds the file to the explicit section, even if it isn’t listed there.

There are two ways to attach a manifest file in Dreamweaver:

- Manually in Code view
- With the Find and Replace dialog box

To attach a manifest file in Code view:

1. Position the insertion point just before the closing angle bracket of the opening `<html>` tag at the top of the page.

2. Insert a space to bring up code hints. Use your keyboard down arrow key or mouse to select manifest (Figure 4.10), and press Enter/Return or double-click. This inserts `manifest=""` and moves the insertion point to between the quotes.

---

**Figure 4.9** The exterior image isn't shown when the index page is viewed offline on a tablet.

**TIP**

Instead of listing all files that you don’t want to be downloaded, you can use an asterisk (*) on a line of its own after the `NETWORK:` section header as a convenient shortcut.
3. Type `site.manifest` (or the name of your manifest file) between the quotes.

Alternatively, right-click and choose Code Hint Tools > URL Browser from the context menu. Click Browse, and navigate to the manifest file. Click OK (Choose on a Mac) to insert the filename and path.

In a small site like Tozai Hotel, attaching a manifest file manually to each HTML file takes only a couple of minutes, but you need a more efficient approach on a larger site. Dreamweaver doesn’t have a dedicated dialog box to handle this, but the Find and Replace dialog box does the job quickly and easily.

This is how you do it:

1. In the Files panel, Ctrl-click/Command-click to select the files you want to attach the manifest file to (Figure 4.11).
2. Choose Edit > Find and Replace or press Ctrl+F/Command+F to open the Find and Replace dialog box.
3. Set “Find in” to **Selected Files in Site**.
4. Set Search to **Specific Tag**, and select `html` from the adjacent list.
5. If necessary, click the `🔍` icon to remove further search option menus.
6. Set Action to **Set Attribute**, and select `manifest` from the adjacent list.
7. In the To field, type the name (and path, if necessary) of the manifest file. The settings in the Find and Replace dialog box should now look like Figure 4.12.
8. Click Replace All.

9. Dreamweaver warns you that the operation cannot be undone in files that are not currently open and asks you to confirm. Click Yes.

10. The Search tab of the Reports panel opens to display the changes (Figure 4.13).

Right-click the gray area to the right of the tabs, and choose Close Tab Group to close the Reports panel.

Testing a Site Offline

As soon as you add a manifest file to the pages in a site, browsers that support offline web applications start caching the files. Once they’re stored in the application cache, the browser relies on the manifest file to inform it of any changes. It’s worth repeating that the manifest file needs to be updated not only when you add or remove files from the site, but also if existing pages are edited. Consequently, you should attach the manifest file only in the final stages of testing a site. Otherwise, you need to update the manifest’s version number every time you make an adjustment to the site.

When you have decided the site’s ready, create the manifest file, and attach it to the pages you want to make available offline. Then upload the manifest and web pages to your web server.

In theory, the application cache should be created and populated by visiting just one page. However, the time it takes for all files to be downloaded depends entirely on the browser and network conditions.

Figure 4.13 The Reports panel confirms that the manifest attribute has been added to the selected pages.

TIP

If you attach the wrong file or make a mistake in the path name, you can use the Find and Replace dialog box to change the value of the manifest attribute. You can also remove the manifest attribute by setting Action to Remove Attribute.
To test the application cache on a mobile device, disable all wireless connections:

- On iOS, choose Settings, and turn on Airplane Mode.
- On Android devices, choose Settings > Wireless and network(s), and tap Airplane mode or Flight mode to select it.
- On BlackBerry, choose Manage Connections, and tap Turn All Connections Off.

It might take a short while for the mobile device to disconnect from Wi-Fi and other networks.

Once disconnected, open the browser and navigate to the site. Usually, the browser displays a warning telling you there is no network connection (Figure 4.14) or telling you to turn off Airplane Mode (Figure 4.15).

Click OK to dismiss the alert. You should now be able to continue to the site, which should be loaded from the application cache. If you have specified an alternative page in the fallback section, it should be displayed instead of the normal page, as shown in Figure 4.8 earlier in this chapter.

If the alternative page fails to display or if images are missing, there are two likely explanations:

- The manifest file is not being served with the correct MIME type.
- The files are being served from the browser’s normal cache rather than from the application cache.

A simple way to check whether the manifest file is being served with the correct MIME type is to try to load it directly in Firefox, Safari, or IE 9. If the browser asks if you want to save the file, the MIME type is probably OK. The Firefox dialog box actually confirms it as a manifest file (Figure 4.16). If the manifest opens in the browser as plain text, you need to check the .htaccess file or ask the server administrator to verify the MIME type.
The second issue is not quite as easy to check. In my experiments on a small number of mobile devices, browsers appeared to use the application cache only if a file couldn’t be found in the normal cache. For example, my iPad continued to display the online version of reservations.html, even offline. However, going back online and visiting several other sites cleared it out of the cache. Only then did the offline version display correctly.

Generally speaking, the fact that browsers store files in their local cache is beneficial. It avoids unnecessary downloads, saving bandwidth and speeding up the user’s experience. However, you might want to add the following line to the <head> of pages that you don’t want to be available offline:

```
<meta http-equiv="expires" content="-1">
```

This doesn’t prevent the page from being cached, but it expires the page immediately, so the browser always fetches a new version. The downside of using this technique is that the page will always be downloaded afresh.
Going Offline

It doesn’t take a great deal of effort to make a website available offline, although it’s important to update the manifest file by adding a version number or another unique identifier each time you make any changes to the site’s content. However, just because you can make a site available offline doesn’t necessarily mean that you should. Ask yourself whether the site makes sense offline. Remember that a manifest forces the browser to download all files listed in the explicit section, taking up bandwidth and valuable disk space on the user’s device. Firefox asks the user’s permission to create an application cache, but most other browsers don’t.

When creating a manifest, give careful thought to the size and importance of files you add to the explicit section. Are they really vital to the offline version of the site? If not, add them to the online whitelist section or specify substitutes in the fallback section.

All the techniques explored in Chapters 2–4 can be used in websites designed for a wide range of devices from desktops to mobile phones. The rest of the book is devoted to building websites and apps designed specifically for modern smartphones using the jQuery Mobile framework, which has been integrated into Dreamweaver CS5.5.
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Samsung Galaxy Tab, display width and orientation, 81–82, 98
scan media feature, 74
<script> tags, 59, 239
search attribute, 55
search role, 37
search value, data-icon attribute, 184
<section> element, 7–8
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Select Menu, 189, 198–201, 208–209
replacing with text input field, 213–216
Slider, 190, 205–206, 211–212
Text Area, 189, 198
Text Input, 189, 195–197, 209–211, 233
width attribute, 109
width media feature, 74, 78–79
width property, 80
Windows Phone 7
jQuery Mobile, 24, 147
PhoneGap, 220
configuring Dreamweaver, 228–230
Windows version, no support for iOS, 26
WOFF (Web Open Font Format), 39–40
World Wide Web Consortium. See W3C
#wrapper style rule, 92, 100
X – Z
Xcode
downloading, 221
testing Travel Notes app, 266–269
XHTML 1.0, 10
development of HTML, 10
DOCTYPE declaration
HTML 1.0 Strict, 31
replacing with HTML5
DOCTYPE declaration, 7
HTML5
compatibility, 7
converting to, 5, 33–36
XHTML 2.0, 10–11
converting to HTML5, 14
XML (Extensible Markup Language)
versus HTML, 10
XMLHttpRequest object, 12