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Preface

The notion of templates in C++ is over 30 years old. C++ templates were already documented in 1990 in “The Annotated C++ Reference Manual” (ARM; see [EllisStroustrupARM]), and they had been described before then in more specialized publications. However, well over a decade later, we found a dearth of literature that concentrates on the fundamental concepts and advanced techniques of this fascinating, complex, and powerful C++ feature. With the first edition of this book, we wanted to address this issue and decided to write the book about templates (with perhaps a slight lack of humility).

Much has changed in C++ since that first edition was published in late 2002. New iterations of the C++ standard have added new features, and continued innovation in the C++ community has uncovered new template-based programming techniques. The second edition of this book therefore retains the same goals as the first edition, but for “Modern C++.”

We approached the task of writing this book with different backgrounds and with different intentions. David (aka “Daveed”), an experienced compiler implementer and active participant of the C++ Standard Committee working groups that evolve the core language, was interested in a precise and detailed description of all the power (and problems) of templates. Nico, an “ordinary” application programmer and member of the C++ Standard Committee Library Working Group, was interested in understanding all the techniques of templates in a way that he could use and benefit from them. Doug, a template library developer turned compiler implementer and language designer, was interested in collecting, categorizing, and evaluating the myriad techniques used to build template libraries. In addition, we all wanted to share this knowledge with you, the reader, and the whole community to help to avoid further misunderstanding, confusion, or apprehension.

As a consequence, you will see both conceptual introductions with day-to-day examples and detailed descriptions of the exact behavior of templates. Starting from the basic principles of templates and working up to the “art of template programming,” you will discover (or rediscover) techniques such as static polymorphism, type traits, metaprogramming, and expression templates. You will also gain a deeper understanding of the C++ standard library, in which almost all code involves templates.

We learned a lot and we had much fun while writing this book. We hope you will have the same experience while reading it. Enjoy!
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About This Book

The first edition of this book was published almost 15 years ago. We had set out to write the definitive
guide to C++ templates, with the expectation that it would be useful to practicing C++ programmers.
That project was successful: It’s been tremendously gratifying to hear from readers who found our
material helpful, to see our book time and again being recommended as a work of reference, and to
be universally well reviewed.

That first edition has aged well, with most material remaining entirely relevant to the modern C++
programmer, but there is no denying that the evolution of the language—culminating in the “Modern
C++” standards, C++11, C++14, and C++17—has raised the need for a revision of the material in
the first edition.

So with this second edition, our high-level goal has remained unchanged: to provide the definitive
guide to C++ templates, including both a solid reference and an accessible tutorial. This time, how-
ever, we work with the “Modern C++” language, which is a significantly bigger beast (still!) than the
language available at the time of the prior edition.

We’re also acutely aware that C++ programming resources have changed (for the better) since the
first edition was published. For example, several books have appeared that develop specific template-
based applications in great depth. More important, far more information about C++ templates and
template-based techniques is easily available online, as are examples of advanced uses of these tech-
niques. So in this edition, we have decided to emphasize a breadth of techniques that can be used in
a variety of applications.

Some of the techniques we presented in the first edition have become obsolete because the C++
language now offers more direct ways of achieving the same effects. Those techniques have been
dropped (or relegated to minor notes), and instead you’ll find new techniques that show the state-of-
the-art uses of the new language.

We’ve now lived over 20 years with C++ templates, but the C++ programmers’ community still
regularly finds new fundamental insights into the way they can fit in our software development needs.
Our goal with this book is to share that knowledge but also to fully equip the reader to develop new
understanding and, perhaps, discover the next major C++ technique.
What You Should Know Before Reading This Book

To get the most from this book, you should already know C++. We describe the details of a particular language feature, not the fundamentals of the language itself. You should be familiar with the concepts of classes and inheritance, and you should be able to write C++ programs using components such as IOstreams and containers from the C++ standard library. You should also be familiar with the basic features of “Modern C++”, such as auto, decltype, move semantics, and lambdas. Nevertheless, we review more subtle issues as the need arises, even when such issues aren’t directly related to templates. This ensures that the text is accessible to experts and intermediate programmers alike.

We deal primarily with the C++ language revisions standardized in 2011, 2014, and 2017. However, at the time of this writing, the ink is barely dry on the C++17 revision, and we expect that most of our readers will not be intimately familiar with its details. All revisions had a significant impact on the behavior and usage of templates. We therefore provide short introductions to those new features that have the greatest bearing on our subject matter. However, our goal is neither to introduce the modern C++ standards nor to provide an exhaustive description of the changes from the prior versions of this standard ([C++98] and [C++03]). Instead, we focus on templates as designed and used in C++, using the modern C++ standards ([C++11], [C++14], and [C++17]) as our basis, and we occasionally call out cases where the modern C++ standards enable or encourage different techniques than the prior standards.

Overall Structure of the Book

Our goal is to provide the information necessary to start using templates and benefit from their power, as well as to provide information that will enable experienced programmers to push the limits of the state-of-the-art. To achieve this, we decided to organize our text in parts:

- Part I introduces the basic concepts underlying templates. It is written in a tutorial style.
- Part II presents the language details and is a handy reference to template-related constructs.
- Part III explains fundamental design and coding techniques supported by C++ templates. They range from near-trivial ideas to sophisticated idioms.

Each of these parts consists of several chapters. In addition, we provide a few appendixes that cover material not exclusively related to templates (e.g., an overview of overload resolution in C++). An additional appendix covers concepts, which is a fundamental extension to templates that has been included in the draft for a future standard (C++20, presumably).

The chapters of Part I are meant to be read in sequence. For example, Chapter 3 builds on the material covered in Chapter 2. In the other parts, however, the connection between chapters is considerably looser. Cross references will help readers jump through the different topics.

Last, we provide a rather complete index that encourages additional ways to read this book out of sequence.
How to Read This Book

If you are a C++ programmer who wants to learn or review the concepts of templates, carefully read Part I, The Basics. Even if you’re quite familiar with templates already, it may help to skim through this part quickly to familiarize yourself with the style and terminology that we use. This part also covers some of the logistical aspects of organizing your source code when it contains templates.

Depending on your preferred learning method, you may decide to absorb the many details of templates in Part II, or instead you could read about practical coding techniques in Part III (and refer back to Part II for the more subtle language issues). The latter approach is probably particularly useful if you bought this book with concrete day-to-day challenges in mind.

The appendices contain much useful information that is often referred to in the main text. We have also tried to make them interesting in their own right.

In our experience, the best way to learn something new is to look at examples. Therefore, you’ll find a lot of examples throughout the book. Some are just a few lines of code illustrating an abstract concept, whereas others are complete programs that provide a concrete application of the material. The latter kind of examples will be introduced by a C++ comment describing the file containing the program code. You can find these files at the Web site of this book at http://www.tmplbook.com.

Some Remarks About Programming Style

C++ programmers use different programming styles, and so do we: The usual questions about where to put whitespace, delimiters (braces, parentheses), and so forth came up. We tried to be consistent in general, although we occasionally make concessions to the topic at hand. For example, in tutorial sections, we may prefer generous use of whitespace and concrete names to help visualize code, whereas in more advanced discussions, a more compact style could be more appropriate.

We do want to draw your attention to one slightly uncommon decision regarding the declaration of types, parameters, and variables. Clearly, several styles are possible:

```cpp
void foo (const int &x);
void foo (const int& x);
void foo (int const &x);
void foo (int const& x);
```

Although it is a bit less common, we decided to use the order `int const` rather than `const int` for “constant integer.” We have two reasons for using this order. First, it provides for an easier answer to the question, “What is constant?” It’s always what is in front of the `const` qualifier. Indeed, although

```cpp
const int N = 100;
```

is equivalent to

```cpp
int const N = 100;
```

there is no equivalent form for

```cpp
int* const bookmark; // the pointer cannot change, but the value pointed to can
```
that would place the const qualifier before the pointer operator *. In this example, it is the pointer itself that is constant, not the int to which it points.

Our second reason has to do with a syntactical substitution principle that is very common when dealing with templates. Consider the following two type declarations using the typedef keyword:

```cpp
typedef char* CHARS;
typedef CHARS const CPTR; // constant pointer to chars
```

or using the using keyword:

```cpp
using CHARS = char*;
using CPTR = CHARS const; // constant pointer to chars
```

The meaning of the second declaration is preserved when we textually replace CHARS with what it stands for:

```cpp
typedef char* const CPTR; // constant pointer to chars
```

or:

```cpp
using CPTR = char* const; // constant pointer to chars
```

However, if we write const before the type it qualifies, this principle doesn’t apply. Consider the alternative to our first two type definitions presented earlier:

```cpp
typedef char* CHARS;
typedef const CHARS CPTR; // constant pointer to chars
```

Textually replacing CHARS results in a type with a different meaning:

```cpp
typedef const char* CPTR; // pointer to constant chars
```

The same observation applies to the volatile specifier, of course.

Regarding whitespaces, we decided to put the space between the ampersand and the parameter name:

```cpp
void foo (int const& x);
```

By doing this, we emphasize the separation between the parameter type and the parameter name. This is admittedly more confusing for declarations such as

```cpp
char* a, b;
```

where, according to the rules inherited from C, a is a pointer but b is an ordinary char. To avoid such confusion, we simply avoid declaring multiple entities in this way.

This is primarily a book about language features. However, many techniques, features, and helper templates now appear in the C++ standard library. To connect these two, we therefore demonstrate

---

1 Note that in C++, a type definition defines a “type alias” rather than a new type (see Section 2.8 on page 38). For example:

```cpp
typedef int Length; // define Length as an alias for int
int i = 42;
Length l = 88;
i = l; // OK
l = i; // OK
```
template techniques by illustrating how they are used to implement certain library components, and we use standard library utilities to build our own more complex examples. Hence, we use not only headers such as `<iostream>` and `<string>` (which contain templates but are not particularly relevant to define other templates) but also `<cstdlib>`, `<utility>`, `<functional>`, and `<type_traits>` (which do provide building blocks for more complex templates).

In addition, we provide a reference, Appendix D, about the major template utilities provided by the C++ standard library, including a detailed description of all the standard type traits. These are commonly used at the core of sophisticated template programming.

The C++11, C++14, and C++17 Standards

The original C++ standard was published in 1998 and subsequently amended by a technical corrigendum in 2003, which provided minor corrections and clarifications to the original standard. This “old C++ standard” is known as C++98 or C++03.

The C++11 standard was the first major revision of C++ driven by the ISO C++ standardization committee, bringing a wealth of new features to the language. A number of these new features interact with templates and are described in this book, including:

- Variadic templates
- Alias templates
- Move semantics, rvalue references, and perfect forwarding
- Standard type traits

C++14 and C++17 followed, both introducing some new language features, although the changes brought about by these standards were not quite as dramatic as those of C++11. New features interacting with templates and described in this book include but are not limited to:

- Variable templates (C++14)
- Generic Lambdas (C++14)
- Class template argument deduction (C++17)
- Compile-time if (C++17)
- Fold expressions (C++17)

We even describe concepts (template interfaces), which are currently slated for inclusion in the forthcoming C++20 standard.

At the time of this writing, the C++11 and C++14 standards are broadly supported by the major compilers, and C++17 is largely supported also. Still, compilers differ greatly in their support of the different language features. Several will compile most of the code in this book, but a few compilers may not be able to handle some of our examples. However, we expect that this problem will soon be resolved as programmers everywhere demand standard support from their vendors.

---

2 The committee now aims at issuing a new standard roughly every 3 years. Clearly, that leaves less time for massive additions, but it brings the changes more quickly to the broader programming community. The development of larger features, then, spans time and might cover multiple standards.
Even so, the C++ programming language is likely to continue to evolve as time passes. The experts of the C++ community (regardless of whether they participate in the C++ Standardization Committee) are discussing various ways to improve the language, and already several candidate improvements affect templates. Chapter 17 presents some trends in this area.

Example Code and Additional Information

You can access all example programs and find more information about this book from its Web site, which has the following URL:

http://www.tmplbook.com

Feedback

We welcome your constructive input—both the negative and the positive. We worked very hard to bring you what we hope you’ll find to be an excellent book. However, at some point we had to stop writing, reviewing, and tweaking so we could “release the product.” You may therefore find errors, inconsistencies, and presentations that could be improved, or topics that are missing altogether. Your feedback gives us a chance to inform all readers through the book’s Web site and to improve any subsequent editions.

The best way to reach us is by email. You will find the email address at the Web site of this book:

http://www.tmplbook.com

Please, be sure to check the book’s Web site for the currently known errata before submitting reports. Many thanks.
Chapter 4

Variadic Templates

Since C++11, templates can have parameters that accept a variable number of template arguments. This feature allows the use of templates in places where you have to pass an arbitrary number of arguments of arbitrary types. A typical application is to pass an arbitrary number of parameters of arbitrary type through a class or framework. Another application is to provide generic code to process any number of parameters of any type.

4.1 Variadic Templates

Template parameters can be defined to accept an unbounded number of template arguments. Templates with this ability are called variadic templates.

4.1.1 Variadic Templates by Example

For example, you can use the following code to call print() for a variable number of arguments of different types:

```cpp
#include <iostream>

void print ()
{
}

template<typename T, typename... Types>
void print (T firstArg, Types... args)
{
    std::cout << firstArg << '\n';  // print first argument
    print(args...);  // call print() for remaining arguments
}
```
If one or more arguments are passed, the function template is used, which by specifying the first argument separately allows printing of the first argument before recursively calling print() for the remaining arguments. These remaining arguments named `args` are a function parameter pack:

```cpp
void print (T firstArg, Types... args)
```

using different “Types” specified by a template parameter pack:

```cpp
template<typename T, typename... Types>
```

To end the recursion, the nontemplate overload of `print()` is provided, which is issued when the parameter pack is empty.

For example, a call such as

```cpp
std::string s("world");
print (7.5, "hello", s);
```

would output the following:

```
7.5
hello
world
```

The reason is that the call first expands to

```cpp
print<double, char const*, std::string> (7.5, "hello", s);
```

with

- `firstArg` having the value 7.5 so that type `T` is a `double` and
- `args` being a variadic template argument having the values "hello" of type `char const*` and "world" of type `std::string`.

After printing 7.5 as `firstArg`, it calls `print()` again for the remaining arguments, which then expands to:

```cpp
print<char const*, std::string> ("hello", s);
```

with

- `firstArg` having the value "hello" so that type `T` is a `char const*` here and
- `args` being a variadic template argument having the value of type `std::string`.

After printing "hello" as `firstArg`, it calls `print()` again for the remaining arguments, which then expands to:

```cpp
print<std::string> (s);
```

with

- `firstArg` having the value "world" so that type `T` is a `std::string` now and
- `args` being an empty variadic template argument having no value.

Thus, after printing "world" as `firstArg`, we calls `print()` with no arguments, which results in calling the nontemplate overload of `print()` doing nothing.
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4.1.2 Overloading Variadic and Nonvariadic Templates

Note that you can also implement the example above as follows:

```cpp
#include <iostream>

template<typename T>
void print (T arg)
{
    std::cout << arg << 'n'; // print passed argument
}

template<typename T, typename... Types>
void print (T firstArg, Types... args)
{
    print(firstArg); // call print() for the first argument
    print(args...); // call print() for remaining arguments
}
```

That is, if two function templates only differ by a trailing parameter pack, the function template without the trailing parameter pack is preferred.\(^\text{1}\) Section \text{C.3.1} on page 688 explains the more general overload resolution rule that applies here.

4.1.3 Operator `sizeof...`

C++11 also introduced a new form of the `sizeof` operator for variadic templates: `sizeof...`. It expands to the number of elements a parameter pack contains. Thus,

```cpp
template<typename T, typename... Types>
void print (T firstArg, Types... args)
{
    std::cout << sizeof...(Types) << 'n'; // print number of remaining types
    std::cout << sizeof...(args) << '\n'; // print number of remaining args
    ...
}
```

twice prints the number of remaining arguments after the first argument passed to `print()`. As you can see, you can call `sizeof...` for both template parameter packs and function parameter packs.

This might lead us to think we can skip the function for the end of the recursion by not calling it in case there are no more arguments:

\(^\text{1}\) Initially, in C++11 and C++14 this was an ambiguity, which was fixed later (see [CoreIssue1395]), but all compilers handle it this way in all versions.
However, this approach doesn’t work because in general both branches of all if statements in function templates are instantiated. Whether the instantiated code is useful is a run-time decision, while the instantiation of the call is a compile-time decision. For this reason, if you call the print() function template for one (last) argument, the statement with the call of print(args...) still is instantiated for no argument, and if there is no function print() for no arguments provided, this is an error.

However, note that since C++17, a compile-time if is available, which achieves what was expected here with a slightly different syntax. This will be discussed in Section 8.5 on page 134.

### 4.2 Fold Expressions

Since C++17, there is a feature to compute the result of using a binary operator over all the arguments of a parameter pack (with an optional initial value). For example, the following function returns the sum of all passed arguments:

```cpp
template<typename... T>
auto foldSum (T... s) {
    return (... + s);  // ((s1 + s2) + s3)...
}
```

If the parameter pack is empty, the expression is usually ill-formed (with the exception that for operator && the value is true, for operator || the value is false, and for the comma operator the value for an empty parameter pack is void()).

Table 4.1 lists the possible fold expressions.

<table>
<thead>
<tr>
<th>Fold Expression</th>
<th>Evaluation</th>
</tr>
</thead>
<tbody>
<tr>
<td>( ... op pack )</td>
<td>(((pack1 op pack2) op pack3) ... op packN)</td>
</tr>
<tr>
<td>( pack op ... )</td>
<td>(pack1 op (... (packN-1 op packN)))</td>
</tr>
<tr>
<td>( init op ... op pack )</td>
<td>(((init op pack1) op pack2) ... op packN)</td>
</tr>
<tr>
<td>( pack op ... op init )</td>
<td>(pack1 op (... (packN op init)))</td>
</tr>
</tbody>
</table>

Table 4.1. Fold Expressions (since C++17)

You can use almost all binary operators for fold expressions (see Section 12.4.6 on page 208 for details). For example, you can use a fold expression to traverse a path in a binary tree using operator 

```cpp
->*;
```
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basics/foldtraverse.cpp

```cpp
// define binary tree structure and traverse helpers:
struct Node {
  int value;
  Node* left;
  Node* right;
  Node(int i=0) : value(i), left(nullptr), right(nullptr) {
  }
  ...
};
auto left = &Node::left;
auto right = &Node::right;

// traverse tree, using fold expression:
template<typename T, typename... TP>
Node* traverse (T np, TP... paths) {
  return (np ->* ... ->* paths);  // np ->* paths1 ->* paths2 ...
}

int main()
{
  // init binary tree structure:
  Node* root = new Node{0};
  root->left = new Node{1};
  root->left->right = new Node{2};
  ...
  // traverse binary tree:
  Node* node = traverse(root, left, right);
  ...
}
```

Here,

```
(np ->* ... ->* paths)
```

uses a fold expression to traverse the variadic elements of `paths` from `np`.

With such a fold expression using an initializer, we might think about simplifying the variadic template to print all arguments, introduced above:

```cpp
template<typename... Types>
void print (Types const&... args)
{
  (std::cout << ... << args) << \n;
}
```
However, note that in this case no whitespace separates all the elements from the parameter pack. To do that, you need an additional class template, which ensures that any output of any argument is extended by a space:

```cpp
template<typename T>
class AddSpace
{
  private:
    T const& ref;              // refer to argument passed in constructor
  public:
    AddSpace(T const& r): ref(r) {}
    friend std::ostream& operator<< (std::ostream& os, AddSpace<T> s) {
      return os << s.ref << ' ';  // output passed argument and a space
    }
};
```

```cpp
template<typename... Args>
void print (Args... args) {
  ( std::cout << ... << AddSpace(args) ) << 'n';
}
```

Note that the expression `AddSpace(args)` uses class template argument deduction (see Section 2.9 on page 40) to have the effect of `AddSpace<Args>(args)`, which for each argument creates an `AddSpace` object that refers to the passed argument and adds a space when it is used in output expressions.

See Section 12.4.6 on page 207 for details about fold expressions.

### 4.3 Application of Variadic Templates

Variadic templates play an important role when implementing generic libraries, such as the C++ standard library.

One typical application is the forwarding of a variadic number of arguments of arbitrary type. For example, we use this feature when:

- Passing arguments to the constructor of a new heap object owned by a shared pointer:
  ```cpp
  // create shared pointer to complex<float> initialized by 4.2 and 7.7:
  auto sp = std::make_shared<std::complex<float>>(4.2, 7.7);
  ```

- Passing arguments to a thread, which is started by the library:
  ```cpp
  std::thread t (foo, 42, "hello");  // call foo(42,"hello") in a separate thread
  ```
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- Passing arguments to the constructor of a new element pushed into a vector:
  ```cpp
  std::vector<Customer> v;
  ...
  v.emplace("Tim", "Jovi", 1962); // insert a Customer initialized by three arguments
  ```

Usually, the arguments are “perfectly forwarded” with move semantics (see Section 6.1 on page 91), so that the corresponding declarations are, for example:

```cpp
namespace std {
  template<typename T, typename... Args> shared_ptr<T>
  make_shared(Args&&... args);

  class thread {
    public:
      template<typename F, typename... Args>
      explicit thread(F&& f, Args&&... args);
    ...
  };

  template<typename T, typename Allocator = allocator<T>>
  class vector {
    public:
      template<typename... Args> reference emplace_back(Args&&... args);
    ...
  };
}
```

Note also that the same rules apply to variadic function template parameters as for ordinary parameters. For example, if passed by value, arguments are copied and decay (e.g., arrays become pointers), while if passed by reference, parameters refer to the original parameter and don’t decay:

```cpp
// args are copies with decayed types:
template<typename... Args> void foo (Args... args);
// args are nondecayed references to passed objects:
template<typename... Args> void bar (Args const&... args);
```

### 4.4 Variadic Class Templates and Variadic Expressions

Besides the examples above, parameter packs can appear in additional places, including, for example, expressions, class templates, using declarations, and even deduction guides. Section 12.4.2 on page 202 has a complete list.
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You can do more than just forward all the parameters. You can compute with them, which means to compute with all the parameters in a parameter pack.

For example, the following function doubles each parameter of the parameter pack args and passes each doubled argument to print():

```cpp
template<typename... T>
void printDoubled (T const&... args)
{
    print (args + args...);
}
```

If, for example, you call

```cpp
printDoubled(7.5, std::string("hello"), std::complex<float>(4,2));
```

the function has the following effect (except for any constructor side effects):

```cpp
print(7.5 + 7.5,
    std::string("hello") + std::string("hello"),
    std::complex<float>(4,2) + std::complex<float>(4,2);
```

If you just want to add 1 to each argument, note that the dots from the ellipsis may not directly follow a numeric literal:

```cpp
template<typename... T>
void addOne (T const&... args)
{
    print (args + 1...);
    // ERROR: 1... is a literal with too many decimal points
    print (args + 1 ...);  // OK
    print ((args + 1)...);  // OK
}
```

Compile-time expressions can include template parameter packs in the same way. For example, the following function template returns whether the types of all the arguments are the same:

```cpp
template<typename T1, typename... TN>
constexpr bool isHomogeneous (T1, TN...)
{
    return (std::is_same<T1,TN>::value && ...
        // since C++17
}
```

This is an application of fold expressions (see Section 4.2 on page 58): For

```cpp
isHomogeneous(43, -1, "hello")
```

the expression for the return value expands to

```cpp
std::is_same<int,int>::value && std::is_same<int,char const*>::value
```

and yields false, while

```cpp
isHomogeneous("hello", " ", "world", "!")
```

yields true because all passed arguments are deduced to be char const* (note that the argument types decay because the call arguments are passed by value).
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4.4.2 Variadic Indices

As another example, the following function uses a variadic list of indices to access the corresponding element of the passed first argument:

```cpp
template<typename C, typename... Idx>
void printElems (C const& coll, Idx... idx)
{
    print (coll[idx]...);
}
```

That is, when calling

```cpp
std::vector<std::string> coll = {"good", "times", "say", "bye"};
printElems(coll, 2, 0, 3);
```

the effect is to call

```cpp
print (coll[2], coll[0], coll[3]);
```

You can also declare nontype template parameters to be parameter packs. For example:

```cpp
template<std::size_t... Idx, typename C>
void printIdx (C const& coll)
{
    print (coll[Idx]...);
}
```

allows you to call

```cpp
std::vector<std::string> coll = {"good", "times", "say", "bye"};
printIdx<2, 0, 3>(coll);
```

which has the same effect as the previous example.

4.4.3 Variadic Class Templates

Variadic templates can also be class templates. An important example is a class where an arbitrary number of template parameters specify the types of corresponding members:

```cpp
template<typename... Elements>
class Tuple;
```

```cpp
Tuple<int, std::string, char> t;  // t can hold integer, string, and character
```

This will be discussed in Chapter 25.

Another example is to be able to specify the possible types objects can have:

```cpp
template<typename... Types>
class Variant;
```

```cpp
Variant<int, std::string, char> v;  // v can hold integer, string, or character
```

This will be discussed in Chapter 26.
You can also define a class that as a type represents a list of indices:

// type for arbitrary number of indices:

```cpp
template<std::size_t...>
struct Indices {
};
```

This can be used to define a function that calls `print()` for the elements of a `std::array` or `std::tuple` using the compile-time access with `get<>()` for the given indices:

```cpp
template<typename T, std::size_t... Idx>
void printByIdx(T t, Indices<Idx...>)
{
    print(std::get<Idx>(t)...);
}
```

This template can be used as follows:

```cpp
std::array<std::string, 5> arr = {"Hello", "my", "new", "!", "World"};
printByIdx(arr, Indices<0, 4, 3>());
```

or as follows:

```cpp
auto t = std::make_tuple(12, "monkeys", 2.0);
printByIdx(t, Indices<0, 1, 2>());
```

This is a first step towards meta-programming, which will be discussed in Section 8.1 on page 123 and Chapter 23.

### 4.4.4 Variadic Deduction Guides

Even deduction guides (see Section 2.9 on page 42) can be variadic. For example, the C++ standard library defines the following deduction guide for `std::array`:

```cpp
namespace std {
    template<typename T, typename... U> array(T, U...) -> array<enable_if_t<(is_same_v<T, U1> && ...), T>,
                                                  (1 + sizeof...(U))>;
}
```

An initialization such as

```cpp
std::array<int, 3> a{42, 45, 77};
```

deduces `T` in the guide to the type of the element, and the various `U...` types to the types of the subsequent elements. The total number of elements is therefore `1 + sizeof...(U)`:

```cpp
std::array<int, 3> a{42, 45, 77};
```

The `std::enable_if<>` expression for the first array parameter is a fold expression that (as introduced as `isHomogeneous()` in Section 4.4.1 on page 62) expands to:

```cpp
is_same_v<T, U1> && is_same_v<T, U2> && is_same_v<T, U3> ...
```

If the result is not `true` (i.e., not all the element types are the same), the deduction guide is discarded and the overall deduction fails. This way, the standard library ensures that all elements must have the same type for the deduction guide to succeed.
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4.4.5 Variadic Base Classes and \texttt{using}

Finally, consider the following example:

```cpp
// basics/varusing.cpp
#include <string>
#include <unordered_set>

class Customer
{
    private:
        std::string name;
    public:
        Customer(std::string const& n) : name(n) {} 
        std::string getName() const { return name; }
};

struct CustomerEq {
    bool operator() (Customer const& c1, Customer const& c2) const {
        return c1.getName() == c2.getName();
    }
};

struct CustomerHash {
    std::size_t operator() (Customer const& c) const {
        return std::hash<std::string>()(c.getName());
    }
};

// define class that combines \texttt{operator()} for variadic base classes:
template<typename... Bases>
struct Overloader : Bases...
{
    using Bases::operator...; // OK since C++17
};

int main()
{
    // combine hasher and equality for customers in one type:
    using CustomerOP = Overloader<CustomerHash,CustomerEq>;

    std::unordered_set<Customer,CustomerHash,CustomerEq> coll1;
    std::unordered_set<Customer,CustomerOP,CustomerOP> coll2;
    ...
}
```
Here, we first define a class `Customer` and independent function objects to hash and compare `Customer` objects. With

```cpp
template<typename... Bases>
struct Overloader : Bases...
{
    using Bases::operator()...;  // OK since C++17
};
```

we can define a class derived from a variadic number of base classes that brings in the `operator()` declarations from each of those base classes. With

```cpp
using CustomerOP = Overloader<CustomerHash,CustomerEq>;
```

we use this feature to derive `CustomerOP` from `CustomerHash` and `CustomerEq` and enable both implementations of `operator()` in the derived class.

See Section 26.4 on page 611 for another application of this technique.

### 4.5 Summary

- By using parameter packs, templates can be defined for an arbitrary number of template parameters of arbitrary type.
- To process the parameters, you need recursion and/or a matching nonvariadic function.
- Operator `sizeof...` yields the number of arguments provided for a parameter pack.
- A typical application of variadic templates is forwarding an arbitrary number of arguments of arbitrary type.
- By using fold expressions, you can apply operators to all arguments of a parameter pack.
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