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Synchronous message, 208
Syntax, of Unified Modeling Language, 154–55
System administrator, 311
System architecture. See also Satellite Navigation System
for traffic management system, 407–8
System functions, in behavior analysis, 133
System use cases, 343–47
Systems engineering, 334

T
Task planning, 305–6
Team meetings, 305
Team roles, 309–12
Technology adoption, 325–26
Telemetry data, 99
Temperature measurement
abstraction in, 47–50
in weather monitoring system, 454–55
Template classes, 197–98
Testing, 314
Thomas Aquinas, 126
Time and space semantics, of operation, 115–16
Time-frame-based processing, 473–74, 474f
Timing diagrams, 231–35
TIOBE Programming Community Index, 538, 540f
Tools
in design methodology, 27
kinds of, 322–23
organizational implications of, 323–24
role of, 153
visual. See Diagrams and diagram notation
Toolsmith, 311, 323–34
Top-down structured design, 21
Topology of structured design, 21
Traffic management system
architecture for
block diagram in, 389f, 392
defining, 389–91
deployment diagram in, 394f
hardware and software allocations, 391–94
sequence diagram in, 392f
system functionality and, 385–87
class diagram in, 398, 399f
construction phase in, 396–97
decomposition in, 408–10
elaboration phase of, 385
inception phase of, 376
information display in, 404–5
key abstractions in, 395–96
Traffic management system (continued)
message passing in, 397–400
post-transition phase in, 411–12
release management in, 406–7
requirements for, 377–79
schedule planning in, 401–4
sensor data acquisition in, 405–6
software design for, 407–8
subsystem specification fin, 408–10
use cases determination, 378–84
Transition phase, 267
Transitions
completion, 221
controlling, 222–24
defined, 220
Type, vs. class, 64n
Type consistency, 66
Typing
benefits of, 65–66
meaning of, 64–66
static and dynamic, 65–66

U
Unified Modeling Language (UML)
background of, 148
classification of, 149–51, 150f
defined, 148
diagrams in. See Diagrams
evolution of, 154
models in, 148–49, 152–53
purpose of, 147–48
resources on, 155
subset use in, 151–52
syntax and semantics of, 154–55
Unqualified name, 163
URL redirection, 499
U.S. Global Positioning System (GPS), 334, 335
Use case model, 135
actors in, 176, 493
generalization in, 185
include and exclude relationships in, 180–84
noun-verb analysis in, 508
purpose of, 175–76
for satellite navigation system, 346f
mission, 339–43
segment, 357–358r
system, 343–47
specifying details in, 177–80
success scenario and, 341–42
for traffic management system, 378–84, 380f
for vacation tracking system, 492–93, 501–6
for weather monitoring system, 464–73
Web-centric systems and, 492–93
User experience model, 506–8, 507f
User interface mechanism
in vacation tracking system, 529–34
in weather monitoring system, 483–87
UX model, 506, 530

V
Vacation tracking system. See also Web applications
analysis and design models in, 508–19
communication diagram in, 516f
construction phase in, 506
controllers in, 528–29
deployment view in, 494–96, 495f
elaboration phase in, 494
entities in, 519–23
finder methods in, 528
implementation view of, 501
logical view in, 496–98, 497f
object diagram in, 514–15, 515f
post-transition phase in, 534–35
primary key generation in, 525–27
process view in, 498–501
requirements of, 490–92
rule types in, 511
service data objects in, 523–24, 525f
state machine diagram in, 510f
technologies in, 517
use case model in, 492–93
user experience model in, 506–8
Version control, 312–13
Virtual case file system, 303
Virtual machine abstraction, 45
Visibility
in class diagram, 198–200, 199f
in class interface, 95
of elements, 157–58
between objects, 89–91
in package diagram, 157–58
in relationship choice, 117
von Neumann architectures, 39
Weak typing, 66
Weather monitoring system
   architectural framework of, 473–74, 475f
   construction phase in, 474
   display mechanism in, 482–83
   elaboration phase of, 463
   frame mechanism in, 474–79
   hardware platform for, 451, 452/
   post-transition phase in, 487–88
   release planning for, 479–80
   requirements for, 450
   scenarios of use in, 462–63
   sensor class hierarchy in, 460/
   sensor mechanism in, 480–82
   superclass in, 457–58
   temperature sensors in, 454–55
   time and date class in, 452–54
   timer class in, 461–62, 462f
   use cases in, 464–73
   user interface mechanism in, 470f, 483–87
Web applications, 489–90. See also Vacation
   tracking system
      architecture of, 494
      business logic in, 533–34
      changes in, 535
      client state management in, 499
      logical components in, 496
      processes in, 498
      server-side software in, 535
      user interface in, 529–34
Web page design, 529–34
White-box activity diagram, 356f, 365, 367f

XP lifecycle, 267–68

Zooming in and out, 225