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  By Leslie Ekas   

 Your team embarked on adopting agile a while ago, but the results you expected to see by now 

just haven’t materialized. To be honest, you’re kind of surprised, especially given all the hype 

about agile, the stories of wild success you’ve seen online, and the tremendous enthusiasm 

expressed by the team early on. There might even be some whispered talk in the hallway about 

“chucking this agile thing” and going back to waterfall. If you find yourself in a situation similar 

to this, then this book is for you.  

 The target audience is software engineers and leaders who understand how to apply agile to 

software development but may find their teams falling back into old habits when the going gets 

tough or because an old waterfall approach seems like the right thing to do. It is also for those 

teams that have adopted agile but do not feel like there has been a significant improvement. Our 

goal in writing this book is to give you the means to  be agile  as well as to help keep you from 

“waterfalling backward.”  

 Transforming to agile from waterfall is no small undertaking. Resorting to old habits when 

trouble hits is what our instincts tell us to do. When I started to learn agile, the first organization 

I led experienced challenges adopting agile but, fortunately, I got some unwavering encourage-

ment and then some timely help. Let me explain: I first learned about agile in early 2007 in a 

class led by Tom and Mary Poppendieck. Following the class one of my teams jumped into agile 

and after approximately 6 months concluded that it was enabling us to deliver better value to our 

customers. However, the change was not compelling, we were  not getting all the practices to suc-

ceed, and we were wondering when “the big moment” would happen when significant benefits 

became obvious. My team leaders and I had the opportunity to get additional coaching from Tom 

and Mary after the class to help our team address our specific problems. We described the chal-

lenges we faced with our agile adoption: not getting to “Done!” each iteration, not working well 
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together as a team, failing to break our pattern of building up project debt, and so forth. We were 

discouraged and hoped that they would give us the key to resolving our  problems. Tom and Mary 

both smiled and said, “You’ll do fine.” I wanted to scream! “What do you mean by ‘fine’?!?!? 

We can’t get it right! And you can’t believe how many problems we have to fix!”  

 It took me a while to understand their reaction. They did give us the key to resolving our 

problems, or at least they told us that we already had the key. They knew we were trying new 

ideas and wanted to have more success than we had experienced. They knew that with more suc-

cess, we would try harder and get better—and they were right. Teams that are actually trying to 

get better are well on their way to becoming agile.  

 In our quest to get better, my team did finally experience a pivotal moment that not 

only fixed a significant waterfall problem that we had but also changed the way that we thought 

about working together. We wrote this book for anyone who wants to break through old ways of 

thinking—but may need a few tricks to get there.  

 Now let me start from the beginning and describe the events that led Scott and me to write 

this book. I worked for years as a software developer and then as manager in typical waterfall-

style projects. Our teams had good engineering discipline and shipped good products; however, 

I did not think that we were delivering high enough value or quality to our customers. I was frus-

trated because I did not know how to fix the problems. We looked at several popular approaches 

but none of them got my attention until I learned about agile. When I started practicing agile in  

2007, I was excited because this approach made sense, and the literature indicated that adopting 

agile produced some believable and compelling results.  

 My team started its agile journey implementing daily standup meetings, using 1-month 

iterations, completing iteration planning, demonstrations, and reflections, and even trying to 

build a product backlog. I noticed several positive changes taking place within the team—but did 

I think the move to agile was compelling? To be honest, no. Our results were not earth shaking. 

We were productive before moving to agile and that had not changed significantly.  

 At first, my team was organized like many traditional teams are—by discipline. We had 

very skilled teams working on the product; however, they were used to working in their silos—

and that is where they stayed. They met as a group but worked in their individual disciplines. 

This same problem kept surfacing during our reflections at the end of each iteration—we were 

not working well together. We tried to fix this problem in a variety of ways but nothing worked, 

and most of us sensed that not solving this problem would lead to defeat with agile. An outside 

consultant suggested that  we try  bullpens  (more on this in  Chapter   1   , “Whole Teams”)—and it 

worked. I mean, it really worked, immediately. Our team started to become a whole team, and it 

made a difference in our results. The change was so compelling that we never looked back. This 

was our breakthrough. Given how eye opening my team’s first breakthrough was, it prompted us 

to continually look for other breakthroughs. This book is the result of our efforts and experiences 

in discovering other breakthroughs.  
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 The goal for this book is to help teams that have adopted agile but are struggling to make 

it stick, or struggling to get compelling value from it, or both. Old habits die hard, and in those 

instances when agile does not stick, it is often because teams have not experienced an “Ah-ha!” 

moment that changes the way they think. When no compelling improvements are noted, teams 

tend to “waterfall backward” one compromise (or excuse) at a time. Symptoms of waterfalling 

backward include moving to longer iterations, resetting iteration end dates, not breaking down 

user stories to fit into an  iteration, measuring project progress based on individual disciplines 

instead of focusing on “working software,” and an inability to share the work due to limited 

domain expertise.  

 In this book we offer several breakthrough techniques that enable teams to experience 

enough of an “Ah-ha!” moment that it breaks typical, reflexive waterfall thinking, thus allowing 

agile thinking which, in turn, helps transform software engineering teams from simply “doing 

agile” to actually “being agile”—with the resulting increase in realized benefits.  

 So back to my opening comments: If you’re looking for ways to get better, you’ve passed 

the first hurdle to actually getting better. In addition, if you know that your team needs to get bet-

ter but have difficulty convincing others that more benefits can be gained from moving further 

down the agile path, this book is also for you. Our hope is that you discover valuable techniques 

and gain new insights that help you continually improve. We also hope that your successes excite 

other teams in your organization (especially those on the verge of giving up) to press on.  We like 

to see teams not only adopt agile, but also make it stick. Agile is fun and it helps teams produce 

higher value and higher quality software.  

  Join the Conversation  
 We encourage you to join the agile conversation on our blog: “Being Agile.” You can find it at 

 www.ibm.com/developerworks/community/blogs/beingagile/?lang=en .      

http://www.ibm.com/developerworks/community/blogs/beingagile/?lang=en
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1

    

 Introduction  

     By Leslie Ekas    

     Who This Book Is For  
 Transforming from a waterfall-based methodology to agile is no small undertaking. This book is 

for people who may find their team falling back into old habits when the going gets tough or just 

because an old waterfall approach seems like the right thing to do. It is also for those teams that 

have adopted agile but do not feel like there has been a significant improvement. The target audi-

ence includes both leaders and members of agile teams. The goal in writing this book is to give 

you the means to react to situations and challenges in an instinctively agile way  and, thus, secure 

the real benefits that agile promises.   

  What Is Our Approach?  
 Adopting agile requires a change in thinking—it’s not just adopting a set of practices. Too many 

teams have adopted a list of practices and called themselves “agile.” This book can help teams 

get past a typical, rote approach to adopting agile and start gaining the real benefits that agile 

promises. Even if you are already experienced and successful with agile, you can gain additional 

insights that can help you and your teams be even more successful. ( Continuous improvement  is 

one of the fundamental concepts of agile.) Basically, we don’t care what specific agile practices 

you’ve  adopted—what we’re concerned with in this book is whether you’ve gained the  benefits  

from adopting those practices and, if not, we can provide some help in showing you how to do so.  

 Agile continues to grow in popularity because the benefits promised are substantial. As 

markets grow more competitive, and products become more sophisticated, software develop-

ment teams need to become more efficient and effective while still ensuring high product quality 

and delivering real customer value. Agile gives teams a proven way to address these challenges. 

However, being an agile team is more than having daily standups, chunking up work into short, 

time-boxed iterations, and always having working software. Agile means thinking differently: 
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focusing on customer-value, continuous high-quality development, constant improvement, 

and more. If teams simply adopt some practices—without understanding the principles behind  

them—they may never get the full value of agile.  

 Through our years of working with teams, we’ve found that teams need ways to overcome 

their reflexive waterfall habits to really understand and benefit from agile. In our experience, 

if teams couldn’t break an old habit, they would typically wind up with a modified waterfall 

approach instead of truly becoming agile.  

 This book reviews several of the foundational concepts in agile, covers the principles that 

undergird each of the concepts, and then discusses the corresponding practices that complement 

the principles. At the end of each chapter we offer a breakthrough technique that can provide a 

mechanism for teams to move toward the goal of “being agile” instead of just “doing agile.”  

 And now for a warning: To make a breakthrough, we recommend techniques that are radi-

cal enough that you CANNOT fall back into a waterfall habit. You have to remove the safety 

net—no “cheating” allowed. One of the differentiators between this book and other agile books 

is that we cover more than just agile practices; we discuss the principles on which the practices 

are built and also offer breakthrough techniques that can help break old, bad habits. We broke 

through ourselves and have seen many other teams succeed with these methods.  

 This may sound funny, but it is our hope that when you read any of the breakthrough tech-

niques in this book, your first reaction is to tell us that we’re nuts! We want the ideas to feel edgy 

enough that they make you feel uncomfortable. Getting out of your comfort zone is how it works. 

Not all the ideas may strike you this way depending on how your team works currently—and 

that’s OK.    

  AN EXAMPLE OF A BREAKTHROUGH  
 The following is an example of the type of habit-breaking we’re referring to, but it comes 

from outside the realm of software engineering. Scott is a competitive marksman, as is his 

wife and several family members. However, his oldest daughter always had problems with 

flinching when she would shoot—she was anticipating the recoil of the firearm and it would 

inevitably cause her shots to be off the mark. Scott had tried numerous ways to help his 

daughter overcome the flinching habit, but often with little improvement noted. One day 

he suggested that his daughter try shooting with both eyes open.  (Note that most shoot-

ers will shoot with only their dominant eye open, focusing primarily on the firearm’s front 

sight. When shooting with both eyes open, the focus must transition to the target instead 

of the front sight.) When his daughter tried shooting with both eyes open, suddenly the 

flinching stopped and she started hitting the target right where she was aiming. The radical 

change in the shooting fundamentals likely “overloaded” her reflexive, flinching response 

and helped her instead to become an excellent shooter, almost immediately. It truly was a 

breakthrough...    
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  What Does This Book Cover?  
 In this book, Scott and I have distilled our collective 12 years’ experience in both leading soft-

ware teams through adopting agile and subsequently coaching many, many additional teams. 

The book is divided into chapters that focus on 11 crucial topics for agile organizations.  Chapter 

  1   , “Whole Teams,” explores the vital need for developers, testers, and product documentation 

writers to work together during each iteration to accomplish a small but valuable slice of func-

tionality. Each small portion of functionality can—and should—be regularly demonstrated to 

customers, as described in  Chapter   2   , “Active Stakeholder Interaction,” where we provide guid-

ance on how to get  the most from these regular interactions.  

 You may be challenged with getting to “Done!” every iteration. In  Chapter   3   , “Queuing 

Theory,” you’ll see how working on—and regularly completing—some small amount of func-

tionality allows teams to be much more productive and efficient than has ever been possible 

with typical waterfall approaches. A common refrain in agile circles is, “Stop starting and start 

finishing!”  

 One of the primary obstacles to regularly finishing small amounts of work is the pervasive-

ness of multitasking, and in  Chapter   4   , “No Multitasking,” we help you see why multitasking 

(sometimes referred to as task-switching) is inherently inefficient. Here we help you see the dif-

ference between  busyness  and  productivity .  

 One of the principles of the Agile Manifesto is “Simplicity—the art of maximizing the 

amount of work not done—is essential.”  1   To maximize the amount of work  not  done, there has to 

be an intense focus on eliminating waste. Waste can take many forms in software development. 

 Chapter   5   , “Eliminate Waste,” provides numerous ways to help you both to see waste and to get 

rid of it.   

 The flip-side of eliminating waste is ensuring that what is created is valuable—especially 

with respect to your stakeholders.  Chapter   2    covers how to engage with your stakeholders during 

a release. In  Chapter   7   , “Deliver Value,” we discuss ways to ensure that what your team is creat-

ing actually provides value to your stakeholders.  

 And the best way to engage with your stakeholders regularly is to always have working 

software. Two-hundred lines of code that provide some small amount of functionality, that are 

“release-ready,” and that can be demonstrated to customers to get their feedback is far more valu-

able than 2,000 lines of code that haven’t been tested and can’t be shown to customers. Teams 

should focus on always having working software, and  Chapter   6   , “Working Software,” covers 

just how important of a practice this is for agile teams.  

 Always having working software allows teams to have much greater flexibility for actually 

releasing a product. Scott and I come from the enterprise application software world in which it 

is common for products to release once every 2 to 3 years. Given the rapid changes going on in 

the industry today, with the advent of cloud technologies and continuous delivery approaches, 

shorter release cycles are becoming the norm. But even apart from these, shorter release cycles 

 1.    http://agilemanifesto.org/principles.html  

http://agilemanifesto.org/principles.html
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are more efficient and provide more flexibility to teams than longer release cycles.  Chapter   8   , 

“Release Often,” provides much food for thought on this  topic.  

 What do you do when a critical problem surfaces? Do you just address the symptoms and 

move on?  Chapter   9   , “Stop the Line,” encourages teams to immediately stop work when a criti-

cal problem surfaces and fix the problem at its root. Doing so means that the problem will never 

surface again.  

 As with stop the line behavior, many things covered in the book will likely seem coun-

terintuitive, especially given the hold that waterfall thinking has had on software development 

for decades. Real transformation requires both a technical and executive leadership that genu-

inely understands agile principles and practices, is willing to learn more, encourages continuous 

improvement, and provides a penalty-free environment.  Chapter   10   , “Agile Leadership,” shows 

that meaningful transformation cannot occur without leaders who engage with their teams when 

embarking on an agile transformation.  

 Perhaps the most important chapter in this book is  Chapter   11   , “Continuous Improvement.” 

We frequently tell teams that there is no such thing as “100 percent agile” because “being agile” 

means always looking for ways to get better. The best teams we’ve worked with are those that 

continually look for ways to get better.  Chapter   11    provides a lot of encouragement to adopt a 

continuous improvement mindset as part of your day-to-day thinking.  

 The chapters are organized so that they can act as a ready reference for each topic. In addi-

tion, the chapters can be read in any order; in general, one chapter does not build on any previous 

chapter. However, because many of the concepts and principles have a lot of affinity with each 

other, you can see that we’ve emphasized some items in more than one place in the book. Adopt-

ing one agile concept or practice tends to pull other concepts and practices along with it. For 

instance, the concepts of Stop the Line, Eliminate Waste, and Continuous Improvement overlap 

in both intent  and practice. However, they are separated in the book in order to reinforce the value 

of each concept in isolation.  

 As a side-note, Scott and I firmly believe that teams should not try to “tip-toe” into adopt-

ing agile. We recommend jumping in with both feet. Yes, it will be messier and more chaotic 

than tip-toeing in, but the benefits will accrue faster because teams will learn faster. Pulling stuff 

in slowly delays many of the benefits and can often actually derail motivation for going further. 

(“We haven’t seen much benefit yet, why should we  take on something else? Why not just go 

back to waterfall...?”) Jumping into agile allows you to change your thinking, and consequently 

your reflexive habits much more quickly.   

  An Overview Of The Content  
 Each chapter is divided into four main sections: Principles, Practices, Metrics, and Breakthrough. 

The Principle section provides the conceptual foundation upon which the topic is built and shows 

how the ensuing practices support the concept. These principles often provide the necessary 

insight to help teams understand the “why” of adopting any given practice. Each principle is 
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described in terms of why it is important for agile thinking. The practices described are those 

necessary for really making a transformation in an agile way. There is not a one-to-one mapping 

between the principles and the practices—there is actually a lot of overlap  between all the prin-

ciples and practices. In fact, in some cases it can be hard to classify an item as either a principle or 

a practice because it can easily fit into both categories. So if this seems a bit confounding, don’t 

worry about it. The content of the concept matters more than the context.  

 If things are working well you generally know it, but it might be useful to have a way to 

measure progress. Metrics are often useful to entice another team to try something similar, or 

just to give you some context for your own results. The metrics section provides possible ways 

to evaluate if the principles are sticking. Be careful, though, to not let them be your only guide in 

understanding improvement.  

 The set of concepts, principles, and practices that we’ve selected are ones that we have 

found to be critical in helping our teams succeed. We are not trying to be exhaustive—there are 

much better references for that. Our intent is to build a better understanding of each concept so 

that you understand the thinking that is achieved by the breakthrough method. At the end of each 

chapter we introduce a breakthrough technique to help make lasting transformations. Each tech-

nique is intended to help teams break their traditional, reflexive (waterfall) thinking patterns. We 

did not invent all the breakthrough techniques—some have  been adopted from our interaction 

with other agile practitioners (such as the bullpen technique mentioned in the Preface). The oth-

ers are ones we’ve discovered through our coaching experiences. We know there are more tech-

niques out there and hope that this book will encourage teams to share what’s worked for them.  

 We’ve also included a number of stories from teams with which we have worked. Some of 

the stories are of successes. Others describe challenging situations we faced when first working 

with a team—situations that forced us to think of out-of-the-box ways to help them. Some are 

simply illustrative.  

 As mentioned earlier, the focus of much of our coaching experience has been in helping 

enterprise application software development teams. Enterprise application software is generally 

defined as software that enables organizations to run their businesses better. It is not intended just 

for individual usage. As such, it is expected to have a life cycle of up to 20 years or more in some 

cases, is deployed to thousands of users, can run on a variety of hardware and software platforms, 

can typically be enhanced via supported interfaces such as APIs, and generally is built with mil-

lions of lines of code.  Examples include Facilities Management for global companies, Enterprise 

Content Management that protects intellectual property, and Business Process Management that 

guarantees audit-ready process compliance for regulated industries. Enterprise software obvi-

ously needs to operate continuously, needs to provide the ability to scale, must ensure that the 

business value offered is secure, and more. For these reasons, enterprise software development 

environments have tended to have heavier-weight processes as well as long-entrenched waterfall 

practices. Teams tend to be large and are often spread out geographically and functionally. How-

ever, we are convinced that if these principles, practices, and breakthroughs work in enterprise 

application software development,  they can easily be applied to smaller development projects.   
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  What Do You Have To Do?  
 For this book to be useful, teams have to be willing to “jump off the cliff” (so to speak) and give 

these breakthrough techniques a try. Many of the techniques can be tackled in a couple of weeks, 

but adopting one or more means removing other distractions and staying focused so that the tech-

niques get the attention they require. Everyone on the team needs to have “skin in the game” and 

make a conscious effort to succeed. Such a mindset can serve the team well on its agile transfor-

mation journey.    

 Making agile stick is hard work. You may have to update your technologies, get rid of your 

project debt, be rigorous in your planning and execution, learn how to work as a team, listen to 

your stakeholders when they tell you what you may not want to hear, and keep the focus on get-

ting better. But your efforts will succeed. We can generally tell when teams are doing well with 

their agile transformation because they are  having fun .   

  What Benefits Can You Get from Reading This Book?  
 In this book, you can  

    •   Learn techniques that will break typical waterfall response patterns learned over many 

years and which can also help with adopting a new agile way of thinking.   

   •   Learn why agile recommends various practices and why they are key to being 

successful.   

   •   See how to gain the real benefits that agile promises.   

   •   Benefit from the authors’ combined 12 years’ experience at IBM® in coaching IBM 

enterprise software teams in agile.   

   •   Benefit from the experiences of other teams who have adopted agile.   

   •   Use a short questionnaire at the end of the book to assess whether your team is just 

“doing agile” or if you are actually “being agile.”   

   •   Add a useful, continually referenced agile book to your library.     

  Who Are We?  
 As with adopting agile, learning how to coach effectively requires years of experience and 

continuous improvement. Both Scott and I became agile coaches and have spent many hours 

discovering how to help teams get better. Just like agile adoption, coaching is a journey. Scott’s 

years as an instructor pilot in the Air Force trained him to communicate techniques effectively, 

often requiring him to find different ways to communicate the same principle to people who 

learned and understood things differently. One of Scott’s favorite sayings is, “Communicate, 

communicate, communicate!” This book has the same intention: to give you different ways to  

understand critical agile concepts so that they can be communicated to a wide spectrum of teams.  
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 After leaving the Air Force in 1991, Scott joined IBM and has been a developer, Chief 

Programmer, Customer Support team lead, Development Operations manager, System Test man-

ager, Quality Engineering manager, and had responsibility for the Quality Management System 

for all IBM Software Group—all prior to becoming an agile coach.  

 In addition to coaching agile teams, Leslie has been the senior development manager for 

several organizations in IBM making the transition to agile. Her efforts started with her heritage 

teams in FileNet® working on Enterprise Content Management and continued to Rational® work-

ing on the ClearCase® and ClearQuest® products, and then onto the Cloud and Smarter Infra-

structure organization focusing on the Smarter Infrastructure products. She worked for several 

companies prior to joining IBM, including Boeing, Tandem, the Saros Corporation, and FileNet 

(acquired by IBM in 2006). Teams are often tasked with “adopting agile” without much man-

agement participation and, given her  management background, her perspective is that success-

ful adoption starts with leadership—and Scott is in complete agreement. We drive this point 

throughout the book.  

 As agile coaches, we enjoy the “I get it!” moments that people experience after they make 

a breakthrough in their thinking. This is the goal we have for you. And if you don’t “get it” from 

reading this book, hopefully you’ll “get it” from trying the breakthrough techniques. After you 

do get it, it feels good—and you will want to find yet more new ways to drive improvement. And 

that, in turn, is fun!   

  Join the Conversation  
 We encourage you to join the agile conversation on our blog: “Being Agile.” You can find it at: 

    https://www.ibm.com/developerworks/community/blogs/beingagile/?lang=en      

https://www.ibm.com/developerworks/community/blogs/beingagile/?lang=en


This page intentionally left blank 



9

   C H A P T E R  1 

 Whole Teams  

      Being agile requires whole teams because the synergy derived from cross-disciplined and 
cross-component teams working together enables teams to be more productive than working in 
isolation.     

By Leslie Ekas   

 Do any of these phrases sound familiar?  

    •   “When are you going to get your problem solved?”   

   •   “Oops, I forgot to copy John on the email that discussed our proposed solution.”   

   •   “The test team can’t start working on this release yet, so we will have to start writing 

code without them.”    

 These are phrases typical of teams that work in silos. If you regularly hear such comments 

from your team, you are likely not experiencing the benefits of whole teams. Whole teams are 

composed of people who work together to deliver a product.  

 The first time I saw the power of whole teams went something like this: While we were 

building a product, our entire team met together to discuss various challenges. One developer was 

working on a search interface, and innocently brought up a usability problem he was tackling. 

This search interface showed various related fields that the user could select. (Just to describe 

the scenario, think of one field being the state selection and another field being the city selection. 

The city selection contents would change based on which state the user selected.) The developer 

casually mentioned that if a user  selected the state and city but then changed the state, he would 

receive an error dialog alerting him that the city was no longer valid. One of the testers instantly 

became indignant and complained that she hit this issue all the time and getting an error message 

would drive her crazy! If she had to close an error message every time she switched the state 

selection, she would despise the interface and the application. The meeting came to a halt in a 

stunned silence.  

 Luckily the whole team was in attendance and that included the user experience (UX) 

expert. He agreed that the error dialog was a poor choice and recommended using a visual warn-

ing that the user could open or ignore. This may not seem like a big deal, but the team had already 
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used error dialogs in the code, so this was a change in the design pattern. But everyone liked it, 

and after they discussed it, it seemed like it should have been the obvious solution all along. In 

fact the idea was so well received that over time they updated the application  to use it wherever 

possible.  

 What occurred to me while I listened was that, had this problem been raised after the entire 

interface was written and was in test, it would have been considered an enhancement request. 

As such, it would not likely have seen the light of day because it would have been too late to do 

anything but fix broken functionality—forget about making the application a little easier to use. 

The more code that is written before a good suggestion comes in, the harder it is to make a change 

because it affects more code and subsequently requires more testing. So the team  experienced 

“just in time feedback,” which allowed them to make the product better.  

 But what was so compelling is that the entire team was there. Without the whole team pres-

ent and working together, this problem would have taken weeks to solve. Using email, we would 

likely have missed a few critical team members needed to “seal the deal.” As it was, in a few 

hours a problem was solved, the customer got more value from the solution, and the team did not 

have to revisit the issue again. During the meeting, feedback was given fearlessly and feedback 

was taken constructively. For me, this was an early, albeit unintentional, demonstration of the 

power of  whole teams.   

     Principles  

  What Is a Whole Team?  
 In the context of agile development, whole teams are teams that are both cross-component and 

cross-discipline teams that work together throughout a product life cycle. The whole team is 

responsible for the success of its work. By cross-discipline I mean a team that includes develop-

ers, testers, and user documentation professionals (writers). By cross-component I refer to teams 

that are responsible—not for just a single component out of a larger project—but which have 

the necessary expertise to work on all the affected components. The whole team concept goes 

beyond just team composition though: The whole team concept is a way of thinking and  acting 

that must become the norm. In fact, until a team starts to be a true whole team, the team may 

experience limited success with agile and may feel continually stuck in a beginner’s rut.  

 Being agile requires whole teams because the synergy derived from cross-disciplined and 

cross-component teams working together is more productive than when each discipline works in 

isolation and/or when components are developed in isolation. Whole teams succeed because they 

capitalize on the combined skills of each team member working together to accelerate their deliv-

erables. Working cooperatively, they can leverage each other’s insights, instincts, and responses 

to ongoing work throughout a project.  

 This chapter describes why whole teams experience better communication, productivity, 

and collective knowledge sharing than traditional silo’d teams. It makes a case for keeping teams 

intact as well as protecting them from interruption during a product release.  1      

 1.   Note that in some agile circles, the term “integrated teams” is used instead of “whole teams.” 
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  Why Are Whole Teams Hard to Create?  
 Traditional software development organizational structures have advocated for teams that spe-

cialize in technology and are grouped by a common discipline, for example, development, test, 

user documentation, and so on. The reasoning goes that teams composed of people with similar 

skills can help each other within their own domains. Furthermore, it is believed that teams that 

share a common discipline can be “time-sliced” across various projects as needed instead of 

focusing on one project at a time. This is the epitome of the “job-shop” mentality in which engi-

neers just do their specific job and lose sight of the bigger picture. Unfortunately,  optimizing the 

efficiency of a particular discipline almost always sub-optimizes the organization—a point that 

is often not well understood. Lean thinking in particular focuses on process throughput optimiza-

tion to improve efficiency, versus individual throughput (described more in  Chapter   3   , “Queuing 

Theory”).  

 The whole team approach advocates the idea of team members being “generalizing spe-

cialists” who have deep skills in specific disciplines, domains, and technologies but who can also 

work outside their area of expertise to help achieve the team’s iteration goals. At first, teams shy 

away from this aspect of the whole team concept because they interpret it to mean that everyone 

on the team must do everything. In small, high-performing agile teams, this may be the case, but 

it gets more difficult as projects grow in size and encompass many technology domains. How-

ever, teams do not have to achieve the  ideal level to become a whole team—but they should at 

least move in the direction of becoming “generalizing specialists.”   

  Cross-Component Teams  
 Software composed of multiple architectural components is often built by separate teams that 

develop their respective components independently. There may be a database team, an applica-

tion server team, a user interface team, and so forth. After the components are developed, the 

parts are put together to create the product as a whole and tested during an integration phase. 

Teams working on a single component find this a convenient way to work because they can easily 

capitalize on their common knowledge. However, the overall focus of the work becomes rather 

narrow, and it can be tempting to hand off responsibility for  some component to a remote team, 

further isolating the various parts of an organization. Individual component teams are likely to 

work together only at the beginning of a project, during initial design, and again at the end of the 

development cycle when trying to integrate the components (perhaps for the first time).  

 Building components in isolation rarely produces the best product because the bigger pic-

ture is often lost. And although it may seem counterintuitive, building independent components 

in isolation is less productive than building cross-component functionality from the outset. One 

of the basic aspects of whole teams is that they include team members from across technology 

disciplines that are required to develop the software. These integrated teams work together from 

the beginning of the project and continue together throughout the life cycle of the project. One 

of the core enablers of teams working together this way is continuous integration, which enables 

products  to be automatically built, tested, and deployed from the beginning of the project. This 
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practice avoids the typical expensive integration problems that arise when large amounts of code 

get integrated for the first time.  

 The emphasis on cross-component team composition also facilitates the practices of evolu-

tionary architecture and emergent design.  2   Whole teams, using these practices start with a mini-

mal architecture that is “good enough” to enable them to build a “thin slice” of cross-architecture/

cross-component functionality in one of the earliest iterations. All the architectural details will 

not have been worked out yet, but the team can test the initial, basic architecture right away. 

This approach enables teams to validate their architecture early in the project and have  greater 

confidence that it is a sound architecture—or adjust it as needed—which can be much easier now 

rather than later because the amount of work done up to this point is so small. Compare this with 

finding a major problem in the architecture late in a project when various components are inte-

grated together for the first time.   

 Working together as a whole team iteratively on the architecture and design enables 

everyone on the team to understand the strengths and weakness of the software so that the team 

develops good instincts regarding any noted constraints. A whole team will also have a common 

history that enables the team to produce more consistent design patterns as more and more fea-

tures are added. Furthermore, because this evolutionary approach enables real functionality to be 

manifested earlier, the team can demonstrate this functionality to its customers and get feedback 

earlier than was possible with waterfall’s component-based development approach.  

 Cross-component, whole teams should be formed around epic stories or product features 

rather than technology. Agile teams, working together to build cross-component functionality 

from the beginning require that an end-to-end working environment be ready early in the project 

life cycle—that is, a continuous integration system that continually builds, validates, and deploys 

the product build. These are just a few of the items that need to be addressed for cross-component 

teams to function successfully in short iterations. Getting such an environment in place at the 

beginning of the project requires cross-component expertise, and this expertise can continue to 

be required as  the project progresses and the environment requirements continue to grow along 

with the product.   

  Cross-Discipline Teams  
 Whole teams also include team members from each of the disciplines required to develop and 

successfully deliver the product. Teams should include developers, testers, and writers, and may 

also include a product manager, a build developer, a user interface designer, and so forth. It is 

important that teams have the collective skills to fill the required roles. Note, however, that a 

“person per role” is not required.  

 Teams organized by discipline often operate differently from cross-discipline teams. For 

instance, in waterfall, testing groups may wait until the design phase is complete before they 

develop a test plan, and testing itself doesn’t typically begin until late in the cycle when a lot of 

 2.   Note that we discuss evolutionary architecture and emergent design in Chapter 6, “Working Software,” and 

Chapter 8, “Release Often” as well. 
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code has been written. Testers may even be prevented from joining the effort on the new release 

because they are finishing up leftover work from an earlier release. Getting to the point in which 

whole teams can begin work together on the first day of a project may take a significant amount 

of effort, and  perhaps some behavioral changes as well. All available engineers should focus on 

completing any work that would prohibit them from starting together on the next release. This 

means getting the previous release out the door so that everyone can be available on Day 1 of the 

next project.  

 Why is it so important that a team actually start a release together? The goal for whole 

teams is to work together to produce a product, to learn together, and help each other get to 

“Done!” each iteration. With whole teams, no one gets credit for anything until the team has got-

ten to “Done!” Only then is any “credit” given for completing work, and it’s  the team  that gets 

the credit. It’s an all-for-one, one-for-all approach in which there’s no “partial credit” and no 

“individual credit.” For this to work, the team needs to start together so that coding, testing, user 

documentation,  automation, defect fixing, code reviews, and so forth can all be accomplished as 

part of each iteration, beginning with the first one.  

 It is common to see the team members charged with system level testing joining an agile 

team well after the initial iterations have been completed. System level testing typically describes 

testing that covers scalability testing, failover testing, long-run testing, performance testing, and 

more. System testers tend to have a unique set of skills, so they tend to move from one project to 

another, always joining a project long after its start. When system testers actually do join a proj-

ect, the rest of the team loses valuable time trying to get this set of contributors caught up and, 

more importantly, the  project team misses the opportunity to have things such as scalability test-

ing and performance testing executed early in the project when adjusting the code is much more 

manageable. If the system testers are not engaged early in the project, it is also harder for them 

to devise how best to test the software because much of the discussion and early decisions will 

not be known to them. Thus, system testers should be part of an agile whole team from the very 

beginning of a project.  

 One of the benefits of whole teams is that when the team discovers and solves problems 

together, every team member understands the context and history of the issues and resolutions. 

Together they gain a shared experience and build a knowledge foundation that will serve them 

throughout the entire project. As the team builds its working history, it improves its synergy, 

which allows the team to make decisions faster and even anticipate problems before they actually 

happen.   

  Cross-Geographical, Cross-Cultural, Large Teams  
 In enterprise application software projects, whole teams can consist of engineers from around 

the globe and from different cultures. Whole teams can work when team sizes are larger than the 

recommended 7 to 10 engineers. However, it should be no surprise that all the same principles 

still apply: These types of teams need to start a project together, plan their work together, and get 

to “Done!” each iteration together. The effort to create a whole team is even more critical in these 

situations but—we won’t sugarcoat it—it is much harder.  
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 The most difficult part of cross-geographical teams usually has to do with the need for 

daily communication. To establish trust and ensure rich communication channels, regular com-

munication is an imperative. The communication needs to be open, the interaction needs to be 

constructive, and the focus needs to be on working together to succeed. There are a couple of 

ways to tackle the cross-geographical problem. The most successful way is for everyone to share 

a bit of the “pain.” By this I mean that some team members may have to stay up late for calls 

with the other part of the team,  or get up early, or perhaps even shift their schedules to align com-

pletely with the other part of the team. Teams can meet at different times throughout the week 

to “share the pain” of difficult meeting times. Some teams record their standups so that the team 

members separated by time-zones can understand what happened. There are many ways to make 

this communication successful, and teams should try a variety of mechanisms to determine what 

works best.  

 We know that this is not ideal but we encourage you to be creative, try different approaches, 

and keep experimenting until you find the right combination of changes that make it work for 

your team. However, please do not dismiss the need for regular communication (whether the 

team is local or geographically separated)—it’s just  too important.   
 There are a couple of positive benefits that cross-geographically organized teams can 

obtain: Teams that span time zones can coordinate work so that one part of the team can start 

where another part leaves off at the end of their day. In addition, teams that bring different cul-

tural behaviors together can leverage the best from multiple working styles.   

  Stable, Dedicated, and Protected  
 Whole teams are more effective when they are committed to the project for the complete duration 

of the project. With this approach, teams should get new team members or lose team members 

only on an exceptional basis. Managers and other project leaders should do everything they can 

to protect teams from all interruptions so that the teams can get to “Done!” (which is very, very 

hard to do if management acts like a “fast-forward” button, immediately passing along every 

interruption to the team).  

 Although this probably sounds like common sense, it’s not that common. Companies with 

multiple products typically juggle people between projects to align with changing schedules 

and revenue expectations. Engineers with particular knowledge or skills may get “time-shared” 

between various projects. People may get pulled from doing new development to manage a criti-

cal defect discovered at a customer site. And of course all teams are constantly asked to do more 

with less. Team churn ultimately slows down project progress. Furthermore, if team members 

slice their time between different projects, their lack of focus for any length of time can nega-

tively affect  their productivity and likely the quality of their work as well. The section “Maintain 

and Protect Dedicated Teams” discusses the evils of task-switching further, as does  Chapter   4   , 

“No Multitasking.”    
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 Expecting team members to work on multiple projects may feel like an efficient use of 

personnel, but it is likely not delivering the best product in the most efficient way. “Protect the 

team”—this is a cornerstone principle of whole teams, thus management must have as a primary 

goal protecting the team. Protecting the team means that the team should be shielded from dis-

tractions to meet its project goals.  

 Rotating people between agile teams is a common practice in some organizations. An indi-

vidual may have a particular expertise that makes him valuable to multiple teams. There are 

three primary problems with moving an expert around, however. First, if an expert is moved out 

of an agile team for an iteration, the work the expert would normally have contributed will not 

be picked up by the rest of the team, thus putting the team behind. Second, if an expert spends 

limited time on a project, he will not have the shared history enabling him to make well-informed 

decisions regarding his  own contributions. For example, he will have to learn what technology 

has been developed so that he can determine what to test. This will demand valuable time from 

the rest of the team. Finally, it will be difficult for others to learn from the expert due to the lim-

ited time the expert has available by virtue of being pulled in multiple directions at once.  

 One development project that I managed included new features that required aggressive 

performance tuning. Our company had a skilled team to measure product performance and make 

tuning suggestions, but that team had little time for my project until late in the schedule. We 

decided to bring the performance testing work inside the scope of our team and get some of our 

team members skilled with the performance testing tools. This way we could test and tune early 

in the project as the features were developed. Educating the developers, creating the environ-

ments to test, and managing the results took extra time initially  for the project. However, by 

doing this, we had performance information in one of the earliest iterations, and the data showed 

that we had problems. The team stopped further feature work until it understood and fixed the 

performance problems. This behavior continued throughout the project, and by the middle of 

the project, the team felt confident that it had discovered and fixed the most critical performance 

issues. Furthermore it concluded that had the problems been found later in the cycle, the root 

causes and the solutions would have been harder to identify. The actual fixes also would have 

 3.   Brooks, Frederick P.,  The Mythical Man Month . Boston: Addison-Wesley, 1995: page 232. Print.  This is a 

book that should be on every software engineer’s shelf. 

   THE MYTHICAL MAN MONTH  BY FRED BROOKS  3     
 Fred Brooks is a former IBMer who came out against the idea of throwing additional bodies 

at projects that were running behind. In his classic work titled,  The Mythical Man Month , 

he discusses his Brook’s Law, which reads, “Adding manpower to a late software project 

makes it later.” My corollary to his point is, when throwing bodies at a project that is running 

behind, “What one engineer can do in one week, two engineers can do in two weeks.” ☺   
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been difficult  and time-consuming to implement. This is also an example of “stop the line” think-

ing, which we address more in-depth in  Chapter   9, “Stop the Line.”     

 High-performing agile teams have dedicated members and are protected by their manage-

ment from interruptions and from constant changes in team membership.    

  Practices  

  Start with Whole Teams  
 Agile teams are whole teams. Whole teams are created at the beginning of a project and stay 

together throughout the project. Whole teams consist of everyone needed to complete the planned 

product deliverables.  

 Team members each have unique skills and expertise that they use to contribute to the 

overall effort, but they are also expected to cross outside of their skill boundaries when required 

to help the rest of the team reach the iteration goals. Teams new to agile often respond to this 

notion with anxiety. “We cannot afford to have developers test.” “I cannot learn how to develop.” 

“I am not a good writer.” Team productivity will obviously increase if the entire team could do 

any of the tasks; however, this is not the situation for many teams. Getting to the point  in which 

team members can contribute outside of their particular skill area takes time for most teams to 

achieve, and some teams never achieve the ideal given the size of their projects. Nevertheless, 

becoming a whole team requires team members who are willing to jump in and help in any way 

they can and learn new skills as they go. This might mean helping to set up computers, looking 

over someone’s shoulder to help find bugs, writing draft documentation, and so forth. But it does 

not necessarily require that everyone on the team learn the most complex aspects of each job,  

such as kernel-level debugging, the use of automated testing tools, or the usage of unique product 

documentation tools.  

 Teams willing to adopt a whole team approach can experience productivity growth. Fur-

thermore, team members willing to jump into unfamiliar tasks can expand their domain knowl-

edge and skill sets and also gain satisfaction and job growth as a consequence. And of course, 

they are making themselves more valuable to the team.   

  Maintain and Protect Dedicated Teams  
 Unless you’ve adopted the practice of self-organizing teams, it’s typically management’s respon-

sibility to assign team members to a project and then protect the team. It is to management’s 

benefit to protect the team so that the team can get its work done and ultimately deliver the prod-

uct with customer value and high quality. Protecting the team means preventing any interruptions 

to the work the team has committed to accomplishing in its current iteration. Furthermore, man-

agement must keep each team member focused on and committed to a single project so that team 

members can maximize their output.  
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 In the real world, teams have to respond to short-term crises and shifting priorities. The 

easiest way to manage such challenges and continue to protect teams is to keep iterations short. 

And by short iterations, we mean 2 weeks maximum. It is easier to protect a team during a short 

iteration than a longer iteration. In fact, this is one of the many reasons iterations should be short. 

If a critical interruption arises, and the team is halfway through a 1- or 2-week iteration, the 

manager can make a better case for the team being allowed to complete its work  and stay produc-

tive, rather than stopping the team and getting nothing “Done!” for the iteration. It can use its 

next iteration to manage the crisis because the elapsed time is relatively short. Conversely, if the 

iteration is as long as a month, it is easy for management to believe new work can be absorbed by 

the team by simply having the team “work a little harder” (which, when translated into reality, 

implies overtime).  

 Highly productive agile teams may even adopt a “no iteration” methodology based on a 

“pull” or a “continuous flow” model. In these scenarios the team is maintaining working software 

even more aggressively. As teams get better at working together as a whole team, they should 

consider trying these lean models.  

 When teams get used to getting to “Done!” in short iterations, and they reliably repeat 

the pattern, management has a new defensive strategy: It has the data to show that protecting 

the team from interruption results in higher productivity. Any situations that arise that require 

immediate attention are added to the top of the backlog and addressed the next iteration. This 

should remove the typical distractions that are less urgent than maintaining progress on the proj-

ect. Shorter release cycles also help protect the team. When teams deliver “just enough” capabil-

ity in a short release cycle, they can better respond to  new priorities that would negatively impact 

longer release plans.  

 Whole teams can get to “Done!” better by learning how to work together leveraging their 

unique skills. Each team is unique and develops its own team dynamics because it is made of 

unique people who have their own combinations of gifts and skills. Changing the team make-up 

regularly by moving people around disrupts this pattern and hurts a team’s long-term effective-

ness and predictability. Short release cycles also help enable dedicated teams because it is easier 

to keep a team together for shorter time periods.   

  The Conversation  
 The most critical aspect to succeeding as a whole team is effective communication. Communica-

tion is best achieved by interacting, or rather, by having conversations. Agile’s primary mecha-

nisms for this necessary communication include release planning, the daily standup, iteration 

planning, customer demonstrations, and reflections. There are additional ways that encourage 

increased communication, such as making it a team rule to help each other remove blocking 

issues, adopting pair programming, and team creation of user stories. Whatever the mechanism, 

the goal is  the conversation —live interaction. Conversation enables interaction while ideas are 

fresh. It also enables collective thinking, that is, one person’s input  inspires another’s feedback. 
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Furthermore, timely discussion with all the right people contributing (or maybe even just listen-

ing), results in faster progress. Working together enables a team to stay informed.  

 Teams often use documentation to communicate anything that needs to be referenced. For 

instance, engineers have a tradition of documenting designs, but often they do not review their 

designs with their team because it is written down—anyone can pick it up and read it. However, 

even the best writers often struggle to convey their point in written form.  4   So why do we expect 

that the written document will succeed in socializing the critical points that need to be conveyed? 

Many have heard the familiar quote from Blaise Pascal that goes like this, “I have made this letter 

longer than usual, only because I have not had time to make it shorter.” Constructing a message 

that is easy to understand takes  time. Documentation is useful and should not be abandoned, but 

teams need to use live discussions to make sure that they are communicating and that the infor-

mation is understood.   

 Email threads often result in failed communication. After you send an email explaining 

a problem to a coworker, do you think your job is done? Have you ever received a long email 

thread with a message from the sender saying, “How do you want to handle this?” Do you have 

emails sitting in your inbox that have been there more than a week? Email is a great storage 

repository for unfinished business. Find a way to get critical issues out of email and get them 

handled.  

 Scott has a great saying, “If a picture is worth a thousand words, then a conversation is 

worth a thousand emails.” Live discussions are necessary to get work completed in a timely 

fasion. Improving the communication at the daily standup is a great place to start. But it is hard 

to enable the teaming on work if you do not share enough descriptive information in the standup. 

Common—but frustrating—daily standup meeting comments we have heard are, “I am doing the 

same thing that I did yesterday,” “I am still testing,” and so on. This input is practically useless. 

The reason  that we go through the typical standup protocol, “What I did since the last standup 

meeting,” “What I am going to do next,” and “What blocking issues do I have?” is to provide the 

opportunity to communicate about our work and help each other.  

 The same conclusions apply to teams that cross geographies and cultures. Everything that 

is important for local teams is also critical for cross-geographical teams, but communication 

alone may determine success or failure.  

 To succeed in agile, and even in your career, learn to communicate and learn to communi-

cate well. Engage in live discussions, be willing to listen to feedback, be informative—but to the 

point—in your delivery, and most of all, keep trying to communicate better.   

 4.   To drive this point home, Scott and I would much rather be having a live conversation with you about the 

topics covered in this book rather than simply having you read this book. We could cover the material in 

less time than it  would take you to read the book and in a more comprehensive way. Additionally, you’d 

have the opportunity to ask questions of us and gain additional clarifi cations that you obviously aren’t able 

to do by just reading the book. 
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  Share the Same Truth  
 For any team to succeed, sharing the same priorities and the same information is critical because 

each team member must continually make decisions. The basis for decision making for the team 

has to be rooted in the same priorities using all the information available. A prioritized backlog 

of work provides a mechanism to ensure team synchronicity, and good tooling can provide the 

mechanism for sharing the same information.  

 One of the most significant tools for keeping teams coordinated is a team dashboard or 

an information radiator. Good dashboard products provide a flexible way to create widgets that 

can integrate live data from external tools (such as separate source code management systems, 

separate test case repositories, separate build environments, and so on). Providing a single view 

of commonly viewed data gives teams a real-time view of the same “truth,” such as how many 

defects are active, where the latest build is deployed, what delta functionality is in the latest build, 

and how far along the team is on this  iteration’s user stories. Several years ago, a team that I was 

managing—a large team that spanned the globe—started to use such a tool to coordinate our 

work. We quit using most other mechanisms of reporting information because our online dash-

board solution encompassed all aspects of the project and did so in real time. Because the data 

that was displayed was live data, it was never out of date.  

 This dashboard capability moved our large team a lot closer to succeeding as a whole team. 

The Agile Manifesto calls for interaction over tools and processes, but do not discount the power 

of excellent tooling to help enable necessary team interaction and communication.   

  No Partial Credit  
 Whole teams get credit for the work they complete each iteration. Individuals on the team do 

not get partial credit for the work they accomplish during the iteration. Team members may give 

each other “high fives” for finishing work as they go, but agile works when teams embody the 

whole team spirit and succeed or fail together.  

 Encourage your team to avoid this kind of thinking: “I have my code written and now it’s 

up to the testers to finish testing while I move on to something else.” Encourage them to think 

instead about how to help the testers finish their work so that the team can move on together. 

Staying tightly coordinated to finish work enables teams to be more productive and achieve 

working software every iteration. The notion of “no partial credit” drives this point home. Work-

ing software is the team’s measure of progress. Having working software every iteration requires 

coordinated work from the whole  team. They all get credit for achieving the goal.  

 This whole team “full credit and no partial credit” concept flies in the face of most com-

panies’ Human Resource (HR) practice of reviewing and rewarding individuals for their accom-

plishments. To enable whole teams to succeed in such an HR environment, managers have to 

strike a balance between encouraging individuals to grow their own skills and encouraging indi-

viduals to be successful team players who encourage and help each other. Many of the best sports 

teams have demonstrated repeatedly that teams that work well together make it to the champion-

ships. Teams dominated by one or two individuals ultimately lose because the burden  is too great 

for just one player or two players. Whole teams leverage the valuable skills of all the players.  
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 Team members need to set their goals around personal growth areas as well as team growth 

areas. These goals can naturally work together. To get to “Done!” as a team, each person should 

contribute to the effort using his strongest skills. But to make the team better, team members need 

to learn new skills so that they can help each other. When team members can help each other, 

they can better maintain working software, which is  the  measure of progress.   

  Offer Help  
 One critical aspect of whole team success is offering help. Each team member should offer to 

help other team members whenever needed. This may seem obvious, but it is contrary to man-

dates commonly practiced by development teams. Typically, individuals are instructed to get 

their own work completed, grow their own skills, and achieve individual feats to differentiate 

themselves from their peers. However, this focus on the individual has to be paired with the prac-

tice of individuals extending their time and skills to help others on the team. Teams that emerge 

from a traditional development culture may be unaware that their  culture is not transforming 

successfully. They need to pay close attention to warning signs that they might be in trouble. For 

instance,  silence  should be painful if no one offers to help when a blocking issue is raised during 

a standup meeting. A whole team culture requires that team members get into the habit of offer-

ing help, even if they have to learn something new.  

 Every team has a go-to person. People usually figure out who it is and start to rely on her. 

The go-to person knows what the team is doing, how the code works, what the biggest issue 

is right now, and so forth. If that go-to person does not know the needed information, she will 

often start looking for it before you even finish asking. Agile’s emphasis on whole teams work-

ing together should inspire a whole team of go-to people. Go-to people are not afraid to stretch 

beyond their job descriptions; in fact they enjoy learning and helping teams to work  together 

well. You may be afraid that you do not have the personality for this, but those that try tend to 

experience additional job satisfaction, which improves their contributions significantly.    

  Metrics  
 To validate that you have a whole team, track the team membership each iteration, beginning 

with the first iteration, and review it regularly. Confirm that the whole team starts together and 

finishes together. Yes, this may seem like a relatively simple (or even simplistic) thing to track, 

but if the goal is to have stable, dedicated teams, then having an indicator immediately available 

to confirm that this happens can be a big incentive to actually having stable, dedicated teams—

especially if you need to convince others in the organization that problems with team stability 

are real.  

 As another simple metric, make a rough estimate for the time required to coordinate infor-

mation across the team at the beginning of a release. Find a mechanism to share the same truth 

with the entire team. Use a dashboard, a common whiteboard, a wiki, an information radiator, 

or whatever works. Use that mechanism as a way to share information during the daily standup. 
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Re-evaluate the time required to coordinate information across the team at the end of the several 

iterations. Compare the results. If significant progress was not made, or rather the time required 

for coordination did not decrease, try  a new mechanism.   

  Breakthrough  
 Early in my experience with agile, a development team that I was managing was lucky enough 

to make a breakthrough with bullpens that transformed its behavior almost immediately. In fact, 

this breakthrough was so profound for the team that it changed my reflexive, waterfall-oriented 

thinking permanently. The team I was managing was having communication problems. A project 

consultant, Stan Rifkin, suggested we try bullpens to fix these challenges.  

 But let me back up and describe how we got to this recommendation. The first development 

team I managed that adopted agile got all the basics down quickly. Our daily standups became 

essential; we defined the work we planned to complete each iteration; and we demonstrated new 

functionality to our customers almost weekly. Despite our early success with many of the typical 

agile techniques, we were not working well as a whole team. Several developers would talk to 

each other in the hall, decide on a new development strategy, and then forget to tell the testers. An 

email discussing changes  to how the product could be customized would go out to a part of the 

team, but the writers would be left off the email thread. Testers complained among themselves 

about the usability problems but did not bring them to the rest of the team. Tempers were mount-

ing and disgruntled team members visited me saying, “He said this; she said that.”  

 I took a piece of advice Mary Poppendieck gave me during a conversation about “stop the 

line” thinking and identified just one problem to fix during each iteration. If we failed to find a 

solution to the problem, then we worked on the same problem the next iteration, and the next, and 

so on, until it was fixed. The team agreed that it was not a whole team. We tried everything we 

could think of but nothing worked. Over time the team was feeling demoralized, members were 

banding together to place blame, and the whole agile effort was losing ground.  

 Luckily we got consulting help from Stan Rifkin, a consultant with 40 years’ experience 

in data processing, management consulting, software engineering, and computer science. We 

reviewed our practices and issues with him. He suggested that we try bullpens. He explained that 

bullpens were multihour working meetings with the emphasis on  working . Instead of meeting 

to discuss status, or to do planning, teams do real work together. Here are the rules for bullpens:  

    •   Everyone on the agile team MUST attend and pay attention.   

   •   Do real work together.    

 At first we struggled with what this actually meant. Do we write code together, do we test 

together, do we review documents together? In the end, it did not matter as long as we worked 

together and solved problems.  

 Interestingly enough, the majority of the team had a similar response to the suggestion, 

“No way!” (although a few people said, “Sounds great, let’s try it”). After listening to all the 
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reasons we should not do it for more time than I can stand to remember, I pulled management 

rank and said, “We will try it beginning tomorrow.” The team grumbled off and planned for their 

first 2-hour bullpen.  

 The team floundered a bit, wondering how to start, but a tester broke the silence by talking 

about a set of tests that were failing. That quickly led to discussions on how the tests were run, 

disagreements about the expected behavior, and candid feedback about how the functionality 

could be more usable. With that, the team was off and running.  

 The first bullpen worked well. Problems were solved in real time, and the entire team 

learned what was going on at the same time. The team proceeded to schedule multiple bullpens 

weekly. Because the entire team was not in the same room, let alone the same country, we had 

to do this over the phone and with an emeeting—sort of “virtually sitting next to each other.” 

Adopting bullpens had the added benefit that when the team was not in a bullpen, it could get 

more focused time to work because most of the issues requiring cross-team communication had 

already been  addressed.  

 Bullpens became so successful that the team started to use them for a variety of purposes. 

They had bullpens to jointly review code, discuss and solve difficult technology problems, 

code bash as a team, and more. We observed these positive outcomes: First, the team became a 

whole team. Accusations ceased and productivity increased. Second, the amount of email in my 

inbox dropped in size significantly. The team solved problems in real time with the whole team 

involved, so no additional communication was required.  

 Small agile teams that work in the same room usually develop a bullpen behavior simply 

based on their proximity. These may be called team rooms. Teams not residing in the same loca-

tion can get similar value from bullpens. One advantage of bullpens over team rooms is that with 

bullpens, the rule is that everyone must attend, and it also leaves nonbullpen time to get focused 

work done that is less likely to be interrupted.  

 The story at the beginning of this chapter about the user interface design point that the tes-

ter disliked resulted from one of the first bullpens that I attended. The success of the meeting was 

stunning to everyone in the meeting. It forever changed our team dynamics and we were hooked.  

 When a team becomes a  whole team , the team starts to think in a more agile way. When 

teams share the ownership of problems and their resolution, they can move faster together, lever-

aging everyone’s collective strengths. Most whole teams have more fun working this way and 

certainly experience higher productivity.    

     Summary  
 Being agile requires whole teams because the synergy derived from cross-disciplined and 

cross-component teams working together enables teams to be more productive than working in 

isolation.  

    •   Whole teams accelerate delivery and increase team capacity by working closely together 

to leverage each other’s unique skills.   
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   •   Agile advocates the idea of “generalizing specialists” who can work outside their regu-

lar domains when required to achieve iteration goals.   

   •   Whole teams work across the architecture stack to deliver end-to-end functionality from 

the beginning of the project and develop a common history so that consistent design pat-

terns emerge.   

   •   Whole teams start the project together; they get to “Done!” each iteration together; and 

they succeed or fail together. Whole teams may span the globe and cross cultures.   

   •   Management must protect its teams from interruptions to enable them to deliver value to 

customers sooner.   

   •   Regular, open, and constructive communication is critical to whole team success.   

   •   Dashboards or information radiators enable teams to share the “same truth.”   

   •   Aspire to be a go-to team member.   

   •   Bullpens are a mechanism that breaks teams out of silo’d behaviors and enables them 

to become whole teams. The basic rules of bullpens are 1. Everyone on the agile team 

MUST attend and pay attention and 2. Do real work together.       
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