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<thead>
<tr>
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<tbody>
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<td>89</td>
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</tr>
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<td>53</td>
<td>98</td>
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</tr>
<tr>
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<td>99</td>
<td>78</td>
<td>65</td>
</tr>
</tbody>
</table>
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<table>
<thead>
<tr>
<th>Field Name</th>
<th>Data Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>User ID</td>
<td>AutoNumber</td>
</tr>
<tr>
<td>UserName</td>
<td>Text</td>
</tr>
<tr>
<td>UserEmail</td>
<td>Text</td>
</tr>
<tr>
<td>UserPhoto</td>
<td>OLE Object</td>
</tr>
<tr>
<td>UserDescription</td>
<td>Memo</td>
</tr>
</tbody>
</table>
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<table>
<thead>
<tr>
<th>Color</th>
<th>Item</th>
</tr>
</thead>
<tbody>
<tr>
<td>Black</td>
<td>Item</td>
</tr>
<tr>
<td>Blue</td>
<td>Item</td>
</tr>
<tr>
<td>Red</td>
<td>Item</td>
</tr>
<tr>
<td>Green</td>
<td>Item</td>
</tr>
<tr>
<td>Yellow</td>
<td>Item</td>
</tr>
</tbody>
</table>
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