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number of, in barrier, 307
owner, recording, 258
priority in creation of, 272
in proactive I/O, 189
readers/writer lock on, 292–293
scheduling, 268–269, 271
scheduling classes for, 271–274
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in thread-specific storage, 310
threading policy, in multithreaded I/O, 188
thread manager
exit handler registered with, 277
multiple, 279
pointer to, 277
signals sent with, 279
as singleton, 279
thread-per-connection model, 142
for multithreaded I/O, 188
thread-specific storage with, 310
thread-per-request model vs. thread pool model, 326
thread pool(s), 274–275
about, 325–326
in ACE_TP_Reactor implementation, 185
thread pool model, for multithreaded I/O, 188
thread-pool reactor, implementation of, 183
thread priority macros, 272
thread safety
basics of, 251–257
in map manager, 108
mutexes for, 252–254
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